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I Abstract

On the one hand the possibilities that arise from the increasing globalisation and the increased availability of information and communication technologies along with the fact that resources in form of software engineers are much cheaper in large sections of Eastern Europe and Asia than they are in the Western World led to the situation, that many software engineering projects today are developed distributed by engineers spread over the world. Nevertheless these projects are still in need of heavy and close cooperation of the parties involved. On the other hand agile methods of software engineering are increasing in importance as nowadays state-of-the-art software engineering processes to address frequently changing requirements as well as fast and early delivery of software products. Extreme Programming is among the most prominent of these agile methods and comes with a large case of practices. Among those is Pair Programming which is a style of software development in which two software engineers team up and collaborate on the same artefact sitting side by side in front of a shared workplace. Such a team consists of the so called Driver who is typing at the computer or writing down a design. The other partner is called the Navigator. His duty is to continuously review the work of the Driver. The pair is in heavy need for continuous communication with each other and switches roles periodically.

From the two points stated above it is clear that there is a need for the appliance of the Pair Programming practice even in development teams in which the Pair Programming team members are not collocated at the same development site. In this case there is the need to have tools that support the cooperation and communication between the pair so that they are able to perform Pair Programming in a similar way as if they were sitting next to each other. Simulating this collocated collaboration in a non-collocated environment puts a number of requirements up against tools that are used to support the Distributed Pair Programming practice. Thus such tools need to be evaluated for their grade of fulfilment of these requirements to enable software engineers and project managers to select the tool best suited in a specific project.

There was already some previous research done in tools that support the Distributed Pair Programming practice as well as into requirements that are recommended to be fulfilled by such tools. Nevertheless there is still the lack of consolidated lists of such tools as well as requirements and of a way to provide means to compare these tools with respect to their usability for the support of the Distributed Pair Programming practice. This work intends to provide an extensive list of available tools with potential to support Distributed Pair Programming as well as a consolidated list of requirements desirable to be fulfilled by tools supporting the Distributed Pair Programming practice. The consolidate list of requirements is used to set up a generic evaluation framework for the comparable evaluation of such tools. The set up evaluation framework is used in a series of case studies to evaluate a selected number of these tools towards their usability in the appliance of the Distributed Pair Programming practice.

The results of this study show that though there is still a significant lack of availability of tool support for some key requirements needed to simulate the collocated situation in Distributed Pair Programming environments there is a number of tools available that provide ample support to effectively apply the Distributed Pair Programming practice.
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1 Introduction

Software engineering as a term meaning methodological development of software was started to be used in the late 1960s as researchers, managers and practitioners in the area of software development started to try to improve software development practice. The NATO Science Committee initiated two conferences on software engineering in 1968 in Garmisch, Germany, [Naur and Randell, October 1968] and 1969 [Randell and Buxton, October 1969], which gave the research field its initial boost and marked the start of the profession of software engineering.

Since that time the area of software engineering underwent vast changes. Based on the original idea of software engineering, which is to transform software development from an ad-hoc, labour-intensive activity to a managed, technology supported engineering discipline, a large number of process-models, methods and practices have been researched, defined and discussed throughout the last decades.

One of the latest streams of software engineering is the introduction of agile processes. Agile processes evolved as part of the reaction against the existing and already settled heavyweight processes which were seen as bureaucratic, slow, and most important contradicted the way software engineers actually worked. Due to increased demands on reducing the time to market, following a detailed plan was no longer the most important goal of a project. Rather the satisfaction of customers at the time of delivery of the finished product now got the highest priority in software engineering projects. It became common practice that major changes in the requirements, scope and technology occurred during the lifespan of a project which were often out of control of the development team. Traditional approaches focused on creating and settling the set of requirements early in advance and in this way eliminating the costs of changes. Today eliminating changes early means being unresponsive to the actual needs of the customer. Today’s market demands innovative software fulfilling high quality standards being delivered in as little time as possible. Therefore the focus of agile methods – also called lightweight or iterative incremental methods – lies on simplicity and speed [Abrahamsson, Salo, et al., 2002]. In development work the development group concentrates only on functions needed at first hand, delivering them fast, collecting feedback and reacting to the information received. Today agile methods of software engineering are getting more and more important as nowadays state-of-the-art software engineering processes.

One of the most prominent and widely known of the agile methods is Extreme Programming (XP) [Beck, 2000] which was introduced around the turn from the twentieth to the twenty-first century. XP is actually a collection of ideas and practices taken from already existing methodologies which are not only applied in XP but also in some other agile methods to some extent. It covers the whole software engineering process beginning with requirement negotiation and specification till system test; its lifecycle therefore consists of five phases called Exploration, Planning, Iterations to Release, Productionizing, Maintenance and Death. Details about the various phases can be found in [Beck, 2000] and [Abrahamsson, Salo, et al., 2002] and are not in scope of this diploma thesis.

As stated by Beck [Beck, 2000], XP’s methodology is by no means suitable everywhere. It is aimed for small and medium sized teams with a suggested team size between three and a maximum of twenty project members and puts
significant requirements on the physical environment the team works in. Following Beck's original idea communication and coordination between the project members is vital and should be enabled at all times. Even having the developers working in different rooms on the same floor is intolerable for XP.

As mentioned above XP is a collection of various practices. The core practice in the Iterations to Release Phase, which is used for the actual creation of the software, is called Pair Programming.

Following the definition given by Williams and Kessler [Williams and Kessler, 2002] the term Pair Programming (PP) describes the interaction and collaboration of two programmers sitting side by side in front of the same computer screen and collaboratively working on the same design, algorithms, code or test. One of the two programmers, called the Driver, is in control of keyboard and mouse and is busy with doing the concrete and current input for the implementation. The other programmer, called the Navigator or Observer, has a more strategic task. He keeps the goal in mind and monitors whether the current state of the implementation is still on track to reach this goal. He thinks about the design and takes caution that the written code is as simple and understandable as possible and that only the necessary code is implemented. To achieve his task the Navigator watches all the time what the Driver is doing and supports him in his work even with things as simple as finding typos and errors in the syntax or discrepancies from programming standards.

Effective Pair Programming is a highly collaborative activity involving continual conversation and gesturing [Williams and Kessler, 2002]. The two roles, Driver and Navigator, are exchanged arbitrarily between the two programmers building the Pair Programming pair throughout the development process and even each Pair Programming session. Both partners are, irrespective of their actual programming abilities, completely emancipated and actively participate in the development all the time. No line of code is written without the other partner's presence and agreement. They discuss various possibilities of implementing the same functionality and in this way both partners introduce their knowledge and experience. By discussing the proceedings with the partner all the time even misunderstandings can be prevented. While the Driver is implementing he always describes what he is doing currently. The Navigator can ask questions and give suggestions.

Another major change in the field of software engineering arose with the increasing globalisation and the increased availability of information and communication technologies around the world supported by the growth of the Internet throughout the last two decades. Twenty years ago it was common practice to have a complete software project engineered more or less in the same location. Today this is not the case any more.

The fact that resources in form of software engineers are much cheaper in large sections of Eastern Europe and Asia than they are in the Western World along with the ease to collaborate due to the new possibilities of information and communication technologies led to the situation, that in most of the larger software engineering projects today Western Europeans or Americans work alongside with colleagues from Eastern European countries, India, China and many other nationalities. Major corporations launch global teams, expecting that technology will make their collaboration effective and a kind of a virtual collocation possible. Often this work done distributed around the globe is heavily intertwined, as was
always the case with work done on the same project, and therefore needs heavy and close cooperation of the parties involved. This naturally introduces new needs on a social as well as technological level in software engineering projects. Even with all our information and communication technologies, distance and its associated attributes of culture, time zones, geography and language affect how humans interact with each other [Olson and Olson, 2000]. There are characteristics of face-to-face human interaction that can not or only partly be overcome with today’s technological possibilities. Nevertheless distributed work provides teams with greater flexibility for collaboration. In distributed software engineering projects team members may decide that distributed collaboration is preferable to collocated work when travel time and stress are accounted for [Mark, Grudin and Poltrock, 1999].

From the points stated above it is clear that there is a need for the appliance of the Pair Programming practice even in development teams where the team members are not collocated at the same development site; for example one of the two parts of a Pair Programming team may sit in Austria, Vienna, the other in India, Bangalore. This spatially distributed way of applying the Pair Programming practice is called Distributed Pair Programming (DPP). Following the definition taken by Baheti et al. [Baheti, Williams, et al., March 2002], the practice Distributed Pair Programming is defined as the work of geographically distributed programmers who apply the practice of Pair Programming in such a way that they collaborate synchronously with each other.

Previous research has indicated that Pair Programming results in better quality than individual programming in situations where the Pair Programming team is physically collocated [Williams, 2000], [Nosek, March 1998] as well as in such situations where this is not the case [Baheti, Williams, et al., 2002], [Baheti, Gehringer and Stotts, 2002], [Baheti, Williams, et al., March 2002]. The outcome of this research strengthens the case of Pair Programming in physically collocated as well as physically non-collocated project environments.

In the case of physical non-collocation of the participants of a Pair Programming team there is the need to have software tools that provide the needed means of collaboration and communication on hand, so that the pair is still able to perform the practice of Pair Programming in a similar way as they do when sitting next to each other in front of the same screen. Further previous research [Hanks, December 2005] already provides some ideas on requirements to be fulfilled by tools used for Distributed Pair Programming as well as on some tools specifically designed for this task.

1.1 Focus of this Work

As will be discussed in further detail in chapter 2, some scientific research on success factors of Pair Programming [Williams, 2000], [Williams and Kessler, May 2000] as well as on requirements for tools that can be used for means of Distributed Pair Programming [Hanks, December 2005] was already done throughout the last years. The focus of this diploma thesis is to consolidate the research of already available and defined requirements based on the outcomes of the corresponding studies and to try to extend the list of these requirements if requirements not yet listed in existing work are found to be appropriate to be asked for to be fulfilled by tools that can be used in the practice of Distributed Pair Programming. In this way a consolidated list of properties to be fulfilled to some
degree by tools potentially usable in the practice of Distributed Pair Programming
is set up against which actual tools for software development by means of
Distributed Pair Programming can be checked and evaluated for their usability for
this task.

The list of requirements set up in this way is then used to create an evaluation
schema based on the abstract model to select software development tools of
Zwartjes and van Geffen [Zwartjes and van Geffen, 2005] which is based on the
DESMET project [Kitchenham, Linkman and Law, 1997]. In this way a generic
evaluation framework for tools supporting Distributed Pair Programming is set up.

In the previous work two primary approaches have been taken with respect to
tools supporting Distributed Pair Programming. A number of researchers followed
the approach to develop tools specifically designed for the usage in scope of the
practice of Distributed Pair Programming (i.e. Schummer and Schummer with their
TUKAN system [Schummer and Schummer, 2001], Moomba developed by
Reeves and Zhu [Reeves and Zhu, 2004], Hypervideo [Stotts, Smith and Williams,
March 2002] and Transparent Video Facetop [Stotts, Smith and Gyllstrom, 2004]
developed by Stots et al., COPPER developed by Natsu et al. [Natsu, Favela, et
al., 2003], or SubEthaEdit developed by Coding Monkeys [SubEthaEdit]). The
second main approach in the previous work was to use off-the-shelf Screen-
Sharing-Tools like NetMeeting or VNC which were partly adapted with minor
extensions for the support of Distributed Pair Programming (i.e. VNC in scope of
Hanks study [Hanks, December 2005], or MILOS ASE [Maurer, 2002] that uses
NetMeeting for the support of Distributed Pair Programming). There are also some
extensions or plug-ins to existing established off-the-shelf Integrated Development
Environments (IDEs) specifically designed for the support of distributed software
engineering and thus potentially applicable in Distributed Pair Programming (i.e.
collab.Netbeans [collab.Netbeans] or various Eclipse plug-ins like PEP - Pair
Eclipse Programming [PEP] or Sangam [Sangam]). This diploma thesis tries to
provide a consolidated list of software tools that could possibly be used in or are
specifically designed for software development by means of the Distributed Pair
Programming practice.

Although a number of such tools have to some extent already been evaluated
independently with respect to their usability in scope of Distributed Pair
Programming, there is almost no existing work that compares such tools with each
other, least of all by evaluating them based on the same requirements respectively
a common evaluation framework. In scope of this work a subset of the tools found
to be specifically designed for or usable in the practice of Distributed Pair
Programming is evaluated by means of a case study against the set up generic
evaluation framework for tools supporting the Distributed Pair Programming
practice. In this way a comparable evaluation of the strengths and weaknesses of
these tools is given. Further on any properties required from tools specifically
designed for or usable in the practice of Distributed Pair Programming that are not
covered by existing tools usable for this task is provided and discussed.

It is not in the scope of this study to research into the more social research areas
of Distributed Pair Programming like cultural differences or the effect of differing
usual working hours of the geographically distributed members of a Pair
Programming team as it is not expected that any tools potentially usable in or
specifically designed for the purpose of Distributed Pair Programming have any
significant impact on these purely social matters.
1.2 Overview of the Document

Chapter 2 of this diploma thesis discusses related work with respect to the practices of Pair Programming and Distributed Pair Programming, requirements to be fulfilled by tools that are to be used for Distributed Pair Programming and gives an overview of the approaches taken to provide tool support for the Distributed Pair Programming practice.

The research approach taken in scope of this diploma thesis is described in chapter 3. It provides information which research questions are approached by this diploma thesis and gives a description of the approach taken to answer them.

All the tools found in scope of this work being specifically designed for or potentially usable in supporting the Distributed Pair Programming practice are listed and discussed in chapter 4.

A consolidated list of requirements to be fulfilled by tools specifically designed or usable for supporting the practice of Distributed Pair Programming and the meaning and importance of these requirements is described in chapter 5. Further on within this chapter the generic evaluation framework for tools supporting the Distributed Pair Programming practice is set up and described.

Chapter 6 contains the evaluation of a subset of tools specifically designed or usable for supporting the practice of Distributed Pair Programming. It describes how the selection of the subset of evaluated tools and how the evaluation was done, discusses the evaluation results for each of the evaluated tools individually and gives a comparison of the evaluated tools and their fulfilment of the requirements of properties against which they are evaluated by using the evaluation framework.

The discussion of the results and general findings in scope of this work is done in chapter 7.

In chapter 8 the conclusion of this work along with some suggestions on future work in context of the topic tools for Distributed Pair Programming is given.

Chapter 9 gives the list of used references and the appendix of this diploma thesis can be found in chapter 10.
2 Related Work

This chapter gives an introduction to the practice of Pair Programming and discusses existing research indicating that by applying the practice of Pair Programming in software engineering the results produced are of higher quality than when traditional individual programming is used. It goes on outlining some critical success factors for effective collaboration between a team applying the practice of Pair Programming.

Moving from collocated to non-collocated or even geographically distributed development environments existing research in the practice of Distributed Pair Programming and its efficiency will be discussed. In scope of this discussion a thorough look into well-known issues resulting from the physical non-collocation of Distributed Pair Programming teams as well as requirements for tools supporting the Distributed Pair Programming practice mentioned in existing research work will be taken.

2.1 Pair Programming

The practice of Pair Programming is not new. In 1995 L. Constantine reported in his book “Constantine and Peopleware” about observing so called Dynamic Duos producing code faster and with fewer bugs than ever before [Constantine, 1995]. In the same year the “Developing in Pairs” organizational pattern [Coplien, 1995] was published.

As already mentioned Pair Programming is one of many practices postulated in the Extreme Programming (XP) [Beck, 2000] software engineering methodology. XP is actually a collection of ideas and practices that have been found effective in already existing methodologies during the preceding decades and integrates them into a new process model. It covers the whole software engineering process beginning with requirement negotiation and specification up to system test and its lifecycle; it therefore consists of five phases called Exploration, Planning, Iterations to Release, Productionizing, Maintenance and Death (see Figure 1). The various phases of XP along with the practices applied throughout the phases are described in detail in [Beck, 2000] and [Abrahamsson, Salo, et al., 2002].

XP is a so called lightweight or agile or iterative incremental method of software engineering and as such is positioned as an explicit counterweight to the traditional so called heavyweight software engineering methods like the Rational Unified Process [Kruchten, 2000] or the V-Model [Versteegen, 2000]. It discards some elements of traditional software engineering methods, mainly such producing organizational ballast, in favour of faster and more efficient coding and compensates for this by putting more weight on other concepts, especially in the area of testing. Although its name might suggest otherwise, XP actually has quite a detailed description of its methodological aspects. This enables XPs supporters to postulate that by using XP and its practices it is possible to achieve a high level of quality of developed software while spending a comparably low amount of effort and reaching a high level of customer satisfaction.

As stated by Beck [Beck, 2000], XP’s methodology is by no means suitable everywhere but is rather aimed for small and medium sized teams with a suggested team size between three and a maximum of twenty project members and puts significant requirements on the physical environment the team works in.
Following Beck’s original idea communication and coordination between the project members is vital and should be enabled at all times. Scattering the programmers even into different rooms on the same floor is intolerable according to the original postulate of XP’s founders Kent Beck, Ron Jeffries and Ward Cunningham [Beck, 2000] although the geographical distribution of teams is not necessarily outside the scope of XP in case it includes “two teams working on related projects with limited interaction” [Beck, 2000].

Figure 1. Lifecycle of the XP process
[Abrahamsson, Salo, et al., 2002]

According to Abrahamsson et al [Abrahamsson, Salo, et al., 2002] XP aims at enabling successful software development despite vague or constantly changing requirements in small to medium sized teams. Short iterations with small releases and rapid feedback, customer participation, communication and coordination, continuous integration and testing, collective ownership of the code, limited documentation and Pair Programming are among the main characteristics of XP.

As can be seen in Figure 1, Pair Programming along with continuous integration and feedback make up the core practices in the Iterations to Release Phase of the XP process model, which is used for the actual creation of the software product.

Pair Programming is not restricted to its usage in XP but rather was introduced into various other software engineering processes and methodologies as well like for example the Crystal Family [Cockburn, 2000], [Abrahamsson, Warsta, et al., May 2003] or house-made software development processes of various large software houses. Studies done by Williams et al as well as Haynes and Friedenberg suggest that Pair Programming is among the safest and most successful practices of agile software development [Williams, Layman, et al.], [Haynes and Friedenberg, May 2006].

2.1.1 An Introduction into the Practice of Pair Programming
Following the definition given by Williams and Kessler [Williams and Kessler, 2002] and as stated in [Gerken, 2003/04] the term Pair Programming describes
the interaction and collaboration of two programmers sitting side by side in front of the same computer screen and collaboratively and continuously working on the same design, algorithm, code or test.

One of the two programmers, called the Driver, is in control of the input devices like keyboard and mouse and is busy with doing the input for the implementation. The other programmer, called the Navigator or Observer, has a more strategic task. While the Driver is mainly working on the concrete and actual implementation, the Navigator keeps the goal in mind and thinks about whether the current state of the implementation is still on track to reach this goal. He thinks about the design and takes care that the written code is as simple and understandable as possible and that only the necessary code to fulfil the requirements is implemented. To achieve his task the Navigator observes what the Driver is doing all the time and supports him in his work even with simple things like finding typos and errors in the syntax or discrepancies from programming standards.

Both partners are developing everything together. No line of code is written without the partner being present and agreeing to it. They discuss various possibilities of implementing the same functionality and by this introduce their knowledge and experience into their work. By discussing the proceeding with the partner all the time even misunderstandings can be prevented. While the Driver is implementing he describes what he is doing. His partner asks questions if something is unclear and gives hints and advice.

Effective Pair Programming is a highly collaborative activity involving continual conversation and gesturing [Williams and Kessler, 2002]. The two roles, Driver and Navigator, are exchanged arbitrarily between the two programmers collaborating as the Pair Programming pair throughout the development process and even each collaborative session. Both partners are completely emancipated and actively participate in the development all the time without respect to their actual programming abilities.

Williams and Kessler researched into synergy effects of Pair Programming [Williams, 2000], [Williams and Kessler, 2002] resulting from the situation of collaboratively working in a pair. Based on their results those effects will be described in the following.

An important effect to mention here is the so called pair pressure, meaning that simply due to the presence of each other the partners put some kind of positive pressure onto each other. This leads to the situation that programmers having a partner at their side will tend less to violations of programming conventions and standards or to just hack in code. The partners rely on each other and each others’ performance and in this way will do their best to produce good work because they do not want to let their partner down. Each partner keeps his counterpart focused and on-task. The pressure resulting from this is not felt as negative in contradiction to such pressure resulting from other control mechanisms like for example the superior watching over one’s shoulder.

Another important effect is that the Pair Programming partner acting in the role of the Navigator performs a permanent review of the design or code the Driver is writing. In this way the partners apply the four-eye-principle and will find many faults quite early, often already at the time of typing the faulty code or design section. Compared to this, traditional reviews done by a colleague, interface
partner or quality assurance responsible are rather taking much time as such reviews do not happen on the fly and the reviewers are not familiar with the code or design they are reviewing. Moreover such formal reviews often feel somewhat uncomfortable. While in the Pair Programming practice the code is developed collaboratively and both partners feel responsibility and ownership for the code and any defects it contains, traditional reviews are done by external people putting the code owner in some kind of a defensive situation for his work. Further on, many sources including [Humphrey, 1997] state that it is ten times more expensive to remove a defect for each additional process step taken after the introduction of the defect. As due to the continuous review character of the practice of Pair Programming, many faults are already found while coding the faulty code section, thus radically cutting costs on fault detection and correction.

As already mentioned, due to the setting of Pair Programming both developers introduce their experience and knowledge into their work. They might have differing ways of dealing with the same problem and through discussing these divergent approaches they will find more possible solutions than each one of them alone. While a single developer will tend to implement the first solution coming to his mind, the Pair Programming partners will discuss and evaluate their alternative approaches and may find even new approaches in this way. This enables them to find better solutions faster then each one alone.

Discussing differing approaches not only leads to finding better solutions but by working collaboratively on the same work also knowledge transfer between the partners is enabled. This can range from tips about the usage of certain tools to concepts of programming languages and even to strategies of design. By actively applying knowledge learned from the partner they will learn new things faster and better than by for example traditional lectures.

Pair Programming means that there is always a partner by your side. This enables the developers to work on problems which they would have felt overwhelmed by working on their own. Having developed code with a partner gives the pair a better feeling of their code being correct as each of them always knows that another person also having a certain degree of proficiency agreed to what has been written.

Learning from each other and sharing knowledge and responsibility of the developed code has another positive effect. With Pair Programming the risk of losing key programmers is reduced because there are multiple people familiar with each part of the system.

Further on in a working Pair Programming pair the partners will motivate each other. They work on a common goal and support each other on the way. They share the work but also the feeling of success when reaching a goal giving the feeling that at least the partner appreciates the work done. This leads to a higher feeling of appreciation which supports the motivation to take on the next problem.

Last but not least working in a pair means more fun than working alone. In a questionnaire done by Williams anonymously with employees and students in the field of software engineering which formerly used to program on their own a vast majority stated that they had more fun Pair Programming than developing software on their own [Cockburn and Williams, 2001].

An important issue while actually working in a Pair Programming context is the layout of the workplace the Pair Programming Pair works in as discussed by
Gerken [Gerken 2003/04]. Besides general requirements on workplace conditions like a good information technology infrastructure, practical furniture, good light conditions, sufficient fresh air and so on some further aspects are to be taken into account when setting up a workplace for programming in pairs.

In a Pair Programming workplace it is necessary that the developing pair is able to sit side by side in an equitable manner. If this is not the case, for example if one of the pair sits behind the other, the one in the rear is actually cut off from the input devices and looks over the others shoulder, which makes for an uncomfortable feeling for the one in the front. Further on exchanging the roles is bound to changing places in such a Pair Programming environment. As this will hamper the regular role changes Pair Programmers rather fancy the “slide the keyboard, don’t move the furniture” approach [Williams and Kessler, May 2000].

To enable the developers to sit comfortably side by side the desk should not be too small and feature a sufficient depth as the angle of view on the screen is not good if the screen is too close to the developers. The form of the desk should be either square or have a slightly convex curve where the developers are sitting (see Figure 2).

![Figure 2. Workplace Layout for Pair Programming [Gerken 2003/04]](image)

To enable both partners to have sufficient view of the screen it must not be too small; 17 inch is given as a minimum in [Williams and Kessler, 2002]. The screen is put in the middle of the desk between the two developers. Further on it must be possible to shift the input devices, keyboard and mouse, easily from one partner to the other to support the easiness of role changes as in general the Driver will have keyboard and mouse in front of him and shift them to his partner if a role change takes place.

2.1.2 Strengthening the Case of Pair Programming

“From a business standpoint, profit is not only an organization’s goal, it is necessary for its survival. The ultimate aim of engineering is to create the most income from the least expense, thus maximizing profit.” [Tockey, November/December 1997]

“The affordability of Pair Programming is a key issue. If it is more expensive, managers simply will not permit it.” [Williams, 2000]
Sceptics might suggest that applying the Pair Programming practice will double the cost of code development as two developers are needed for the same piece of software. This statement is kind of short sighted as it does not take into account that besides code development costs other expenses such as quality assurance, testing and fault correction as well as maintenance costs for software already in the field are to be considered too. Previous research by a number of researchers in the field of Pair Programming has shown that Pair Programming produces better quality than individual programming at the same or even lower expenses.

One very important metric when it comes to discussing the economic affordability of the appliance of the Pair Programming practice is quality which on one hand impacts in which phases of a software project defects are detected and on the other hand is one of the key issues impacting customer satisfaction as soon as the product is applied in the field. Williams made an experiment at the University of Utah in 2000 [Williams, 2000]. Collaborating student pairs applying the practice of Pair Programming and individual students completed four programs to the same specifications. The bar chart in Figure 3 shows the average of the percentage of the instructor’s test cases passed for the two groups. The outcome was that in average the collaborating students’ code had about 15 percent fewer defects than the code of the students working individually.
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*Figure 3. Bar chart showing average of the percentage of the instructor’s test cases passed in Williams’ experiment at the University of Utah [Williams, 2000]*

Another issue to discuss when talking about the economic feasibility of Pair Programming is to reject the idea to apply the Pair Programming Practice due to assumption that there will be an increase of the programmers’ hours by 100 percent as two programmers are working on the task traditionally dealt with by one programmer. Williams’ experiment at the University of Utah [Williams, 2000] indicated that, after an initial adjustment period, the total programmers’ hours spent on each program went down dramatically as can be seen in Figure 4. The Pair Programming pairs together spent only about 15 percent more time on the
program than the individuals. Additionally after the first program the difference between the times for individuals and for the pairs was no longer statistically significant.

Similar results were found in other studies like [Cockburn and Williams, 2001], [Nosek, March 1998], [Hulkko and Abrahamsson, May 2005], [Lui and Chan, 2003], [Williams and Erdogmus] and [Auvinen, Back, et al., October 2005]. Müller discovered that Pair Programming reduced the time spent on traditional quality assurance activities of a project like reviews by fifty percent [Müller, 2003]. Additional research results in favour of Pair Programming have also shown that Pair Programming improves team communication, enables programmers to enhance their technical skills along their work, reduces the risk to lose key programmers, and is more enjoyable [Williams, 2000], [Williams and Kessler, 2002], [Williams, Kessler, et al., 2000], [Cockburn and Williams, 2001].

From the information given above and as examined by Cockburn and Williams [Williams, 2000], [Cockburn and Williams, 2001], [Williams] as well as Hulkko and Abrahamsson [Hulkko and Abrahamsson, May 2005] and also discussed in “Agile Software Development” [Cohen, Lindvall and Costa, January 2003] the benefits of Pair Programming outweigh the cost. From an economic point of view, it was shown [Cockburn and Williams, 2001], [Williams and Erdogmus], [Auvinen, Back, et al., October 2005] that pairs spent only slightly more effort to develop the same functionality than individuals whilst the code produced by the pairs had measurable fewer defects; since the cost of fixing defects is high, especially in late phases of a software project, Pair Programming is beneficial from an economic point of view. Further on, the same studies showed that the same functionality was programmed within fewer lines of codes by the pairs indicating that the design of the Pair Programming teams was better. Further benefits of Pair Programming are

Figure 4. Bar chart showing elapsed time for one individual and one collaborative working student in Williams’ experiment at the University of Utah [Williams, 2000]
continuous reviews done by the Navigator reducing the effort for separate reviews in the more traditional development methods [Müller, 2003], the possibility to solve problems faster (as two brains work on the same problem and both know the context) and that the task of training on the job is much easier as Pair Programming teams emphasize how much they learned from each other [Cockburn and Williams, 2001] also improving their communication abilities. From the staff and project management point of view, since both parts of the pair are familiar with each piece of code, staff-loss risks are reduced [Williams, 2000].

On the other hand it has to be mentioned here for the sake of completeness that there are other studies of Pair Programming [Nawrocki and Wojciechowski], [Ciolkowski and Schlemmer], [Müller and Tichy, 2001] which either do not strengthen or even contradict the findings mentioned above with respect to the benefits of Pair Programming in comparison to more traditional programming methods.

2.1.3 Success Factors of Pair Programming

Prior research gives some critical success factors for effective collaboration between the team applying the practice of Pair Programming [Williams, 2000], [Williams and Kessler, May 2000].

- The pair must cease to consider themselves as two independent individual programmers working in a team and must start to view themselves as a single coherent, intelligent organism working on the given task. This is called Pair-Jelling.

- As in Pair Programming, two developers are assigned to jointly produce one artefact (i.e. a piece of code), the two programmers are jointly responsible for every aspect of this artefact – they share the project ownership. There should be no competition among the collaborating partners. Both must work for a singular purpose, as if the artefact were produced by one person. They are not to blame each other for problems and defects. The pair has to trust each other's judgement and loyalty to the team.

- A large degree of mutual and self respect is needed from both members of the team joining in the Pair Programming practice.

- Excess ego is heavily damaging to the collaborative relationship. Therefore ego-less programming, a term set up by Weinberg in “The Psychology of Computer Programming” [Weinberg, 1998], is crucial for the members of a Pair Programming team to be effective.

- As already discussed, the workspace layout is critical to the success of a Pair Programming team. As will be discussed later on, this success factor has also crucial impact on the tools used, especially in Distributed Pair Programming.

- As already discussed, when applying Pair Programming the Pair Programming pair keeps each other continuously focused and on-task. Due to this fact the practice of Pair Programming can be quite intense and mentally exhausting. Therefore taking regular breaks is important for maintaining the stamina for another round of productive Pair Programming.

Gerken [Gerken, 2003/04] gives some further advises on interpersonal relationship rules that are important in the practice of Pair Programming:
• Both partners must be ready and willing to submerge themselves into the Pair Programming process. They must have a positive attitude to the collaborative work and their partner.

• Each piece of code is developed collaboratively and therefore is also owned by both partners. As mentioned blaming each other for problems and defects is not appropriate. Criticism is to be made constructively and in neutral, team-spirit friendly form. Of similar importance is the readiness to accept constructive criticism.

• For both partners to stay concentrated and have fun in their work, roles are to be exchanged regularly, even and especially if one of the partners has less experience than the other. Special attention is to be put on the Driver not leaving the Navigator behind.

• Each partner is responsible for keeping the other focused and on-task to prevent loss of synergy effects of Pair Programming.

• Pair Programming means that two people focus on one task completely. Therefore diversions are to be prevented as much as possible as this would disturb the process of Pair Programming, break the flow of the work and frustrate the partner. The same is valid for being inattentive.

2.2 Distributed Pair Programming

Working in a geographically distributed team came to be today’s usual habit for people working in mid- to large-sized software engineering corporations. Globally distributed organizations which are common in international industry today are making such distributed teams an absolute necessity. This trend is even beneficial in many ways, particularly for such people living in geographically disadvantaged areas. Therefore, organizations are asked to adapt their processes, methodologies and practices to the globally distributed scale. Distributed Pair Programming is taking the practice of Pair Programming which is collocated by nature to a non-collocated, geographically distributed environment.

Following the definition taken by Baheti et al. [Baheti, Williams, et al., March 2002], the practice of Distributed Pair Programming can be described as the work of geographically distributed programmers who apply the practice of Pair Programming in such a way that they collaborate synchronously with each other. To collaborate synchronously with each other means that the collaborative work is done at the same time.

By means of this a Distributed Pair Programming pair builds a virtual team. A virtual team can be defined as a group of people who work together towards a common goal but across time, distance, culture and organizational boundaries [George and Mansour, 2002]. As stated by Baheti et al. [Baheti, Williams, et al., 2002] in the context of Distributed Pair Programming the common goal is development of software. The members of such a virtual team need to rely on communication technology to share information, collaborate and coordinate their work efforts.
2.2.1 Distance Matters

“Even with all our emerging information and communications technologies, distance and its associated attributes of culture, time zones, geography, and language affect how humans interact with each other.” [Olson and Olson, 2000]

According to Olson and Olson [Olson and Olson, 2000] some characteristics of face-to-face human interaction, particularly with respect to the space- and time-context in which it takes place, is not easy or even impossible to be replicated by the emerging information and communications technologies. Differences in local physical context, time zones, culture and language all persist in spite of the usage of distance technologies.

Olson and Olson list four key-concepts for distributed collaborative work to be successful as a result of their studies [Olson and Olson, 2000]:

Effective communication and collaboration between people requires the communication exchange to take place with respect to some level of common ground [Clark, 1996]. Common ground refers to the knowledge the participants of a communication have in common and of which they are aware that they have it in common. But common ground is established not only from knowledge of a communication partner’s background but also on the fly by deducing knowledge of the person’s appearance and reactions throughout communicating with him. As Clark and Brennan show, this is often a collaborative process in which the participants mutually establish what they know so that the conversation can proceed [Clark and Brennan, 1991]. Common ground is constructed from whatever cues about the communication partners are available at the moment. The fewer cues are available, the harder the work is to construct common ground and the more room there is for misinterpretations. Olson and Olson found that in remote communication it is often difficult to establish common ground, particularly in such cases where the communication partners do not know each other well [Olson and Olson, 2000]. One important issue here is also the missing awareness of the state of one’s collaboration partner. In general the more common ground collaborating people can establish, the easier the communication and the greater the productivity.

Coupling in work refers to the extent and kind of communication required by the collaborative work. Tightly coupled work, as defined by Olson and Olson [Olson and Olson, 2000], is work that strongly depends on the talents of collections of workers and is non-routine or even ambiguous, whereas loosely coupled work has fewer dependencies or is more routine. Many collaborative tasks in distributed software engineering, amongst which Distributed Pair Programming is to be listed, are tightly coupled tasks. Olson and Olson found in their research that tightly coupled work is very difficult to do remotely and needs heavy technological support [Olson and Olson, 2000] which was not available at the time of their study.

Working in a distributed collaborative environment further on needs a fair amount of collaboration readiness. According to Olson and Olson [Olson and Olson, 2000] using shared technology assumes that co-workers need to share information and are rewarded for it. Different fields and work settings engender a willingness to share. If the strategy for progress or productivity involves knowledge management in which people are to give information and seek it from others, an order to collaborate will fail unless it aligns with the incentive structure.
A final key-concept for successful distributed collaborative work is technology readiness, meaning that the organization is ready to accept the technology needed to support the distributed collaborative work.

2.2.2 Strengthening the Case of Distributed Pair Programming

The findings of Olson and Olson [Olson and Olson, 2000] described above tend to imply that face-to-face Pair Programming teams will most likely outperform Distributed Pair Programmers with respect to sheer productivity.

Nevertheless Baheti et al showed in various studies and researches that software development involving Distributed Pair Programming is comparable to software development involving collocated Pair Programming with respect to the metrics productivity measured in lines of code per hour and quality. In their experiments Distributed Pair Programming teams did not produce statistically significant worse results than collocated teams [Baheti, Williams, et al., 2002], [Baheti, Gehringer and Stotts, 2002], [Baheti, Williams, et al., March 2002].
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Figure 5. Bar chart showing average lines of code written per hour in Baheti et al's experiment at the North Carolina State University [Baheti, Williams, et al., 2002]

The data retrieved by the experiment of Baheti et al. [Baheti, Williams, et al., 2002] was analyzed in terms of productivity, measured by the average lines of code written per hour by each group, and quality, measured in terms of the average grade obtained by each group. Figure 5 shows the average lines of code per hour and Figure 6 shows the average grade received by the students participating in the experiment. The result shows that those students applying the Distributed Pair Programming practice in scope of their work did perform quite similar to those students belonging to one of the other experimental groups.

This experiment therefore shows that face-to-face Pair Programming does not outperform Distributed Pair Programming and therefore the practice of (Distributed) Pair Programming is quite applicable in distributed software engineering projects. This research has shown that the collocation requirement of the Pair Programming practice can be disregarded as no significant negative effects were observed in non-collocated Pair Programming teams.
2.3 Tool Support for Distributed Pair Programming

“Major corporations launch global teams, expecting that technology will make ‘virtual collocation’ possible.” [Olson and Olson, 2000]

In the past there was no or only very limited tool support for distributed collaborative software development. Advancements in technology and the invention of groupware have changed this situation drastically throughout the last years. The rise of XP and especially the practice of Pair Programming in colocated as well as distributed environments throughout the last years initiated also research into requirements for tools supporting Distributed Pair Programming as well as research and development activities to provide such tools.

2.3.1 Requirements on Tools supporting Distributed Pair Programming

Previous research done by Hanks [Hanks, December 2005] in scope of his dissertation provides some ideas on requirements to be fulfilled by tools supporting the practice of Distributed Pair Programming. To get a better understanding of the behaviour a Distributed Pair Programming tool would need to support he observed colocated Pair Programmers to gain insight into their working habits. The following findings where observed by Hanks [Hanks, December 2005]:

- Pairs change roles regularly, but without any formality. Sometimes one programmer just seems to take over. Occasionally, one programmer will be using the keyboard while the second controls the mouse.
- There is frequent gesturing at the screen, associated with comments such as “Look here!” or “What’s this?”.
- While pairs converse regularly during pairing sessions, they do not spend very much time looking at each other. Their focus is on the computer screen.

Prior to Hanks, Cox and Greenberg [Cox and Greenberg, 2000] researched in the field of distributed collaborative environments. In their work they discuss design principles for the support of collaborating distributed teams. According to them these principles are:
• Provide a common, visually similar environment for all participants.
• Provide timely feedback of all actions within the workspace.
• Support gesturing and deictic references.
• Support workspace awareness.

These observations outline the requirements that are to be fulfilled to some extent by such tools which are used for the support of the Distributed Pair Programming practice.

2.3.1.1 Floor Control

The term ‘floor control’ describes a mechanism that allows one user of a shared application to take charge of it. Only the user in charge can provide input to the application while all the other users can view the application and see its output. The availability of floor control is quite common in distributed meeting tools such as for example Microsoft’s NetMeeting. In distributed computer supported cooperative work (CSCW) applications floor control is maintained in a number of ways as discussed by Greenberg [Greenberg, 1990]:

• The current user can hand off control to another user when he is finished with his task.
• A user can take control of the floor pre-emptively.
• The system can time-slice floor control, giving it to each user in turn. Similarly, the system can hand over floor control after a certain amount of idle time.
• One of the users participates as moderator and is responsible for handing floor control to the other users.
• There can be social floor control, in which the system does not impose floor control technically but instead lets the users develop their own social mechanisms for controlling the floor. In this configuration any user can type at any time and the application merges the input streams.

In case of Distributed Pair Programming the consecutive exchange of the roles of Driver and Navigator can be reflected by the floor control mechanism provided with the software tool used in scope of the distributed collaborative work. In his observations of collocated Pair Programming Hanks [Hanks, December 2005] noticed that in the collocated appliance of the Pair Programming practice the switching of the roles between Driver and Navigator is a very informal and fluid process in which the partners will sometimes exchange roles several times within quite short time periods and thus follows the social floor control pattern defined by Greenberg and mentioned above. Hanks even observed the case that one partner was typing on the keyboard while the other was controlling the mouse. Hanks stated that an application-mediated floor control mechanism that requires the users to take a physical action such as pressing a button or selecting a menu item would potentially hinder this fluid role switching. This view is also supported by Greenberg’s [Greenberg, 1990] observation that, although social floor control tends to be chaotic, it is often effective in small groups.

2.3.1.2 Gesturing

Research done by Tang [Tang, February 1991] showed that gesturing and deictic reference are important elements of group work in small collocated groups accounting for as much as 35 percent of all activities performed in collaborative
work. The term ‘deictic’ that is frequently used in literature means “directly pointing at, demonstrative”. A deictic reference can be described as a pointing gesture combined with a verbal clue like “look”, “here” or “this one”. As was found in the research of Cox and Greenberg [Cox and Greenberg, 2000] as well as Hanks [Hanks, December 2005], deictic reference is an important and integral element of collocated Pair Programming.

The most common mean of supporting gesturing in software programs is the cursor or pointer which can be moved around by usage of the mouse. In distributed CSCW applications gesturing can thus be supported by the implementation of remote cursors or telepointers.

The application of cursor or pointers is not restricted to the provisioning of location information. It is common practice that cursor or pointer is also used to convey semantic information to the user as many single-user applications change the shape of the cursor based on the user’s activity to provide semantic feedback to the user. Following this line of thought, the shape of a remote cursor or telepointer can provide semantic information to the other user of the distributed CSCW application as well [Greenberg, Gutwin and Roseman, 1996]. For example, the users name can be attached to each remote pointer to inform the partner of the Distributed Pair Programming pair where his partner is currently focused and working on, the shape of the remote cursor (as well as the local cursor) can signal to the members of the Distributed Pair Programming team who is in which role or, as is the case in single-user applications, the shape of the remote cursor might vary depending on the current activity of its user.

Remote pointers, though they would be quite useful in distributed CSCW applications where collaborating team members work together synchronously are not problem-free. As Gutwin and Penner [Gutwin and Penner, 2002] discuss, network congestion, delay and data loss can lead to telepointer jitter, making it difficult to accurately follow gesturing movements. Dyck et al. [Dyck, Gutwin, et al., 2004] suggest that the cause for telepointers not being implemented in most commercial groupware applications is that the effects of network latency and traffic in realistic situations lead to remote cursors being jumpy, unresponsive and delayed. Nevertheless they stated that this is not as much a problem in distributed applications used by only two people as is the case in Distributed Pair Programming, as coordination is here less of an issue than it is in heavy multi-user groupware environments.

As state by Hanks [Hanks, December 2005] the main focus of the appliance of gestures in Pair Programming is pointing gestures as in most cases the collaborating pair is looking at text based artefacts. They rarely need to trace figures, identify a set of objects, or draw a path through a set of objects. Such tasks would certainly be much more important if the Pair Programming pair would be engaged in other tasks such as developing UML diagrams.

2.3.1.3 Workspace Awareness

In the case of collocated collaborating teams applying the Pair Programming practice each participant is aware of the presence and activities of his partner. When performing Distributed Pair Programming this awareness is not automatically available but needs to be replicated by the application through communicating workspace awareness in some way.
Gutwin and Greenberg [Gutwin and Greenberg, September 1999] define workspace awareness as the “up-to-the-moment understanding of another person’s interaction with the shared space”. In a case where multiple people are working on the same artefact in a collaborating way, each of the collaborating users needs to know who else is participating in the collaborative work, on which piece of the artefact they are working on and what they are doing. As stated by Hanks [Hanks, December 2005] this is of particular importance when using tools that make it possible for the collaborating team members to view different sections of the artefact they are working on. Workspace awareness is the basis for efficient collaboration and communication because the groupware users know what each other can see.

Hanks [Hanks, December 2005] discuss the issue of workspace awareness in his studies. He states that issues surrounding workspace awareness are not as important in screen-sharing application because every user is presented with the same view. He states that the highly collaborative nature of Pair Programming also increases workspace awareness as the partners implicitly know where the other one is working. The Navigator can immediately see any changes made by the Driver, and the Driver knows what the Navigator is doing because of the ongoing dialog between them. According to Hanks the availability of a gesturing cursor enabling the partners to use means of deictic references also promotes workspace awareness. Hanks further states that in a distributed environment the Driver is not as aware of the Navigator as he would be if they were collocated. Due to their separation the Driver lacks many of the cues that are available when working collocated. For example the Driver can not tell whether the Navigator is paying close attention to the Driver’s work. An ongoing verbal dialog between them is needed to mitigate this behaviour.

2.3.1.4 Communication channels

Collocated Pair Programming is a highly conversation-intense task [Williams and Kessler, 2002]. From this it is obvious that it is essential for partners joining in a team performing Distributed Pair Programming to be able to speak with each other. Canfora et al. [Canfora, Cimitile and Visaggio, 2003] found that separated Pair Programming team members who are limited to text-based chat tended to stop collaborating and started to work as if they were solo programmers.

The observations made by Hanks [Hanks, December 2005] in his studies suggest that video is no necessary communication channel in Distributed Pair Programming. Similar conclusions were made by other researchers. Baheti et al. [Baheti, Gehringer and Stotts, 2002] studied distributed student teams and provided them with webcams for their distributed projects. They found that the cameras were not used by the students. Olson and Olson [Olson and Olson, 2000] reported that video does not improve the performance of people engaged in a variety of distributed tasks. Schummer and Schummer [Schummer and Schummer, 2001] state that although it is essential for the members of Distributed Pair Programming teams to be able to speak to and hear each other it is not necessary for them to see each other. They justify this with the fact that the focus of the partners lies with the code they are working on and not with each other.
2.3.2 Tools supporting the Distributed Pair Programming Practice

Distributed Pair Programming by all means belongs amongst the large field of computer supported cooperative work. This makes the need for software tool support to enable two non-collocated software developers to join in a Distributed Pair Programming session and provide them with similar means to collaborate like in collocated Pair Programming quite obvious.

Seeing the need for software tool support for the Distributed Pair Programming practice, a number of scientists focused their research work around this topic. In this work primary two approaches have been taken with respect to tools supporting Distributed Pair Programming.

The first approach taken is to use commercial off-the-shelf groupware or screen-sharing applications like Microsoft’s NetMeeting [NetMeeting] or Virtual Network Computing (VNC) [Richardson, Stafford-Fraser, et al., February 1998], [VNC-Wikipedia], [RealVNC]. All of the tools used for supporting Distributed Pair Programming by this approach share the characteristic that they are screen-sharing applications duplicating the desktop of one user to all the other users connected and thus enabling the remote partner of a Pair Programming team to see exactly what the other partner is doing on his screen. Some research work was done in extending such tools with features specifically designed for means of Distributed Pair Programming. Hanks [Hanks, December 2005] extended VNC with a second pointer to be used by the Navigator for deictic references.

The second approach taken is to develop tools specifically designed for the usage in scope of the practice of Distributed Pair Programming. Among this work are Schummer and Schummer with their TUKAN system [Schummer and Schummer, 2001], Moomba developed by Reeves and Zhu [Reeves and Zhu, 2004], Hypervideo [Stotts, Smith and Williams, March 2002] and Transparent Video Facetop [Stotts, Smith and Gyllstrom, 2004] developed by Stots et al., COPER developed by Natsu et al. [Natsu, Favela, et al., 2003], or SubEthaEdit developed by Coding Monkeys [SubEthaEdit]. Also to be listed with this second approach are extensions or plug-ins to existing established, commercial off-the-shelf Integrated Development Environments (IDEs) specifically designed for the support of distributed software engineering and thus potentially applicable in Distributed Pair Programming like collab.Netbeans [collab.Netbeans] or various Eclipse plug-ins like PEP - Pair Eclipse Programming [PEP] or Sangam [Sangam].

Please note that all the tools found in scope of the research of this diploma thesis to be potentially useful in supporting the practice of Distributed Pair Programming will be discussed in detail within chapter 4. Therefore this chapter gives only a very rough overview about the available software tool support for Distributed Pair Programming.
3 Research Focus of this Work

As discussed in the previous chapter there was already some prior research work done in the area of tool support for the appliance of the Distributed Pair Programming practice. Nevertheless there is still quite a gap to be filled especially when it comes to the provisioning of consolidated lists of available tools that are either specifically designed for or potentially usable for the support of the Distributed Pair Programming practice as well as of desirable requirements on such tools. Another open issue is the possibility to evaluate such tools with respect to their usability for supporting the Distributed Pair Programming practice in a comparable way.

The questions that are addressed in the scope of this diploma thesis to fill the existing research gaps are addressed in this chapter. Further on this chapter describes the approach taken to fill this research gap and provide answers to the addressed research questions.

3.1 Research Questions

Distributed Pair Programming would not be possible without software tools that support non-collocated collaboration in a way that simulates the collaborative cooperation of non-distributed Pair Programming. This means that the members of a Pair Programming pair experience the actual Pair Programming activity in a similar way when doing Distributed Pair Programming supported by software tools as if they were sitting side by side in front of one screen.

Such tools are already available as otherwise the practice of Distributed Pair Programming would be a solely theoretical issue. As was already discussed in the chapter dealing with related work there is already some scientific research available that mentions a number of such tools, most of them being specifically designed or enhanced for the support of the Distributed Pair Programming practice though some of them are commonly available screen-sharing applications like Microsoft’s NetMeeting [NetMeeting] or Virtual Network Computing (VNC) [Richardson, Stafford-Fraser, et al., February 1998], [VNC-Wikipedia], [RealVNC].

The range of available tools potentially usable in the appliance of the Distributed Pair Programming practice is larger than those tools specifically designed for the support of the Distributed Pair Programming practice along with some commonly available screen-sharing applications. Among those tools potentially usable for supporting the Distributed Pair Programming practice are to be found tools like commercial and free collaborative editors, Integrated Development Environments (IDEs) that might be specifically enhanced for the support of the Distributed Pair Programming practice, software providing means for online meetings as well as even software that is specifically designed for other kinds of distributed computer supported collaborative work like online review or design tools that also shows potential to be supportive of the Distributed Pair Programming activities.

An extensive list subsuming all tools either specifically designed for or potentially usable in the appliance of the Distributed Pair Programming practice that are currently available either from research centres, from commercial side or from free open source software side is missing in the previous research. This diploma thesis aims at providing such an extensive list though it is apparent that it is almost impossible for such a list to be complete.
Evidently there are a number of requirements or properties that are desirable to be fulfilled by tools either specifically designed for or potentially usable in the appliance of the Distributed Pair Programming practice. Though prior research discusses quite a number of eligible requirements for such tools like the support of workspace awareness, the support of floor control for the role changes between Driver and Navigator, the support of deictic referencing by both of the collaborating partners at the same time and the need of various communication channels to enable the Pair Programming pair to effectively and efficiently collaborate, previous research lacks to formulate these general requirements into specific properties of a tool that can be evaluated whether being supported by a selected tool or not.

Besides the desirable requirements resulting from the need to simulate the collocated situation of Pair Programming in a distributed environment there is also a number of other properties that are preferable to be fulfilled by tools used for the support of the Distributed Pair Programming practice as well. Among those are properties like usability, availability of documentation, platform independence and so on. Such properties are completely omitted in the previous research with respect to requirements for tools for the support of Distributed Pair Programming.

Thus the question which requirements are eligible to be fulfilled by tools either specifically designed for or potentially usable in the appliance of the Distributed Pair Programming practice arises. The consolidation of a list of requirements that are desirable to be fulfilled by tools either specifically designed for or potentially usable in the appliance of the Distributed Pair Programming practice is among the aims of this diploma thesis.

As soon as a list of the tools currently available that are either specifically designed for or potentially usable in the support of the Distributed Pair Programming practice is on-hand it comes to mind that some of the tools might be better suited for the support of the Distributed Pair Programming practice than others depending on how good they fulfill the desired requirements of such tools. To find out which tools are better suited for the support of the Distributed Pair Programming practice than others it is necessary to find ways to evaluate the tools potentially usable in the support of the Distributed Pair Programming practice against the consolidated list of requirements that are desirable to be fulfilled by tools either specifically designed for or potentially usable in the appliance of the Distributed Pair Programming practice in a comparable way.

Though there are some evaluations of certain tools in the previous research work as also mentioned in the chapter discussing related work there is no research available until now on providing a comparable evaluation of tools specifically designed for or potentially usable in the appliance of the Distributed Pair Programming with respect to their usability in a Distributed Pair Programming environment. In the scope of this diploma thesis a method for doing a comparable evaluation of tools specifically designed for or potentially usable in the appliance of the Distributed Pair Programming practice shall be provided.

The availability of a comparable method of evaluating the usability of today’s available tools leads to the question of how good the requirements eligible to be fulfilled by tools either specifically designed for or potentially usable in the appliance of the Distributed Pair Programming practice are covered by today’s available tools as well as to the question whether there are any requirements desirable to be fulfilled by tools either specifically designed for or potentially usable
in the appliance of the Distributed Pair Programming practice that are not supported in the currently available tools. This diploma thesis intends to provide answers to these questions as well.

Summarizing this subchapter the following research questions are addressed in scope of this diploma thesis:

- **Available Tools for the Support of Distributed Pair Programming**
  Which tools are available being either specifically designed for or potentially usable in the appliance of the Distributed Pair Programming practice?

- **Eligible Properties of Tools supporting the Distributed Pair Programming Practice**
  Which requirements or properties are eligible to be supported by tools either specifically designed for or potentially usable in the appliance of the Distributed Pair Programming practice?

- **Comparative Evaluation of Tools supporting the Distributed Pair Programming Practice**
  How can tools either specifically designed for or potentially usable in the appliance of the Distributed Pair Programming practice be evaluated in a comparative way?

- **Availability of Support of eligible Properties of Tools supporting Distributed Pair Programming**
  How good are the requirements or properties eligible to be supported by tools either specifically designed for or potentially usable in the appliance of the Distributed Pair Programming practice covered by today’s available tools and are there any such requirements that are not supported in the currently available tools?

### 3.2 Research Approach

This chapter describes the research work done to provide answers to the research questions that are to be addressed in scope of this diploma thesis which are mentioned in the previous subchapter. For an overview of the research approach see Figure 7.

#### 3.2.1 Candidate Tools for the support of Distributed Pair Programming

As was already stated a first aim of this diploma thesis is to consolidate a list of available software tools either specifically designed for or potentially usable in the appliance of the Distributed Pair Programming practice. Such a consolidated list obviously has to cover all those tools already mentioned in previous research work to be supportive in doing Distributed Pair Programming. These tools were found by doing a research of the available literature dealing with the topic of tool support for Distributed Pair Programming. Naturally the tools mentioned in previous scientific work are rather tools that were created in scope of research work, especially when it comes to the category of collaboration-aware applications. There is a significant lack of mentioning commercial or open source tools developed for or potentially usable in doing Distributed Pair Programming in previous scientific work. Therefore besides the research done in available literature additional research was done on the Internet using search engines like Google to complement the list of tools usable for the support of the Distributed Pair Programming practice with
commercial and open source software tools that show potential to be usable in scope of the Distributed Pair Programming practice. Furtheron the experience of student apprentices with respect to Distributed Pair Programming and software tools that could be used for this practice was used to finally complete the list of tools that are either specifically designed for or potentially usable in the appliance of the Distributed Pair Programming practice by discussing this topic with them in a workshop.

![Research Approach Overview](image)

Figure 7. Research Approach Overview

The list created in this way includes a wide range of tools, covering screen-sharing applications along with a variety of approaches of collaboration-aware applications. Thus there is the need to provide some structure or categorization of the tools to make it easier to compare the usability of various categories of tools supporting the appliance of the Distributed Pair Programming practice as well as the usability of tools of the same category. As already discussed there is the obvious distinction between screen-sharing and collaboration-aware tools. But although this distinction provides a major classification of the tools supporting the Distributed Pair Programming practice into two categories that are difficult to compare with each other as the approaches taken are completely different, even within these two categories it is possible to find groups of tools sharing specific similarities that provide a distinction from other groups of tools and therefore a sub-categorisation within these two big categories. This categorisation was done by analysing the available descriptions of the tools found in the consolidated list of
tools either specifically designed for or potentially usable in the appliance of the Distributed Pair Programming practice. The sub-categories used for the categorisation beyond the main categorisation into screen-sharing and collaboration-aware tools were also found by analysing the documentation of the tools found for peculiar similarities of the tools found.

The result of these activities is a consolidated extensive list of available tools either specifically designed for or potentially usable in the appliance of the Distributed Pair Programming practice that is categorized in the two categories of screen-sharing and collaboration-aware tools known from previous work and within these two categories further sub-categorized into categories of tools sharing specific similarities.

3.2.2 Desirable Requirements for Tools supporting Distributed Pair Programming

To be able to decide whether a tool that showed potential to be usable for the support of the Distributed Pair Programming practice in the research done into available tools is in fact supportive of effective and efficient Distributed Pair Programming it is necessary to find out which requirements or properties are eligible to be fulfilled by such tools. There are already some ideas on such requirements available in the previous work as also mentioned in the corresponding chapter. These requirements were collected by doing research of the available scientific literature and build up the basis for a consolidated list of desirable requirements for tools supporting the Distributed Pair Programming practice.

Additionally the topic of eligible properties of tools that are to be used to support the Distributed Pair Programming practice and the findings from the research in the literature was discussed with a group of student apprentices with experience in Pair Programming or even Distributed Pair Programming during a workshop. This made it possible to find further requirements not yet mentioned in previous work and extend the list of desirable requirements for tools to be used for the support of Distributed Pair Programming. In scope of this workshop it was also found that some desirable properties that are common for software tools in general like for example usability requirements are also important to be fulfilled by tools used to support the Distributed Pair Programming practice.

The list of desirable requirements for tools supporting the Distributed Pair Programming practice created in this way was a quite long one and needed some structuring. Thus the requirements were subsumed into a number of categories. The definition of the categories was taken over from previous work for those requirement categories intrinsic to the support of the Pair Programming practice in a distributed environment. The other categories were defined in a workshop with student apprentices by analysing and grouping together the found eligible properties of tools that are to be used to support the Distributed Pair Programming practice.

In this way a consolidated list of desirable requirements for tools supporting Distributed Pair Programming evolved along with a categorisation of these requirements to get them better organized.
3.2.3 Evaluation Framework for Tools supporting Distributed Pair Programming

Having a consolidated list of tools with potential to support the Distributed Pair Programming practice as well as a consolidated list of desirable requirements for such tools available, the question arises which of the available tools are better in supporting certain requirements as well as the practice of Distributed Pair Programming in general. To provide an answer to this question it is necessary to evaluate the available tools either specifically designed for or potentially usable in the appliance of the Distributed Pair Programming practice in a comparable way.

A reasonable approach to provide means for a comparable evaluation of a number of tools is to use the list of requirements desirable for such tools to set up an evaluation framework. The same was done in this diploma thesis to provide a comparable way of evaluating the tools either specifically designed for or potentially usable in the appliance of the Distributed Pair Programming practice against the properties found to be eligible to be bolstered by such tools. As a basis for the setup of the evaluation framework the abstract model to select software development tools as defined by Zwartjes and van Geffen [Zwartjes and van Geffen, 2005] which is based on the DESMET project [Kitchenham, Linkman and Law, 1997] is used. This model is based on a qualitative analysis of tools and their properties and provides a visualization of an evaluation of several tools. The same is valid for the evaluation framework that is to be set up for a comparable evaluation of the appropriateness with respect to usability, effectiveness and efficiency of tools supporting the Distributed Pair Programming practice. The model described by Zwartjes and van Geffen consists of a tool matrix that is built up by executing five steps [Zwartjes and van Geffen, 2005]:

- Find or refine desired categories of tool support.
- Specify the required tool properties and their importance in the tool matrix.
- Populate the rows of the tool matrix with tools and its cells with indications of compliance.
- Analyze the tool matrix.
- Select a set of tools.

Though the definition of some of these steps needs a little adaptation from the definition as given by Zwartjes and van Geffen the same steps were used for the set up of an generic evaluation framework for tools supporting the Distributed Pair Programming practice. A detailed description on how the generic evaluation-framework for tools supporting the Distributed Pair Programming practice was set up using the steps mentioned above as well as the distinction between the definition of these steps as given by Zwartjes and van Geffen and as applied in this diploma thesis can be found in chapter 5.2. This was done based on the results of a workshop held with student apprentices.

The generic evaluation-framework set up in scope of this diploma thesis might as well be usable for the evaluation of other software tools for computer supported cooperative work with some adaptations with respect to some properties specific to the use in scope of the Distributed Pair Programming practice, the importance of some properties and the description how they are to be evaluated. Nevertheless the generic evaluation-framework as described in this diploma thesis without any adaptations is limited to the usage in evaluating tools for their usability in supporting the Distributed Pair Programming practice.
3.2.4 Evaluation of Tools supporting Distributed Pair Programming

Having set up an evaluation-framework for tools supporting the Distributed Pair Programming practice it can be used to evaluate the grade of fulfilment of the eligible requirements of tools either specifically designed for or potentially usable in the appliance of the Distributed Pair Programming practice. The result of this evaluation will also show whether there are any requirements desirable to be fulfilled by such tools that are not supported in the currently available tools.

Due to the fact that an empirical evaluation of a number of the found tools with potential to be supportive or which are specifically designed for Distributed Pair Programming was not possible the evaluation in scope of this diploma thesis was done in the way of a series of case studies of selected tools in which each of the tools evaluated was evaluated by a single pair of student apprentices. Due to time and effort constraints, a selection of a subset of the found tools supporting or specifically designed for the Distributed Pair Programming practice was necessary. The target of the evaluation was to cover as high a number of the tools found as possible and to cover the whole variety of approaches to the support of the Distributed Pair Programming practice in the found tools as far as possible. Therefore the following approach was taken to select the tools that were to be included in the actual evaluation.

The categorization of the tools found in scope of the research for this diploma thesis into sub-categories as discussed above provided a basis for the selection of tools in a way that, as far as possible, all these categories are covered by the evaluation. Nevertheless there are other criteria that affect the tool selection for the tool evaluation as well. In general this can be described as two topics, the availability of the tool that is a candidate for evaluation itself as well as the availability of resources needed to operate the tool.

The criterion of the availability of the tool that is a candidate for evaluation itself means simply whether a tool found in scope of the research for this diploma thesis is available for the evaluation or not. There can be a number of reasons why a tool that was found during the research could possibly be unavailable for the evaluation. In some cases it was simply not possible to get hand on the actual tool as it was either not developed yet or the contact found rejected the request to provide access to the tool to include it in the evaluation or ignored the request at all. In other cases there was no trial version but only an expensive licensed version available that made the inclusion of the tool in the evaluation in scope of this diploma thesis impossible.

The availability of resources needed to operate the tool deals with such issues like whether the tool is available for the operating systems available to the evaluation team which were Microsoft’s Windows XP and partly Linux, whether the tool’s requirements on available hardware and software could be met. Some of the tools found for example rely on the availability of video projectors which were not available to the evaluation team.

Having selected a certain subset of the found tools that are either specifically designed for or potentially usable in the appliance of the Distributed Pair Programming practice that is evaluated in scope of the series of case studies it is also necessary to think about how the evaluation itself is done. It would be easy to define a special programming example with some hints on what to do and what Pair Programming is about. Nevertheless as in the evaluation each pair of the
student apprentices would evaluate a number of tools the evaluation would not be comparable if the same programming example would be developed over and over again by the same people with different tools. Thus in scope this diploma thesis the approach to define a number of scenarios that are to be gone through in each tool evaluation was taken. These scenarios do not define what code or functionality has to be developed in scope of the evaluation but rather define which actions have to be performed to collect the needed information to fill out the evaluation framework for a specific tool. The definitions of the scenarios can be found in the appendix of this diploma thesis.

The result of the evaluation of tools supporting the Distributed Pair Programming practice done in scope of this diploma thesis is the filled out evaluation framework that provides the grade of fulfilment of the eligible requirements of tools either specifically designed for or potentially usable in the appliance of the Distributed Pair Programming practice for the tools evaluated in scope of the case studies. Based on this it can be discussed whether there are any requirements desirable to be fulfilled by such tools that are not supported in the currently available tools.
4 Candidate Tools for Distributed Pair Programming

In scope of the work on this diploma thesis a research for all kind of software tools available that provide support to enable two software developers to join in the Distributed Pair Programming practice was done. The result of this research is listed and discussed below.

All the software tools found throughout the research can be categorized into either screen-sharing applications or collaboration-aware applications as already discussed in previous work. Although this distinction provides a major classification of the tools supporting the Distributed Pair Programming practice into two categories that are difficult to compare to each other as the approaches taken are completely different, even within these two categories it is possible to find groups of tools sharing specific similarities that provide a distinction from other groups of tools and therefore a sub-categorisation within these two big categories.

4.1 Screen-Sharing Applications

Screen-sharing applications allow multiple users at separate locations to view a common desktop environment. Most of these applications show a client-server like behaviour. The desktop of one user whose application is acting as a server is replicated to all other users’ screens which have their applications act as clients and are connected to the server. In this way the situation of the collocated Pair Programming in which both partners sit in front of the same screen is simulated. Screen-sharing applications are usually not specifically designed for distributed software development or the support of the Distributed Pair Programming practice but are rather developed to either provide means for net based meetings or to allow remote system access for system administration and other tasks.

Analyzing the tools found in the screen-sharing tool category and looking onto VNC on one hand and Microsoft’s NetMeeting on the other hand the difference between the two tools catches the eye. VNC provides nothing but the basic screen-sharing functionality meaning that the user’s screen of the machine acting as VNC server is replicated to the user’s screen of the machine acting as client.
Nothing else which has any potential to be an asset in scope of the appliance of the Distributed Pair Programming practice is provided by VNC. When looking at Microsoft's NetMeeting besides the actual screen-sharing there is a far richer environment provided by this tool covering things like a textual chat, whiteboard, a quite rudimentary but nevertheless existing implementation of a floor control, voice and video transmission and so on. This is due to the fact that NetMeeting is actually not designed as a tool for simple screen-sharing or remote operation of a desktop but rather for the scope of online meetings in which the richer environment which provides tools that would be available in a colocated meeting that takes place in a meeting room is needed to enable the non-colocated meeting partners to successfully collaborate in a similar way as they would in a colocated meeting. These two approaches in screen-sharing applications now provide an additional sub-categorization of this category. One sub-category covers tools that only provide basic screen-sharing functionality like VNC along with its extension for Distributed Pair Programming by Hanks, the Famatech Remote Administrator or Symantec's pcAnywhere. The other sub-category deals with such tools that provide a rich environment for non-colocated collaboration besides the actual screen-sharing functionality. Among this second sub-category belong Microsoft’s NetMeeting, the Marratech online conferencing system as well as the MILOS ASE system that actually relies on NetMeeting for its support of the Distributed Pair Programming practice.

There is quite a range of commercial products that support screen-sharing available on the market. Most of these applications provide a similar functionality belonging to one of the two sub-categories to a more or less extent. The following sections summarize the most prominent and widely known of these screen-sharing tools.

4.1.1 Virtual Network Computing (VNC)

Virtual Network Computing (VNC) [Richardson, Stafford-Fraser, et al., February 1998], [VNC-Wikipedia], originally developed by Olivetti & Oracle Research Laboratory and later at AT&T, is a graphical desktop sharing system which displays the desktop of a remote computer on which the VNC-server applications is running on the local computer running the VNC-client application and respectively transmits keyboard inputs and mouse movements of the local computer to the remote one. In this way it is possible to remotely control another computer in the same way as if sitting directly in front of it. Alternately there is also the possibility to use a read-only mode in which it is possible to view the remote computers desktop but no inputs are possible.

A VNC system consists of the VNC-client, the VNC-server and the VNC-communication protocol [VNC-Wikipedia]:

- The VNC-server application is the program that needs to be run on the machine that shares its desktop.
- The VNC-client or VNC-viewer application is the program that watches and interacts with the VNC-server.
- The VNC-protocol is very simple, based on one graphic primitive: "Put a rectangle of pixel data at the specified X, Y position".

---
As stated on RealVNC’s homepage [RealVNC], VNC has a wide range of applications including system administration, IT support and helpdesks. It can also be used to support the mobile user, both for hot desking within the enterprise and also to provide remote access at home, or on the road. The system allows several connections to the same desktop, providing an invaluable tool for collaborative or shared working in the workplace or classroom.

VNC is platform-independent. VNC-client and -server applications are available for almost all GUI operating systems. Newer versions of VNC also feature kind of a web server providing a Java-Applet that enables remote access via Java-supporting web browsers even without installed VNC-client software. VNC-viewers of any operating system can usually connect to VNC-servers on any other operating system. It is possible to connect multiple VNC-clients to the same VNC-server at the same time.

The original VNC source code and many modern derivatives are open-source software under the GNU General Public License. RealVNC [RealVNC] provides the official advancement of AT&T’s VNC and is as well open-source software under the GNU General Public License. Nevertheless there is only a very limited “Free Edition” available free of charge. Other modern implementations of VNC are TightVNC [TightVNC], UltraVNC [UltraVNC] and x11vnc [x11vnc].
4.1.1.1 VNC Extension for Distributed Pair Programming by Hanks

In his work on empirical studies of Distributed Pair Programming Hanks [Hanks, December 2005] decided to support Distributed Pair Programming by modifying the open-source screen-sharing application VNC. He states that while VNC can be used as-is for Distributed Pair Programming it is not ideal for this as both users have active keyboards and mice and if both partners use their input devices simultaneously their keystrokes are interlaced into an unintelligible stream. Further on, there is only one pointer available making it difficult for the Navigator to point at areas of the screen.

Hanks, feeling that it was critical for a Distributed Pair Programming Tool to support gesturing by the Navigator modified VNC by adding a second telepointer for the Navigator’s use in the form of a red hand with a pointing index finger. The speciality of this gesturing telepointer for the Navigator is that it is only present if the Navigator activates it by entering a ‘gesturing mode’. This is done by pressing a function key which causes the second pointer to appear on both of the partners’ screens. The Navigator can then use his mouse to control the gesturing pointer while the Driver keeps control of the standard cursor. Keyboard and mouse button events of the Navigator are ignored while he is in gesturing mode. When the Navigator exits the gesturing mode by pressing the same function key again, the gesturing cursor disappears and both partners regain full control over the shared standard pointer.

Hanks relied on social floor control when he extended VNC for support of Distributed Pair Programming, motivated by his observations of collocated pair programmers’ interaction with respect to floor control. Thus no floor control mechanism is implemented in VNC’s extension by Hanks. To enable the partners of a Distributing Pair Programming team to speak to each other, telephones or
voice-over-IP applications are to be used. A further modification to VNC done by Hanks is an extension to unobtrusively collect data about the interaction and pairing process in Distributed Pair Programming.

Hanks VNC enhancement consists of two parts: A server application that runs on UNIX and a client application that runs on Windows. The client connects to the server via Internet and displays a copy of the servers UNIX desktop on the local computer. When two users connect to the same server, both users see the same UNIX desktop. Keystrokes, mouse actions and command output will be displayed on both clients. Both users see the results of the actions by either of them. In this way it is possible to pair program from separate locations since both partners are able to see and interact with the same desktop.

4.1.2 Famatech Remote Administrator

Remote Administrator [RemoteAdministrator] is a remote control application for Microsoft Windows developed by Famatech.

Remote Administrator consists of two modules:

- The remote administrator viewer module needs to be installed on the local computer which is used to access the remote computer.
- The remote administrator server module needs to be installed on the remote computer which is to be accessed remotely.

Figure 12. Screenshot: Remote Administrator [RemoteAdministrator]

All mouse movements and keyboard signals are transferred from the local computer directly to the remote computer over the network, relaying the graphical screen updates back in the other direction. Remote Administrator makes it possible to remotely access the same computer from multiple places and provides means of advanced file transferring, text and voice chats, remote shutdown, Telnet and other useful features.

4.1.3 Symantec pcAnywhere

Symantec’s pcAnywhere [pcAnywhere] provides secure, remote access to computers and servers. It provides means to quickly resolve helpdesk and server support issues or stay productive while working away from your office. It is possible to use a desktop computer, laptop or even a mobile device to work across multiple platforms, including Microsoft Windows, Linux and Mac OS X. Further on it is also possible to deploy a limited-functionality, single-user host to computers that do not have a host running.

pcAnywhere’s connectivity features help facilitate connections through firewalls, routers, and other types of Network Address Translation devices. Robust security features help to protect computers and servers from unauthorized access. Symantec pcAnywhere is advertised to be able to be used in the following ways:
Figure 13. Screenshot: pcAnywhere [pcAnywhere]

- Manage computers remotely meaning that it lets helpdesk providers and administrators troubleshoot and quickly resolve computer problems. You can remotely perform diagnostics, check and modify settings, and deploy and install software.
- Support and maintain servers by being able to connect to servers to perform routine maintenance, deploy and install software patches and upgrades, assess performance, and troubleshoot network problems.
- To transfer files between computers. It is possible to perform automatic end-of-day file transfers from one computer to another or exchange any files at any time.
- Working from a remote location is supported by letting the user remotely connect to another computer and work as though he were sitting in front of that computer.

4.1.4 Microsoft NetMeeting

Microsoft NetMeeting [NetMeeting] is a voice-over-IP and multi-point videoconferencing application which is already included in Windows 2000 and XP. Unfortunately it seems that Windows XP is the last version of Microsoft Windows to include NetMeeting. With the release of Windows Vista, NetMeeting is no longer included and has been replaced by Windows Meeting Space which provides similar collaboration features but lacks NetMeeting's conferencing features. Nevertheless NetMeeting can still be installed and run on computers running Windows Vista.
The main features of NetMeeting are:

- Audio and video conferencing.
- A chat that lets the user conduct text-based real-time conversation with all or only selected meeting participants. The chat possibilities are very rudimentary and restricted to the essential.
- A whiteboard that provides means to collaborate via graphic information. Its user interface is quite similar to that of the Windows Paint application but unlike in Paint all objects stay separately move- and removable. The drawing possibilities are restricted to vector graphics and free positionable text although it is also possible to paste screenshots.
- A file transfer functionality that makes it possible to send files in the background during a NetMeeting session to all participants.
- Remote desktop sharing makes it possible to view and even operate on a desktop from a remote location.
- Application sharing makes it possible to flexibly share multiple programs during a conference. The user who has the application installed on his computer can share it via NetMeeting. Although all participants of the conference can view what is done with the shared application only one can be in control of it at any given time. In the case that another user wants to take over control of the shared application he needs to request it and can be granted control by the
participant sharing the application who can take back control by simply clicking on the application.

4.1.5 Marratech

Marratech [Marratech] is developed by Marratech AB, a global company based in Sweden that focuses its development activities on software solutions which enable remote groups and individuals to collaborate and interact over the Internet. Marratech video conferencing software was recently acquired by Google. It provides features like an easy-to-use interactive whiteboard, application sharing, high quality audio as well as real-time video and messaging on every participant's computer. The vision of Marratech is to put its users into a fully collaborative working environment without the necessity to leave each user's desk.

Marratech comes in two parts, a server part called Marratech Manager and a client part called Marratech client. Marratech Manager is a server software solution providing ‘virtual’ rooms in which the collaborative meetings are hosted. It makes them available through a simple web-based interface. The latest version of Marratech Manager supports users accessing meetings hosted by Marratech Manager directly via ‘MeetNow!’, which is a web browser based client available at Marratech. Marratech Manager is a multiple platform tool and runs on a wide variety of server platforms like Windows XP, 2000 and 2003, Mac OS X as well as RedHat and SuSe Linux. Marratech Manager also provides a moderator function. With this functionality the moderator of a meeting is able to either restrict participants to be only receiving audio, video and slides, or allow them to send...
video, talk and make use of the telepointer. Also full capability including the uploading of slides into the whiteboard, leading the presentation and sharing applications can be assigned to multiple participants.

Marratech client, as already mentioned, can either be launched directly from the web-browser or can be downloaded from Marratech’s website to the workstation of the user. By using either of these client versions to connect, any number of users can join web meetings hosted by Marratech Manager. All that is needed are a headset and an optional webcam.

Key features of Marratech’s video conferencing software are the possibility to upload a wide range of things like images, documents, live camera snapshots, presentations and other application windows to the Marratech whiteboard while talking to and viewing the other participants of the meeting. Marratech provides telepointers, highlighters, colours and other tools to support its users in the collaborative work. The support of application sharing and working dynamically in the shared applications is a great asset for the collaborative work. It makes sharing information and collaboration possible in real-time across multiple platforms like Windows, Mac and Linux systems. Marratech provides video support enabling its users to see each other in real-time which dramatically increases the sense of presence and the collaboration awareness of the collaborating session participants. Marratech also provides a chat-functionality to enable its users to exchange short textual information. It is possible to chat with all meeting participants as well as to have a private chat with an individual participant only. Additionally Marratech provides the functionality to record and play back various kinds of media like voice, video, whiteboard and chat.

4.1.6 MILOS ASE

MILOS ASE is a project that tries to overcome the XP constraint of collocation by introducing a process-support environment (called MILOS for Agile Software Engineering - MILOS ASE) that helps software development teams to maintain XP practices in a distributed setting. MILOS ASE supports project coordination using the planning game, user stories, information routing, team communication, and Pair Programming [Maurer, 2002].

As also stated in Maurer’s work [Maurer, 2002] MILOS ASE actually integrates the screen-sharing tool Microsoft NetMeeting into its approach for means of support of Distributed Pair Programming. Therefore there is actually no new tool for the support of the Distributed Pair Programming practice available with MILOS ASE. Any screen-sharing tool with similar features as provided in Microsoft’s NetMeeting, for example Marratech, could be integrated in the MILOS ASE approach for the support of Distributed Pair Programming.

4.2 Collaboration-Aware Applications

The most straightforward way to support distributed work is certainly to develop a tool specifically designed for that kind of work. Many researchers as well as a number of commercial developments followed this approach and developed either tools specifically designed for distributed collaborative work or plug-ins for existing IDEs enhancing the same to support distributed collaborative work. Some of these tools are even specifically designed and developed for the appliance in the Distributed Pair Programming practice.
Collaboration-aware applications usually do not support screen-sharing, though for some a screen-sharing functionality might be part of them, but rather support different views on the common artefact worked on based on the roles of the individual users. The common workspace is not simulated by sharing one desktop but rather by providing the common workspace within the collaboration-aware application. Often such tools come with a richer user interface that more effectively supports collaboration than that of screen-sharing applications. Collaboration-aware applications can either be collaborative editors or IDEs specifically developed or enhanced for the support of collaboration of distributed developers.

As there were even more collaboration-aware applications with potential to support the Distributed Pair Programming practice found during the research for this diploma thesis, a further sub-categorization is even more important for this category of tools. Analyzing the descriptions of the tools found, it is possible to sub-categorize collaboration-aware applications in such tools providing only the possibility to edit text or code in a collaborative way, such tools that provide a whole integrated development environment and therefore are specifically designed for the art of software development and such tools or toolsets, that take a completely unique approach onto the support of the Distributed Pair Programming practice.

Those tools providing only the functionality commonly available in text editors for non-collocated collaboration will be termed collaborative editors. It is possibly to sub-categorize the collaborative editors even further into such collaborative editors that are designed for collaborative authoring or review of textual artefacts in general and such collaborative editors that are specifically designed for the support of the practice of Distributed Pair Programming. Collaborative editors that are not specifically designed for the support of the Distributed Pair Programming practice are ACE, Gobby, GrewpEdit, MoonEdit and SynchroEdit as well as the TalkAndWrite plug-in for Skype which all provide fully fledged editor functionality in collaborative environments. Those specifically designed for the support of the Distributed Pair Programming practice are COPPER, SubEthaEdit as well as the TUKAN environment for the support of distributed XP.

In a similar way as done for collaborative editors it makes sense to sub-categorize the IDEs found in the research for this diploma thesis into such designed for non-collocated collaboration but not specifically for the Distributed Pair Programming practice and such that are specifically designed for this practice as well. Collaborative IDEs found that are not specifically designed to be used in Distributed Pair Programming environments are Borland’s CodeWright as well as Borland’s JBuilder 2007. Among those specifically designed for the Distributed Pair Programming practice is actually only one fully fledged IDE, namely Moomba’s MCIDE. All the other tools found that belong into this sub-category are actually plug-ins to existing integrated development environment which provide enhancements so that these IDEs can be used in a Distributed Pair Programming setting. PEP, Sangam, Saros, XeclIP and XPairtise are plug-ins to the Eclipse integrated development environment specifically designed for the support of the Distributed Pair Programming practice and therefore belong into this sub-category. Extensions for other IDEs specifically designed for the practice of Distributed Pair Programming are the Distributed XP Support Tool which enhances Microsoft’s Visual Studio.NET for Distributed Pair Programming. Not specifically designed for Distributed Pair Programming are the plug-ins DocSynch which currently is only available for the jEdit development environment but is planned to be made
available for other IDEs as well and the NetBeans Collaboration Project that enhances Netbeans with functionality needed in collaboration of distributed teams.

Finally there is the sub-category of collaboration-aware applications the covers such tools or tooling environments that take a completely unique approach to the support of the Distributed Pair Programming practice. Hypervideo, that consists of a dual video projector setup with NetMeeting running on a single PC and supports the collaboration in scope of Distributed Pair Programming in the way that one projector displays the shared desktop and another projector displays a life-sized image of each collaborator to the other, Telescope, which is an Eclipse based audio and video conferencing software, and Transparent Video Facetop, that uses a screen-sharing application for the replication of the desktop used for the collaborative work to both users' workstations and overlays this with semi-transparent images of both of them as if they were sitting side by side so that any gesturing and deictic activity can be seen on the screen by the actions displayed in the image of ones partner.

The following sections describe the collaboration-aware applications and plug-ins for IDEs found in the research done in scope of this diploma thesis that are either candidates or are specifically designed for support of the practice of Distributed Pair Programming.

4.2.1 ACE - A Collaborative Editor

On the homepage of ACE it is stated, that ACE is a platform-independent, collaborative text editor. It is a real-time cooperative editing system that allows multiple geographically dispersed users to view and edit a shared text document at the same time [ACE].

ACE was developed at the Berne University of Applied Sciences, School of Engineering and Information Technology, in scope of a diploma thesis in 2005. ACE is available as open source software at Sourceforge [Sourceforge]. The vision behind ACE, as stated on its homepage [ACE], is that it is the first step on the way to software that allows people to collaboratively edit advanced text processing documents, create a presentation, edit a graphics document or write software in a useful manner.

ACE enables multiple, geographically distributed users to view and collaboratively edit a shared text document at the same time. The users of ACE are not even required to work on the same operating system platform as ACE runs across all major platforms, including Windows, Linux, and Mac OS. A good overview of how ACE works and what can be done with ACE can be found in ACE's User Manual [ACE Usermanual].

For all intents and purposes ACE is basically a simple text editor providing standard features known from such editors like copy and paste or the possibility to store and load text artefacts. It is possible to have opened and edit multiple documents at the same time within separate windows within ACEs GUI.

What enables ACE to be seen as a tool potentially usable for the practice of Distributed Pair Programming is the fact that with ACE it is possible to share documents with other users on different computers connected by communication networks by using its publishing functionality. ACE also provides means to discover remote users and their shared documents automatically in a local area...
network. Each user of ACE can decide to join any discovered shared document. All of this is possible without any configuration-necessities as ACE is based on zero-configuration networking also known as Bonjour or Rendezvous.

![ACE - A Collaborative Editor](image)

**Figure 16. Screenshot: ACE - A Collaborative Editor**

All of the users that have joined a shared document can freely edit the document at the same time, making all the participants a virtual team. ACE provides collaboration awareness to its users helping to avoid unnecessary conflicts which might otherwise occur when two users edit the document at the same time and text location. ACEs support of collaboration awareness is done by means of showing the cursor and the currently selected text of any of the other users marked with the colour of the respective user. The alignment between user and colour is made by showing the colour next to the users name in the window listing all the participants collaborating on a shared document.

According to ACEs homepage [ACE], the heart of the application is a concurrency control algorithm based on the concept of Operational Transformation which allows for lock-free editing of a document by multiple users, imposes no editing constraints and resolves all conflicts automatically. This algorithm overcomes one of the most significant challenges in designing and implementing real-time collaborative editing systems, namely consistency preservation. That is to ensure that at quiescence, meaning when no messages are in transit, the shared document is identical for all participants.

### 4.2.2 Borland CodeWright

CodeWright is an editor designed for use by software programmers and web content providers. It supports multiple programming languages. Its user manual [CodeWright Usermanual] states that CodeWright is not a portation of a program from DOS, UNIX, or any other operating system but the first professional-quality, extensible programmer's editor written specifically for Windows. It was developed
by Borland from 1991 until 2003 but is not supported by Borland any more since the middle of 2005.

Figure 17. Screenshot: Borland CodeWright [CodeWright Usermanual]

CodeWright is rather an IDE than a simple editor including features to administer development projects. It supports quite a number of programming languages like C, C++, C#, Pascal, Assembly, xBase, Visual Basic, COBOL, ADA, Java, HTML, XML and more. Based on language templates CodeWright supports language specific features like syntax highlighting.

CodeWright provides instant messaging and remote file editing within its editor, called CodeMeeting, making it potentially usable for the Distributed Pair Programming practice. CodeMeeting makes it possible to share documents with multiple CodeWright users as well as to grant other users the ability to view or edit the shared document, or review remote files.

Further on there is kind of a formal Floor Control mechanism implemented in Borlands CodeWright. By doing corresponding settings in the configuration of CodeWright it is possible to have CodeWright prompt before allowing remote editing. This option displays a dialog prompt when a connected user requests control of a document. If the corresponding configuration setting is not done, the control change is granted without approval. The control over editing in CodeWright is done on a per-document basis. The document owner initially has control. For the document owner as well as any remote user who is in control, shared editing is just like normal editing. Changes will be reflected on the systems of all users who are sharing the document. The document owner can abandon another user’s changes by reloading the file. Conversely, none of the non-owners of a document can reload the file to abandon changes.

Another feature of CodeWright which is in support of CodeWright’s usability in Distributed Pair Programming is the possibility to make CodeWright follow along
any user in a shared session within the same document as well as when switching between documents. This functionality grants that in a Distributed Pair Programming session Driver and Navigator always have the same view on the documents worked on and see the same section of the same document as their respective partner.

4.2.3 Borland JBuilder 2007

Borland is advertising its JBuilder 2007 as making collaborative development fast and reliable for Java open source and the web [JBuilder]. It is an application server independent enterprise class IDE built on open source Eclipse.

According to [InfoWorld, March 2007] JBuilder offers impressive collaborative features. Among those it sports a developer-oriented messaging system, which helps with code reviews as well as developer communication. According to [JBuilder Reviewer’s Guide], JBuilder 2007 includes collaboration features that allow local and remote developers to jointly design, edit and debug applications in real time. JBuilder 2007 automatically discovers other clients on the network, allowing users to easily form ad-hoc collaboration sessions.

As it was not possible to get a more detailed description of the collaborative features of Borland JBuilder 2007, it can not be clearly stated whether it would be usable in supporting the Distributed Pair Programming practice. Nevertheless it is listed here as the little information available suggests that it could be used in this content.

4.2.4 COPPER

COPPER (COllaborative Pair Programming EditoR) was specifically developed to support the practice of Distributed Pair Programming by Natsu, Favela, Morán, Decouchant and Martinez-Enriquez in 2003 [Natsu, Favela, et al., 2003].

The COPPER system follows the client-server architecture and consists of a collaborative editor, a system taking care of user and document presence and an audio subsystem to provide means of verbal communication. On the client side the three subsystems are integrated into an application used to write programs, to access document services and to communicate with peers. On the server side, COPPER consists of a so called instant messaging and presence server, which is responsible for the distribution of messages among the users and maintains user and document presence and a Document server providing access control to document storage and editing.

The editor provided by COPPER can be used either individually or in synchronous collaborative mode. Users can be either collocated or geographically distributed. There is a formal way of floor control implemented in COPPER. It is represented by a traffic light which is activated when working in collaborative mode and includes an action button to request and grant floor control. As COPPER allows the collaborating partners to scroll through the document independently, there is a radar view that provides a general overview of the document being edited to both users. The section of the document in focus of the local user is shown in one colour the section of the document in focus of the collaborating user is shown in a different colour. When these two regions overlap, this is marked using a third colour.
For means of communication between the collaborating partners COPPER provides audio as well as textual chat communication possibilities.

### 4.2.5 Distributed XP Support Tool

The Distributed XP Support Tool [Atsuta and Matsuura, 2004] is an extension to Microsoft’s Visual Studio.NET IDE specifically designed to support the Distributed Pair Programming practice by Atsuta and Matsuura in 2004. As such it provides a number of features needed to enable Distributed Pair Programming activities.

As a most basic requirement for supporting of the Distributed Pair Programming practice the Distributed XP Support Tool features real time synchronization of the content shared between the Pair Programming partners. If the partner acting as Driver performs edit work this is directly displayed on the Navigators screen as well.

From what is stated in [Atsuta and Matsuura, 2004] it seems that the Distributed XP Support Tool supports both formal as well as informal floor control. In the case of formal floor control a request for a role change is sent by one client to the other and the other responds to it by either granting or denying the role change. An informal role change during the collaborative work seems to be possible by simply taking over the driving role as former Navigator. Unfortunately [Atsuta and Matsuura, 2004] gives no detailed information on how this is implemented in the Distributed XP Support Tool.

The Distributed XP Support Tool provides an interesting functionality called “Notification of the state”. What is meant by this term is that if either of the pair drops out of the Distributed Pair Programming session for a while, he can notify his partner about this. If one of the partners set this ‘leaving state’ it seems that any work of the other partner on the shared artefacts is locked as long as the absence of his partner lasts. Upon rejoining the Pair Programming session the
returning partner has to cancel his ‘leaving state’ to enable both partners to continue their collaborative work.

A chatting functionality as well as the possibility to communicate graphically via a whiteboard is supported by the Distributed XP Support Tool.

4.2.6 DocSynch

DocSynch [DocSynch] itself is actually not a collaborative editor but rather a system to transform single-user editors into multi-user editors. In this way it allows to remotely edit text documents together and thus is a tool potentially useable in scope of the Distributed Pair Programming practice. Implementations of DocSynch are extensions to existing text editors and IDEs. It is developed as an open source project and available via Sourceforge [Sourceforge].

DocSynch is technically based on Internet Relay Chat (IRC). As such it needs an IRC client that fits DocSynch to run as well as and IRC server. The only implementation currently available via the DocSynch Homepage [DocSynch] is one for jEdit which is in late beta status. An add-in for Microsoft Visual Studio.NET, another java plug-in for Eclipse and an extension to VIM are planned to be developed.

DocSynch provides means of a formal floor control. DocSynch restricts write access to a shared document to one single user at any time. Write access needs
to be requested or acquired prior to editing a shared document and needs to be released if the editing of the shared document is ended, enabling another collaborating user to acquire write access. It is planned to have DocSynch extended to provide other means of document locking beside the manual one described above. Those still in planning state are auto-lock mode in which the lock is acquired by starting to type, teacher lock mode in which only a user with special rights is allowed to assigns locks respectively grant write access and a real-time mode in which all can type at the same time meaning that with this mode the tool support for floor control is actually removed.

The changes made to a document are highlighted with colours signalling which user was the last to change the respective section of the document. Each user has a unique colour assigned and the text authored by him has that particular colour as background. When the pointer is moved over a coloured part and given a short rest, a tooltip will show up displaying of how many characters the block consists and who has authored it.

4.2.7 Gobby

According to the homepage of Gobby [Gobby], it is a free collaborative editor supporting multiple documents in one session and a multi-user chat. It runs on Microsoft Windows, Mac OS X, Linux and other Unix-like platforms. Gobby is developed as free software and licensed under the General Public License (GPL).

Gobby enables its users to real time collaboration through encrypted channels and provides the possibility to protect collaborative sessions with passwords. Each user has its own changeable colour to be identified by others. Text sections edited by any user will be marked by giving his respective colour as a background. For
communications issues with ones partners while coding an IRC-like chat is provided by Gobby. Syntax highlighting for most programming languages is supported. It is possible to edit multiple documents within one session and to drag-and-drop documents into Gobby.

4.2.8 GrewpEdit

GrewpEdit [Granville and Hickey, 2005] is a tool developed by the Groupware Research in Education and the Workforce Project team in the Computer Science Department at Brandeis University to support shared editing. GrewpEdit is designed to support close collaboration in software engineering classes and thus is a potential tool for the support of Distributed Pair Programming.

GrewpEdit is a cross-platform application that runs on several different versions of Windows, Mac OS X, and Linux platforms. It is a part of the open source project group scheme with a free open source license.

The main functionality of GrewpEdit is to provide a collaborative groupware system where users are able to join groups of other users for collaborative work. These groups can be either with or without password protection.

As soon as a user has joined a group he is able to communicate with the other members that have joined the group by means of an instant messaging like chat. Further on as soon as a document is opened or a new one started all the members that have joined the group can collaboratively edit the document. Each user has a colour assigned which is used as background colour for those sections edited by him which allows to distinct which changes and comments are made by which user and assists consequently the distributed programming process.

4.2.9 Hypervideo

In 2002 Stotts et al. [Stotts, Smith and Williams, March 2002] developed a hypervideo system that used video projectors to support Distributed Pair
Programming. It consists of a dual video projector setup with NetMeeting running on a single PC, and the actual hypervideo system called OvalTine. Basically this system works in the way that one projector displays the shared desktop and another projector displays a life-sized image of each collaborator to the other.

So with Hypervideo each partner of a Distributed Pair Programming team works in a specially equipped office that contains two video projectors. One of the projectors is used to project the shared screen on the wall in front of each user; the other is used to project a real-time image of the remote collaboration partner on one of the side walls. The idea behind this setup is that if the partners want to discuss something they will turn sideward to each other as in a collocated Pair Programming setup. Stotts at al. argue that this would make for more natural interactions between the separated partners as the setup simulates the same situation that is experienced in a collocated Pair Programming environment.

4.2.10 Moomba

Moomba, developed by Reeves and Zhu [Reeves and Zhu, 2004], is a collaborative environment designed to support distributed XP. This collaborative environment consists of a set of tools integrating needed support mechanisms to facilitate the appliance of a distributed XP process.

![Figure 22. Moomba’s collaborative environment architecture](Reeves and Zhu, 2004)

According to its overall architecture Moomba mainly consists of three tools:

- HyperStackXP: A web portal for project coordination and tracking.
- A collaborative server: For coordinating manipulation and management of shared artefacts.
- MCIDE: A collaborative programming environment for Distributed Pair Programming.

The web portal as well as the collaborative server is integrated with CVS code and document repositories and a user database.

The HyperStackXP web portal comes with a Pair Programming partner finder which is essentially an advanced search through the user database with the goal of finding a programming partner. It is possible to define search criteria like for example a particular skill level or coding interest. This feature can also be helpful for pairing new users to more advanced and experienced users.

Moomba’s Collaborative IDE (MCIDE) is a collaborative editor that supports all the functionality usually found in today’s leading development environments including syntax highlighting, code completion, find and replace functionality, indentation and a symbol finder. Two or more users can remotely collaborate on a shared artefact simultaneously. Not only source code files but also any other text based file can be shared and edited in the collaborative editor. The editing is completely
unconstrained and users can insert and delete characters at any location. The functionality of Moomba also supports collaborative debugging of programs.

As to enable actual collaboration it is of utmost importance to make all participants aware of each other’s changes to an artefact, making it necessary that input generated by each user is distributed to all participants so that consistency of the artefact displayed to each user is maintained.

To provide a sense of workspace awareness Moomba’s collaborative editor visualizes contributions from various participants by using different background colours. The participants of a Distributed Pair Programming session done via Moomba’s collaborative editor can scroll to any location within the document without affecting what the other participants are doing. As this freedom can lead to reduced workspace awareness it is necessary to provide means to allow participants to be aware of each other’s activities. Therefore Moomba features several widgets to counter the lack of reduced awareness.

As stated in [Hanks, December 2005], although Moomba is a collaboration-aware application, Microsoft NetMeeting was used to provide audio and video support during Distributed Pair Programming sessions. Programs executed outside of the Moomba environment can be shared using the NetMeeting session, but programs executed inside of Moomba like the integrated debugger can only display text messages on the remote clients.

4.2.11 MoonEdit

MoonEdit [MoonEdit] is a multi-platform collaborative text editor developed by Tom Dobrowolski. It makes cooperative multi-user text editing over the Internet possible to its users.

![Figure 23. Screenshot: MoonEdit](MoonEdit)

When a number of collaboration partners join in a session each of the collaborating users can edit the shared document. To provide means of workspace
awareness and hint to the other users which text was typed by whom multiple text cursors are visible on the screen and each user has its own colour. Any movement of the cursor or change of the artefact is simultaneously visible on the screens of the other users.

MoonEdit comes with a change-log feature that makes it possible to view and undo the history of changes done to an artefact. This is an asset especially in such situations, where an artefact is edited by multiple users and possibly even offline.

The keyboard typing sound simulation of MoonEdit contributes to MoonEdits workspace awareness in communication to all collaborating users that somebody is typing.

4.2.12 PEP - Pair Eclipse Programming

PEP [PEP] is an Eclipse plug-in supporting the Distributed Pair Programming practice for Code written in Java. It is developed by Brazilian students of the Federal University of Santa Catarina as Open Source software. Unfortunately there is almost no description of its features available. The only information given on its homepage is that it features code (re)synchronization, has possibilities for chatting included, that it does not need a server to run and that it strictly adheres to the Pair Programming principles.

![Figure 24. Screenshot: PEP [PEP]](image)

4.2.13 Sangam - A plug-in for collaboration

Sangam [Sangam] is an Eclipse plug-in specifically designed to support the Distributed Pair Programming practice. It is based on the open source Syncshare
server. Sangam’s goal is to provide a robust platform for Distributed Pair Programming that retains usability over low-bandwidth connections.

To achieve this, Sangam uses an event-driven design for the communication between the Eclipse IDEs with the Sangam plug-in installed [Ho, Raha, et al., October 2004]. When the Driver changes the artefact under work in Eclipse, the plug-in intercepts the event and notifies the plug-in at the Navigator’s end to automatically perform the same task.

With Sangam, each developer is free to customize his screen as desired, since both sides are running a separate instance of Eclipse. A toolbar that is added to the Eclipse GUI when Sangam is installed is used by the pairing developers to connect to or disconnect to a Distributed Pair Programming session as well as for means of floor control to start and stop driving.

The implemented floor control mechanism is quite formal. A developer becomes the Driver by pressing the Start-Driving button. Then the Driver is in control of mouse and keyboard until he or she stops driving or exchanges roles with the Navigator by hitting the Stop-Driving button. In Sangam the Navigator is also able to move the mouse, but without any affect on the cursor on the Driver’s screen. The current version of the Sangam plug-in does not prevent the Navigator from typing, so the members of the Pair Programming Pair need to work out a social protocol so that one does not use the keyboard unless he is the Driver.

Sangam also provides means of textual chatting with the respective Distributed Pair Programming partner right in the Eclipse application window.
The main drawback to Sangam is that due to its event-driven design it is limited to Java development and can not be easily extended for other programming languages.

4.2.14 Saros

Saros [Saros] is an Eclipse plug-in designed for the support of the Distributed Pair Programming practice. It is developed by the Software-Engineering group of the Freie Universität Berlin as open source software. Saros is designed as a server based architecture. The communication between clients is done over Jabber servers.

Saros enables partners joining in a Distributed Pair Programming session to edit code in real-time. The display of each partner’s view port and marking text selections of remote users in colours assigned to these users contribute to the creation of a sense of workspace awareness. It also provides the possibility to use instant messaging for means of communication during a Distributed Pair Programming session.

Saros implements a formal floor control mechanism following the role distribution between Driver and Navigator known from traditional Pair Programming. The role of Driver as defined in Saros is that of the user being in control of modification and the session. Only the Driver can edit files and only he can give this role to any other collaborating user. With Saros there can be one or multiple Navigators. The Navigator is allowed to see the view scope, open files and see selections of the Driver. There is a so called ‘follow mode’ for the Navigator that will keep his Eclipse to follow the scope of the current scope of the Driver.

4.2.15 SubEthaEdit

SubEthaEdit [SubEthaEdit] is a powerful text editor developed by Coding Monkeys for the Apple Mac OS X and originally designed for collaborative coding within distributed Teams and thus for the support of the Distributed Pair Programming practice. The sharing of documents for collaborative work with SubEthaEdit can either be done by using Apple’s Bonjour technology or simply via the Internet. By using the Bonjour technology it is possible to see all announced documents available on the local network and to find users available for collaboration on the local network. As mentioned it is also possible to connect to other users using SubEthaEdit over the Internet and join existing collaborative sessions from anywhere.

In SubEthaEdit there is no mandatory emphasis of a floor control mechanism. In general anybody that has joined a collaborative session can type anywhere in the document at anytime. Nevertheless it is possible to mark certain documents as private and to have only selected users authorized to join such private documents. Additionally it is possible to grant not only full but also read-only access to the collaborating team members.

There are a lot of features available with SubEthaEdit to support workspace awareness. Amongst the most prominent are that other users' cursors and selections are replicated to all the collaborating users to make them aware of each other user’s activities in the document. Further on in the document's scrollbar the view scope of each of the users in the session is displayed.
With respect to means of communication SubEthaEdit integrates with iChat and Mail to enable users to communicate via text.

Being not only a collaborative editor but also providing support especially for coding activities, SubEthaEdit provides features that a user would rather be used to find within an IDE like bracket matching and selection, self-contained, extensible syntax modes supporting syntax highlighting and function popup menu as well as customizable syntax colours. This comes along with a fully fledged editor including all the features general expected.

4.2.16 SynchroEdit

As stated on SynchroEdit's homepage [SynchroEdit], SynchroEdit is a browser-based simultaneous multi-user editor, a form of same-time, different-place groupware. It allows multiple users to edit a single web-based document at the same time, and it continuously synchronizes all changes so that users always have the same version.

Remarkable about SynchroEdit, although this might not be as important when using it for coding activities, is that its editor provides full what-you-see-is-what-you-get (WYSIWYG) support including dynamic display of bolds, italics, underlines, strikethroughs, indents and listing styles as entered by the author. Additionally SynchroEdit also supports a simple, text-only editor for more basic documents.

The sense of workspace awareness in multi-user environments is supported by clearly marking which changes where done by which user using a colour that is assigned to each user.Along this it is marked where each user's cursor is located by using a coloured flag listing the user's name.
SynchroEdit advertises itself as being useful for any functionality where concurrent, synchronous editing of a single document is useful. It can easily be plugged into web pages using a variety of methods. Following are some of the current uses being considered:

- **Collaborative Editing.** Two or more people can edit a document at exactly the same time, fine-tuning specific wordings and phrases.
- **Teleconferencing Notes.** Editors of a teleconference can write about their call, correcting or expanding upon notes made by other call members, thus supporting a true backchannel to a live conference call.
- **Wiki Editing.** Editors can edit popular or heavily edited Wiki pages at the same time, instead of having to wait for their colleagues to complete their work.
- **Pair/XP Programming, Agile Development.** Two or more programmers or web developers can write code at the same time.
- **Documentation Writing.** Authors with a variety of expertise can come together to write a coherent document on a topic where they are each familiar with different aspects. This overview of SynchroEdit was originally written in SynchroEdit.

Figure 27. Screenshot: SynchroEdit [SynchroEdit]

SynchroEdit advertises itself as being useful for any functionality where concurrent, synchronous editing of a single document is useful [SynchroEdit], thus making it a good candidate for the support of the Distributed Pair Programming Practice.

4.2.17 TalkAndWrite plug-in for Skype

TalkAndWrite [TalkAndWrite] is a plug-in for Skype that enables its users to work on any document as though they are sitting side by side. Skype used along with its TalkAndWrite plug-in provides all functionality needed for a complete video conferencing system. As advertised on its homepage [TalkAndWrite] this program allows you to work together on a document or a white sheet of paper, making notes on it, handwriting, scribble, draw, erase, type or highlight text, all of this talking freely through Skype as if you were sitting side by side. This makes it a good candidate to be taken into account as tool support for the Distributed Pair Programming practice, although it is definitely not specifically designed for this purpose.

An asset for the TalkAndWrite plug-in to Skype with respect to Distributed Pair Programming is that it provides independent pointers to both users in a call that are visible to each other. In this way it is easily possible to point out to each other any part of the document like in a traditional Pair Programming session. Additionally text highlighting is supported.
A further contribution to the sense of workspace awareness is that TalkAndWrite visualizes which areas the partner can see on his screen by greying those areas which are not visible on the partner’s screen.

4.2.18 Telescope

According to its homepage on Sourceforge [Telescope], the Telescope Communication and Collaboration Platform is Eclipse-based audio and video conference software for distributed software development teams. Therefore it might also be useful in support of the Distributed Pair Programming practice, but unfortunately all the documentation is only available in Spanish and could not be evaluated due to lack of knowledge of this language.

4.2.19 The NetBeans Collaboration Project

The NetBeans Collaboration Project [collab.NetBeans], also known as collab.NetBeans, is a plug-in to the NetBeans IDE. Its developer collaboration feature allows its users to connect to collaboration servers and by this to collaborate with other developers online wherever they are located.

It is possible to share projects and files in real time, allowing others in the conversation to make changes, which are replicated on the screens of the rest of the group. This feature makes collab.NetBeans a potential candidate for the support of the Distributed Pair Programming practice. Chatting capabilities with all appropriate formatting functionalities in place within collab.NetBeans provide means of textual conversation between the collaborating partners. It is possible to send messages in plain text, XML, HTML, or Java code format.

Some kind of a floor control is also implemented in collab.NetBeans. If one person is typing in a section of the shared document or code this section is locked for all other users joining in the collaborative work. Nevertheless there is no formal mechanism supporting the role distribution between Driver and Navigator characteristic for Pair Programming and although a section worked on by one user is locked to any other users, each of them is free to work on any other section (and lock it for him working there) while the first user is still typing.
4.2.20 Transparent Video Facetop

The Transparent Video Facetop system developed by Stotts et al. [Stotts, Smith and Gyllstrom, 2004] takes quite a different approach to the support of distributed collaborative work including Pair Programming than most of the other tools found throughout the research.

The system needed is a Macintosh platform equipped with a webcam pointing at the user. A screen-sharing application is used to replicate the desktop used for the collaborative work to both users' workstations. The video stream generated by each of the Distributed Pair Programming pairs' webcams is transmitted to the other partner's workstation. Instead of displaying the video stream in a separate window, both of the streams along with the shared desktop are composed in a way that the video image appears as a transparent overlay on the screen. In this way the members of the Distributed Pair Programming pair see their desktops overlaid with semi-transparent images of both of them as if they were sitting side by side.

By using the possibilities arising from this setup the system provides a very intuitive form of gesturing. A user wanting to show something to his partner simply needs to point on the screen and his partner can see where he is pointing, which is just the way Pair Programming works in collocated environments.

The most significant drawback of the Transparent Video Facetop system is that it requires a high bandwidth peer-to-peer connection between the collaborating partners to make the transmission of the video-stream possible.
4.2.21 TUKAN

The TUKAN environment developed by Schummer and Schummer [Schummer and Schummer, 2001] is actually developed for the support of distributed XP teams by integrating various key issues relevant in XP like awareness and communication into a programming environment. For the support of Distributed Pair Programming TUKAN includes a collaborative multi-user editor for code editing.

The editor included with TUKAN takes care that both partners view the same section of the file being edited. There are separate pointers for both of the partners within a session which are also replicated to the other partner’s desktop enabling deictic gesturing in scope of the Pair Programming.

TUKAN does not provide a clear distinction between the roles of Driver and Navigator from the tool’s side. Such a clear role distribution needs to be done socially between the pairing partners. As the users of TUKAN have separate insertion points it is possible for them to edit distinct parts of the artefact simultaneously.

The collaboration within TUKAN is not restricted to the two partners needed for the Distributed Pair Programming practice. It is possible that further partners join a Pair Programming session.

Development of TUKAN was stopped some time ago. Therefore it is not available for current versions of operating systems and mentioned here for matters of completeness. Kind of a successor to TUKAN, although restricted to the
Distributed Pair Programming practice and not meant to support distributed XP in general, is XPairtise which will be discussed below.

4.2.22 XecliP

XecliP [XecliP] is a plug-in for the Eclipse IDE that supports Distributed Pair Programming of Java projects via Internet or within a local network. XecliP is based on classic client-server architecture meaning that all communication between clients is handled by a central server, which modifies, dispatches or generates the appropriate messages for the clients.

Users of XecliP need to enter a user profile which is stored on the XecliP server. Taking advantage of this need, XecliP provides the possibility to search for a Pair Programming partner within the user database generated in this way according to certain criteria like their proficiency in various programming techniques.

For the XecliP plug-in the XecliP Java editor is the default editor to edit Java documents. As XecliP only works with Java development any use of another editor or use in context of another programming language will not work. The XecliP Java editor features common editor functionality like syntax highlighting, content and code assistance, code formatting, import assistance and integrated debugging features.
XecliP supports a formal concept of floor control. The person who initiates a session is always the Driver in the beginning. A later role change needs to be requested by either Driver or Navigator and accepted by the partner. In XecliP there is a third role implemented called visitor, but the use case of this role is unclear from the available documentation.

As most of the Eclipse plug-ins for Distributed Pair Programming, XecliP also provides a textual chat. A special feature about XecliP is that it is possible to record a session and to playback a recorded session.

4.2.23 XPairtise - Pair Programming for Eclipse

XPairtise [XPairtise] is another Eclipse plug-in that provides a platform for Distributed Pair Programming. According to information from Till Schümmer XPairtise can be seen as kind of a successor to the TUKAN system with respect to the support of Distributed Pair Programming. As is the case with most other of the mentioned Eclipse plug-ins the basic architecture is a typical client-server approach. A single server exchanges data with several clients and no direct client-to-client communication is done.

The floor control is implemented in XPairtise as formal floor control. Thus XPairtise features the traditional Pair Programming roles of Driver and Navigator. As a third role there is the role of a spectator who is only allowed to drop in and view the session but is not part of the role change mechanism. To initiate a role change, either Driver or Navigator has to request it and the respective other partner has to accept the request.

XPairtise provides the means of a textual chat as do most of the Eclipse plug-ins for Distributed Pair Programming. Unlike the other Eclipse plug-ins for Distributed Pair Programming XPairtise also provides a whiteboard for graphical communication.
Highlighting as a method of pointing out some sections of the code is supported by XPairtise. When the Driver highlights some text in his editor, the same text is highlighted in the Navigator's copy. If the Navigator highlights text in his copy, the same portion of text changes background colour in the Driver's editor view. In this way the Navigator can give contextual meaning to his chat or voice messages.

In additionally to the already mentioned features XPairtise provides shared program and test execution enabling the Distributed Pair Programming team to perform joint tests easily.

4.3 Candidate Tools Summary

The descriptions given above of the tools found during the research in scope of this diploma thesis hint on the broad range of approaches taken to provide tool support for non-collocated collaborative work in general and the practice of Distributed Pair Programming in particular. To get a better overview of these tools they can be categorized in screen-sharing applications and collaboration-aware applications. Within these two main categories a further sub-categorization is used to distinguish between tools that, though belonging to one main category, show major differences.

All of the described tools are seen as candidate tools for the support of Distributed Pair Programming according to the information that was found about each tool. Nevertheless this information does not provide a good hint on whether all of these tools are really usable for the support of the Distributed Pair Programming practice or whether any of the tools are better suited than others with respect to their usability in a Distributed Pair Programming environment. Thus a comparable evaluation of these tools against requirements that are desirable to be met by tools used for the application of the Distributed Pair Programming practice needs to be done. This is discussed in the following chapters.
5 A generic Evaluation-Framework for Tools supporting the Distributed Pair Programming Practice

As stated above, previous scientific work already brought up a number of requirements for tools supporting or specifically designed for the practice of Distributed Pair Programming. Within this chapter these requirements are consolidated and extended to form a complemented list of such requirements or properties to be desired from tools that are to be used in the practice of Distributed Pair Programming.

These required properties will then be used to create an evaluation framework similar to the abstract model to select software development tools created by Zwartjes and van Geffen [Zwartjes and van Geffen, 2005]. In this way a generic evaluation framework for tools supporting the practice of Distributed Pair Programming is set up.

5.1 Properties of Tools supporting the Distributed Pair Programming Practice

The geographic distance between the collaborating members of a Distributed Pair Programming team leads to various issues with respect to the application of the Pair Programming practice. These issues can be broken down to a number of properties that need to be present to some extent in tools that are supporting or even specifically designed for the practice of Distributed Pair Programming to overcome the drawbacks resulting from the non-collocated environment.

The properties needed to be available with tools supporting or specifically designed for the practice of Distributed Pair Programming can be broken down into a number of categories. The following categorization is found to be reasonable.

- The basic properties category comprises such properties that are crucial to enable the work in a Distributed Pair Programming team. These crucial properties are the support of screen-sharing for screen-sharing applications, the sense of collaboration awareness for collaboration-aware applications and the sense of workspace awareness for both application types.

- Another category includes all properties with respect to the support of gesturing for the Driver as well as the Navigator and the degree to which deictic referencing is supported by the tooling.

- Floor control support is the category containing all properties that deal with the extent to which the role concept of Driver and Navigator and the exchange of these roles between the collaborating partners of a Distributed Pair Programming team is implemented within the tool and in which way this support is implemented.

- As was already discussed the practice of Pair Programming is an extremely communicative activity. This certainly needs to be supported by software tools that support Distributed Pair Programming. The category of communication possibilities summarizes all the properties dealing with the various communication channels that might be needed in scope of appliance of the Distributed Pair Programming practice.
In the case of Distributed Pair Programming the collaborating partners might use different operating system platforms on their respective machines. Thus platform independence is a further important category for properties of tools supporting or specifically designed for the practice of Distributed Pair Programming.

As with all software products the category of usability properties is an important one for tools supporting or specifically designed for the practice of Distributed Pair Programming as well.

A further category is that of tool immanent properties. These properties are not so much important for the practice of Distributed Pair Programming but rather include such properties of the tool that described the tool itself, for example whether it is off-the-shelf, special purpose, a viewer and so on.

The final category of Documentation summarizes the quality of the installation as well as user manual of the tool.

Not all of the properties are mandatory to be fulfilled by a tool to make it usable in the appliance of Distributed Pair Programming practice. Quite a number of them are rather optional and an additional asset to the usability of the tooling if available.

5.1.1 Basic Properties

The category of Basic Properties deals with such properties that are crucial to remove the main obstacles that arise from the non-collocated environment when applying the practice of Distributed Pair Programming. In this way the properties subsumed under this category on one hand have to simulate the collocated situation of the two Pair Programming partners sitting in front of a shared screen; on the other hand they need to fulfil the emulation of a similar sense of workspace awareness as present in the collocated environment.

5.1.1.1 Support of Screen Sharing

The Support of Screen Sharing is the most basic property of the tools subsumed under the category of screen-sharing tools and therefore only valid for such tools. The basic idea of screen-sharing is that one screen is shared by Driver and Navigator as is the case in the collocated case of Pair Programming. Both members of the Pair Programming pair see the same screen and therefore interact on the same desktop. To achieve this either one user’s workstation works as a server replicating its desktop onto the other user’s workstation which therefore acts as a server, or a dedicated server machine is used which replicates its desktop on both users’ workstations to provide the common environment to work in. In both ways the basic idea of screen-sharing is fulfilled and both users have the same view on their common environment.

The Support of Screen Sharing property provides information how good the tool supports the idea behind screen-sharing and how far any drawbacks arising from this concept are overcome by the tool.

Large amounts of data can lead to problems with the screen actuality and therefore the usability of screen-sharing applications. Therefore all screen-sharing applications use compression algorithms to reduce the amount of data needed to be transmitted between server and client.
Another potential problem with screen-sharing applications is that the actual view given on the replicated screen might differ from that on the server that is replicated due to lower screen resolution settings of the clients. This can be overcome by setting the same screen resolution or by adapting the replicated screen within the screen-sharing application to fit the possibly varying screen resolutions of the clients.

5.1.1.2 Support of Collaboration Awareness

Similar to the Support of Screen Sharing property for screen-sharing tools, the Support of Collaboration Awareness is the core property of such tools that fit into the collaboration-aware tools category and therefore is only valid for such tools.

Collaboration-aware tools usually do not support screen-sharing. They rather support different views based on the roles of the individual users or support a common view on the shared artefact without actually sharing the screen. Often collaboration-aware tools come with a richer environment that more effectively supports collaboration than it is the case with screen-sharing tools. For example all IDEs specifically designed or enhanced for the support of the Distributed Pair Programming practice fall into this tool category.

The Support of Collaboration Awareness property covers to which extent the tool supports the sense of collaboration awareness meaning how easy it is with the help of the tool to collaborate in scope of the appliance of the Distributed Pair Programming practice.

5.1.1.3 Support of Workspace Awareness

As already discussed the term of workspace awareness is a term commonly used in the literature discussing distributed software development and is defined by Gutwin and Greenberg [Gutwin and Greenberg, September 1999] as the “up-to-the-moment understanding of another person’s interaction with the shared space”.

In the case of collocated Pair Programming the developers are sitting next to each other in front of a shared desktop. In this way it is quite clear that the partners are aware of each others presence, focus and activities. In cases where multiple persons are interacting with a shared artefact it is essential for effective collaboration that each user knows who else is participating in the collaborative work, where the collaborating partners put their focus within the shared artefact that they are working on and what they are actually doing at all times during a collaborative session. This is especially valid if the users are not restricted by the tooling to view the same sections of the shared artefact all the time.

Although Hanks [Hanks, December 2005] states that issues surrounding workspace awareness are not as important in screen-sharing application due to the fact that every user is presented with the same view, the Support of Workspace Awareness property is nevertheless valid for screen-sharing tools as well as collaboration-aware tools and rates how good the feeling of workspace awareness is transported by the tool and how much contextual information about the shared workspace is provided.

5.1.2 Support of Gesturing

As already discussed, gesturing and deictic reference are important elements of collaborative work. It is of utter importance that gestures or deictic references done
by one of the partners joining in the Distributed Pair Programming practice are visible to the other as well.

This is not so much a problem for the partner acting as Driver, as he is in control of all the input devices like mouse and keyboard. For him it is easy to hint onto specific sections of the shared artefact by simply using the input devices under his control to do the same.

As the Navigator has no control of the actual devices used for the normal input this is an issue for him. He needs a possibility to hint the Driver onto specific sections of the artefact they collaboratively work on. This can be achieved by the possibility to mark specific sections of the artefact in a way shown to the Driver in real time by using some highlighting mechanism.

An even better way to support this need is the availability of a second pointer that is controlled by the Navigator as this is more similar to the collocated case of Pair Programming where the Navigator would use his finger to point out something on the screen to the Driver. In this second case it is clear that the Driver’s pointer and its movements need to be replicated to the Navigator and vice versa. As it might be the cause for confusion if both pointers are displayed by the same icon their shape should make it easy to distinct between the Driver’s and the Navigator’s cursor using some semantic adaptation. A further drawback to the effective use of replicated pointing devices for Driver and Navigator and their movements might be due to network latency which could result in delays of the transmission of the cursors’ positions and thus impossibility to follow the deictic references given by the partner.

5.1.2.1 Availability of a Second Pointer for the Navigator

The Availability of a Second Pointer for the Navigator property deals with the availability of a second pointer that can be controlled by the Navigator with his mouse and is replicated to the Driver's desktop.

A minimal grade of fulfilment of this property is that at least a single pointer that is available to Driver as well as Navigator is replicated on both partners' desktops and that it can be used by both of them for issues of deictic referencing. A complete fulfilment of this property is only available if there are separate pointers for Driver and Navigator and both pointers are replicated to each partners’ shared workspace.

5.1.2.2 Availability of Semantic Adaptations of Pointers with Respect to Collaboration

In single user environments it is often the case that the shape of the cursor is changed based on the user’s activity carried out or possible in the location where the pointer is located. In tools supporting collaboration of remote users, semantic adaptations have a somewhat different meaning than this. Such adaptations might for example be that each pointer has its user’s name attached to it or the shape of the Navigators pointer could be changed for means of low level communication like for example a gesturing pointer for the Navigator that only appears when the Navigator activates a dedicated gesturing mode.

A basic grade of availability of this property is that there is at least so much semantic adaptation of the users’ pointers available that it is clear which pointer belongs to which user respectively role.
5.1.2.3 Suppression of Telepointer Jitter

Network congestion, delay and data loss can lead to jitter in updating the remote pointers on each of the users' screens making it difficult to accurately follow gesturing movements. The Suppression of Telepointer Jitter property defines how good a tool is in suppressing this jitter effect, or whether it provides any mechanisms like a tail that follows moved pointers to overcome the negative effects of telepointer jitter.

5.1.2.4 Support of Highlighting with Respect to Collaboration

The Support of Highlighting with Respect to Collaboration property can either be fulfilled by a tool as a basic method of providing a minimal possibility to hint the collaborating partner on specific sections of the shared artefact or along with the availability of a second pointer for the Navigator as a further add-on to increase usability and convenience for gesturing and deictic referencing. The meaning of this property is that the tool provides some mechanism so that highlighting of sections of the artefact worked on and the replication of this highlighting on the partner's screen or shared workspace is supported for one or both users.

5.1.3 Floor Control Support

As the role concept of Pair Programming defining the roles of Driver and Navigator along with responsibilities to be taken care of by each of these roles is an important issue of the Pair Programming practice, there is also the need for tools supporting or specifically designed for the Distributed Pair Programming practice to provide support for this role concept as well as for the role changes between the collaborating partners. An important issue for the support of role changes between the collaborating partners is that the process of exchanging roles does not disturb the actual Pair Programming process.

There is a vast range of ways how the support of floor control can be implemented within a tool usable for the practice of Distributed Pair Programming ranging from a very formal approach implementing a request and commit protocol and clearly defined roles of Driver and Navigator via the situation where the tool support in an informal approach a minimum of floor control by locking the sections of the artefact one of the users is working on but does not provide a tool-immanent support for role changes to the situation where no floor control support at all is given by the tool and the whole floor control concept is to be socially negotiated and agreed between the collaborating partners.

5.1.3.1 Support of Floor Control

As discussed floor control allows one user of a shared application to take charge of it so that only the user in charge can provide input to the application, while the other user can view the application and see its output as well as the input of the user in charge. The Support of Floor Control property states whether there is any floor control support implemented within the tool at all and if yes how good the support of floor control provided by the tool is.

A minimum fulfilment of this property would be to have at least the section of the artefact which one of the users makes input in locked to any input by the other user. A full fulfilment of this property would be if there is a formal role distribution
between Driver and Navigator along with a mechanism for role exchanges implemented by the tool.

5.1.3.2 Support of Role Changes

In the Pair Programming practice Driver and Navigator exchange roles smoothly. Therefore there is the need to have these role changes supported by a tool used in scope of the Distributed Pair Programming practice. The Support of Role Changes property specifies whether there is a mechanism for role changes between Driver and Navigator implemented within the tool and how good it supports the role changes.

5.1.3.3 Support of Informal Role Changes

The role changes in traditional collocated Pair Programming usually happen quite informally and smoothly, meaning that there is no clear cut when Driver and Navigator exchange the roles. This is often defined as social floor control. This property reflects how far this is supported by the tool.

5.1.3.4 Support of Formal Role Changes

Formal role changes are a form of implementation of the role exchange between Driver and Navigator where this role exchange is done via a request and commit mechanism, or by mediation by the application itself or a master-user. This is easier to implement than a support of informal role changes as according to the action taken in this case it is quite clear who is in the role of Driver and who in the role of Navigator.

For users lacking experience in the practice of Pair Programming it might be easier to perform Pair Programming if the role changes happen following a clearly defined formal protocol. This property reflects how far this is supported by the tool.

5.1.3.5 Easiness of Role Changes

As discussed the exchanging of the roles of Driver and Navigator in the Pair Programming practice should not interrupt the flow of the collaborative work. As Distributed Pair Programming is the transformation of the Pair Programming practice into an environment where the only difference to the traditional approach is that the partners are non-collocated the same is valid for Distributed Pair Programming. The property of Easiness of Role Changes describes how easy it is to exchange the roles with the help of the tool used.

5.1.3.6 Support of the Information "Who is in which role"

An important information in the appliance of the Distributed Pair Programming practice also contributing to the sense of collaboration and workspace awareness is which of the partners holds the role of Driver and which the role of Navigator. In the collocated environment this is quite obvious to the partners sitting next to each other. The same is not so clear in a distributed environment. Thus there is the need for the tool to provide this information to its users.

This information can for example be provided by semantic adaptations of a possibly available second pointer for the Navigator or be showing the role the local user impersonates at any given time in the GUI. This property defines how far the tool environment reflects this information.
5.1.3.7 Support of the Information "Who is how long in which role" along with Statistical Information of Time Spent in each Role

For some utilizations of the practice of Distributed Pair Programming it might be important to get the information of "Who is how long in which role" along with statistical information of time spent in each role out of the tooling used. This is especially valid for some scientific approaches. Such information might also be usable in detecting certain grievances in the application of the Distributed Pair Programming practice. For example it could be found out whether both partners impersonated the roles of Driver and Navigator to a similar extent or whether one partner tended to hold the Driver's role and the other to keep the role of Navigator. As this is contradicting with the Pair Programming approach where both partners are meant to be emancipated this might lead to reducing the benefits of Pair Programming. This property reflects whether such information is available from the tool and how detailed the information available is.

5.1.4 Communication Possibilities

Pair Programming is a highly communicative activity. The unrestrained communication between Driver and Navigator during a Pair Programming session is of utmost importance. The same is obviously valid and possibly even more important due to the non-collocated environment in Distributed Pair Programming.

The communication between Driver and Navigator can be supported by the availability of the following ways of communication within a tool used for the practice of Distributed Pair Programming:

- Speech
- Textual or graphical communication (Chat and White-Board)
- Video
- Additionally the support of pair- or partner finding prior to the actual programming session can be supported by the tooling and is also kind of a communication possibility.

The listed communication channels do not rule out one another. They are rather to be used sequentially or even in parallel.

For sake of completeness it has to be stated here that deictic referencing and the usage of pointers and highlighting mechanisms is also a way of communication between non-collocated collaborating partners but due to their importance in the appliance of the Distributed Pair Programming practice they are subsumed under an own property category.

5.1.4.1 Support of a Speech Channel

All cooperative activities rely heavily on the possibility to speak with each other. The same is valid for computer supported cooperative work like Distributed Pair Programming. Therefore the support of communication by speech is an important property and asset to a tool that is to be used in scope of the appliance of the Distributed Pair Programming practice, although if not available it can be quite easily substituted by the use of nowadays available technology like Internet telephony for example via Skype [Skype] or teleconferences.
Previous work showed that in Distributed Pair Programming environments not supporting a speech channel but only a textual chat for the communication between the collaborating partners they tended to reduce their communication with each other and started to act more like solo-programmers after some time [Hanks, December 2005].

The availability of a speech channel for communication is not only important during the actual Pair Programming session but also for any discussions prior to starting the session or for the discussion of any problems. Communication via speech has the advantage that information can be transmitted faster by voice than by typed text.

5.1.4.2 Support of textual Chat

The support of a textual chat is quite important as technical data is often rather suitable to be communicated via text. For example an Internet URL or piece of code is less prone to communication errors when transmitted using text and the transmitted data can be used directly by using copy-and-paste mechanisms. If similar information is transmitted via voice this will frequently lead to mistakes.

From the statements above it is quite clear that the availability of means for textual chat is quite important in the practice of Distributed Pair Programming as well. The easiest thing for the practitioners of Distributed Pair Programming is to have the same implemented right within the tool they use to enable them to perform the Distributed Pair Programming practice, making this an important property for such tools. If not supported by the tool used this channel of communication can be established by the use of separate tools like ICQ [ICQ], Jabber [Jabber], Skype [Skype] or any instant messaging software.

Often textual chats provide a history function as well as the possibility to store its content. This makes it easy to reuse prior information already entered in the chat.

5.1.4.3 Support of a White-Board

The availability of a white-board within a tool used for the appliance of the Distributed Pair Programming practice is a further asset to such a tool as there is some information like drawings, flow-charts or diagrams like database-designs that can not be communicated easily via voice nor via textual chat.

Like stated for textual chats white-board implementations often provide the possibility to store and restore its content enabling the reusability of information transmitted via white-board.

5.1.4.4 Support of a Video Channel

Although found in prior work to be of minor importance for the appliance of the Distributed Pair Programming practice [Hanks, December 2005], there are still some tools usable or specifically designed for the practice of Distributed Pair Programming that provide a video channel for communication or even focus on the use of video to support Distributed Pair Programming.

On the other hand it needs to be mentioned that the support of a video channel can be quite useful for meetings prior or after a Distributed Pair Programming session. If the developers that are to be joining each other in a Pair Programming team do not know each other an introductory meeting via video would be quite an asset as it is always easier to work with someone you have met in person.
If there is no video channel available with the tool but the need of such a means of communication arises it can be quite easily substituted by the use of other tools like for example Skype [Skype].

5.1.4.5 Pair/Partner Finding Support

An additional asset rather than a required property of a tool usable in scope of the Distributed Pair Programming practice is the support of pair- or partner finding by the tooling. Pair- or partner finding means that the tool supports the search for potential partners to collaborate with during a Pair Programming session based on their current availability or even their proficiency in various programming areas or their experience. There are some tools like Moomba for example that support such a feature [Reeves and Zhu, 2004].

Pair- or partner finding support will be of minor importance in professional commercial software development in large companies as in such environments the available partners for Pair Programming will be quite limited due to organizational and project-immanent issues. Nevertheless it can be an important property of a tool used in open-source projects to find a potential collaboration partner.

5.1.5 Platform Independence

As the collaboration in Distributed Pair Programming teams might not be restricted to users using the same operating system, platform independence might be an issue for such tools usable or specifically designed for the practice of Distributed Pair Programming.

5.1.5.1 Support of Microsoft Windows

This property states whether Microsoft Windows is supported by the tool.

5.1.5.2 Support of Unix/Linux

This property states whether UNIX or Linux or both are supported by the tool.

5.1.5.3 Support of MacOS

This property states whether MacOS is supported by the tool.

5.1.6 Usability

The property category of Usability contains such properties that affect how easily and intuitively the tool can be used. This is actually only partly specific for such tools that are usable or specifically designed for usage in the appliance of the Distributed Pair Programming practice. Nevertheless if is of significant importance for the acceptance of such tools and therefore for the appliance of the Distributed Pair Programming practice itself that the tools for this issue follow the general requirements on usability of software products.

With respect to a tool's usability the following criteria are important:

- The tool’s effectiveness.
- The tool’s efficiency.
- The user's satisfaction when using the tool.
A tool is effective if the targeted goal can be reached by the use of the tool. The efficiency of a tool is defined as reaching the targeted goal with as little effort as possible. The user’s satisfaction with a tool describes the subjective feeling of the fun the user has in applying the tool. This also includes that the usage of the tool is intuitive in a way that the user is not hampered by some implementations of functionalities of the tool [ISO9241].

5.1.6.1 Intuitiveness of tool usage

The intuitiveness of the usage of a tool defines how easy and efficient it is by using the tool to fulfil the assignment at hand. An intuitive tool makes it easier to use the tool’s features as it is not necessary to search a long time for specific functionalities. This also increases the user’s satisfaction with the tooling. No user will use a tool that might come with a wide range of features but where it is not intuitive for the user how to use its features.

5.1.6.2 Easiness of Installation and configuration

Nowadays the user of a software application expects it to be easy to install and configure using a wizard or something like that. The same is certainly valid for tools usable or specifically designed for the support of Distributed Pair Programming.

If there are already difficulties or problems during installation of a tool the user will not have an unbiased approach to using the tool as he will expect further troubles with the tool and therefore the user’s satisfaction will be damped. This might also affect the effectiveness and efficiency of a tool.

5.1.6.3 Easiness of Start up and establishing a session

This property deals with the easiness of starting the tool to be used in scope of the Distributed Pair Programming practice and setting up a Pair Programming session with the tooling. Depending on how easy this is this property will effect the user’s satisfaction and the user acceptance of the tool.

5.1.6.4 Stability

This property deals with the stability of the tool during a session. If a Pair Programming session is frequently interrupted due to break ups of the session or the connection to the Pair Programming partner this will not be acceptable for the users. Further on this property signals whether a session broken on one side is kept open on the other partner’s side and can be easily rejoined after the connection has been restored or if a session broken on one side is terminated at once throwing all participants out of the session and possibly even destroying all the work done during the session that has not yet been stored.

5.1.6.5 Screen Actuality - Realtime-Probability

The main requirements of Pair Programming are that its participants have the same view on the workspace and can easily communicate with each other. The replication of screen content might lead to the situation where a large amount of data is to be transmitted via the network. This can lead to problems with the screen actuality and thus can lead to some confusion between the Pair Programming partners. This property deals with how good the realtime probability of the tool used is.
5.1.6.6 Easiness of Collaboration
The property Easiness of Collaboration validates how easy it is for the Distributed Pair Programming partners to follow each other’s activities and how easy it is to collaborate by using the tool.

5.1.6.7 Intuitiveness of User Interface
Similar to Intuitiveness of Tool Usage the Intuitiveness of User Interface property discusses how intuitive the user interface of the tool is. A tool that follows common standards of user interface design is more easily to use due the intuitiveness of its user interface.

5.1.6.8 Need for other Tools
As mentioned in the Communication Possibilities property category there are some properties that are required to enable an effective and efficient appliance of the Distributed Pair Programming practice that can be substituted by the use of other tools like the provisioning of various communication channels. As well it is quite obvious that when using a screen-sharing application for support of Distributed Pair Programming an additional editor or IDE will be needed to actually write the code. This property quantifies how many additional tools are needed and how readily available needed tools are.

5.1.6.9 Support of Session Management
Support of session management means the possibility to store whole Pair Programming sessions along with documents that were opened, workspace views, chat transcripts and so on. This is an optional property of a tool usable or specifically designed for Distributed Pair Programming but is certainly quite an asset if available with the tooling as it will speed up the re-establishing of a session significantly.

5.1.6.10 Support of Syntaxhighlighting
The Support of Syntaxhighlighting property is only valid for collaboration-aware tools as screen-sharing tools by definition do not feature an own editor which would be needed to support syntax highlighting. If the collaborative editor or IDE used for Distributed Pair Programming only supports a standard editor without syntax highlighting there is the danger that a number of errors will not be recognized by the Driver and Navigator thus reducing the quality of the artefact produced.

5.1.7 Tool Properties
The Tool Properties category contains such properties that are actually not properties required for the successful application of the Distributed Pair Programming practice but such properties that give information about what kind of tool the tool in scope is.

5.1.7.1 Off-the-shelf - Commercial
This property informs whether the tool is a commercial off-the-shelf application.
5.1.7.2 Off-the-shelf - Open Source
This property informs whether the tool is an open-source off-the-shelf application.

5.1.7.3 Special Purpose
This property informs whether the tool is specifically designed for the purpose of Distributed Pair Programming or at least distributed development.

5.1.7.4 Integrated Development Environment
This property informs whether the tool is an IDE or a plug-in or extension of an IDE.

5.1.7.5 Viewer
This property informs whether the tool is a simple remote desktop viewing application.

5.1.7.6 Collaborative Editor
This property informs whether the tool is a collaborative editor.

5.1.7.7 Configuration Management/Versioning Support
This property informs whether the tool supports direct access to some kind of a configuration management system like Rational ClearCase or CVS or features an own versioning mechanism.

5.1.8 Documentation
This category deals with the documentation available for the tool and the quality of this documentation.

5.1.8.1 Documentation for Installation and Configuration
This property informs whether there is documentation for installation and configuration of the tool available and about the quality of this documentation.

5.1.8.2 User Manual
This property informs whether there is a user manual for the tool available and about the quality of this documentation.

5.2 Setting up the generic Evaluation Framework for Tools supporting the Distributed Pair Programming Practice
In the previous chapter a list of requirements or properties to be fulfilled to some extent by a tool that is usable or specifically designed for the application of the Distributed Pair Programming practice was described. This chapter documents how these desirable properties are used to build up a generic evaluation framework for tools supporting the Distributed Pair Programming practice. As a basis for the setup of the generic evaluation framework for tools supporting the Distributed Pair Programming practice the abstract model to select software development tools as defined by Zwartjes and van Geffen [Zwartjes and van Geffen, 2005] which is based on the DESMET project [Kitchenham, Linkman and Law, 1997] is used.
The model described by Zwartjes and van Geffen is based on qualitative analysis of tools and their properties and provides a visualization of an evaluation of several tools. The same is valid for the evaluation framework that is to be set up for the evaluation of the appropriateness with respect to usability, effectiveness and efficiency of tools supporting the Distributed Pair Programming practice. The model described by Zwartjes and van Geffen consists of a tool matrix that is built up by executing the following five steps [Zwartjes and van Geffen, 2005]:

- Step 1: Find or refine desired categories of tool support.
- Step 2: Specify the required tool properties and their importance in the tool matrix.
- Step 3: Populate the rows of the tool matrix with tools and its cells with indications of compliance.
- Step 4: Analyze the tool matrix.
- Step 5: Select a set of tools.

These steps and their application in scope of the setup of the generic evaluation framework for Tools supporting the Distributed Pair Programming practice will be discussed in the following subchapters.

5.2.1 Step 1: Find or refine desired categories of tool support

According to Zwartjes and van Geffen [Zwartjes and van Geffen, 2005], the first step in the process of selecting a set of tools is to specify the desired categories of tool support. In contradiction to the presumption taken by Zwartjes and van Geffen in the description of their model the interest of the generic evaluation framework for tools supporting the Distributed Pair Programming practice actually lies within one single tool category that is tools supporting the Distributed Pair Programming practice. Although this single category can be split into screen-sharing tools and collaboration-aware tools, both of these tool categories actually have the same area of application and most of the eligible properties are the same for both categories. Therefore this does not match the idea of the first step as described by Zwartjes and van Geffen.

Instead in the single area of application of Distributed Pair Programming it makes sense to group the eligible properties of tools supporting the Distributed Pair Programming practice into property categories as done in chapter 5.1. Therefore the step of finding or refining desired categories of tool support is applied in scope of the setup of the generic evaluation framework for tools supporting the Distributed Pair Programming practice by defining two tool categories named “Screen-Sharing Tools” and “Collaboration-Aware Tools” along with the following eight property categories that are shared by both of the tooling categories and which are described in detail in chapter 5.1.

- Basic Properties
- Support of Gesturing
- Floor Control Support
- Communication Possibilities
- Platform Independence
- Usability Properties
- Tool Properties
5.2.2 Step 2: Specify the required tool properties and their importance in the tool matrix

As the identified categories are known now, within this second step on the way to construct a tool matrix for the generic evaluation framework for tools supporting the Distributed Pair Programming practice these categories are to be broken down into the properties desired from the tools. According to Zwartjes and van Geffen [Zwartjes and van Geffen, 2005] these desired properties may be in the form of desired features but should also include quality attributes such as usability, learning curve or platform support. The break down of the property categories into concrete desirable properties of tools supporting the Distributed Pair Programming practice can be found in chapter 5.1.

What is missing in chapter 5.1 is the definition of the criticalities of the properties that defines a measure of each properties importance for the appropriateness with respect to usability, effectiveness and efficiency of tools supporting the Distributed Pair Programming practice. In the model described by Zwartjes and van Geffen, three levels of importance are defined. In scope of the appliance of the model for the setup of the generic evaluation framework for tools supporting the Distributed Pair Programming practice it was found that four levels of importance are needed to provide a comprehensive evaluation and description of the usability of tools for the Distributed Pair Programming practice.

5.2.2.1 Properties of Tools supporting the Distributed Pair Programming Practice of Critical Importance

Properties of critical importance are such properties that are basic to enable the effective performance of the Distributed Pair Programming practice in a similar way to the performance of traditional collocated Pair Programming. In other words properties of critical importance are such properties that are either absolutely needed by the tooling to enable two non-collocated partners to collaborate or are basic collaborative activities in the traditional Pair Programming practice. The following properties are defined as of critical importance:

<table>
<thead>
<tr>
<th>Property Category</th>
<th>Property</th>
</tr>
</thead>
<tbody>
<tr>
<td>Basic</td>
<td>Support of Screen Sharing</td>
</tr>
<tr>
<td>Basic</td>
<td>Support of Collaboration Awareness</td>
</tr>
<tr>
<td>Basic</td>
<td>Support of Workspace Awareness</td>
</tr>
<tr>
<td>Support of Gesturing</td>
<td>Availability of a Second Pointer for the Navigator</td>
</tr>
<tr>
<td>Floor Control Support</td>
<td>Support of Floor Control</td>
</tr>
<tr>
<td>Floor Control Support</td>
<td>Support of Role Changes</td>
</tr>
<tr>
<td>Usability</td>
<td>Screen Actuality - Realtime-Probability</td>
</tr>
<tr>
<td>Usability</td>
<td>Easiness of Collaboration</td>
</tr>
</tbody>
</table>

*Table 1. Properties of Critical Importance*
If any of the critical properties accept for the basic properties is not fulfilled by a tool this does not mean that the tool can not be used for supporting the Distributed Pair Programming practice, but rather that when this tool is used in the appliance of the Distributed Pair Programming practice the users will face severe drawbacks or shortcomings compared to users collaborating in traditional collocated Pair Programming.

5.2.2.2 Properties of Tools supporting the Distributed Pair Programming Practice of High Importance

Properties of high importance are such properties that are highly important to a tools usability, efficiency and effectiveness with respect to its use in the Distributed Pair Programming practice. The following properties are defined as of high importance:

<table>
<thead>
<tr>
<th>Property Category</th>
<th>Property</th>
</tr>
</thead>
<tbody>
<tr>
<td>Support of Gesturing</td>
<td>Support of Highlighting with Respect to Collaboration</td>
</tr>
<tr>
<td>Communication Possibilities</td>
<td>Support of a Speech Channel</td>
</tr>
<tr>
<td>Usability</td>
<td>Intuitiveness of tool usage</td>
</tr>
<tr>
<td>Usability</td>
<td>Stability</td>
</tr>
<tr>
<td>Usability</td>
<td>Need for other tools</td>
</tr>
</tbody>
</table>

Table 2. Properties of High Importance

If any of the highly important properties is not fulfilled by a tool this does not mean that the tool should not be used for supporting the Distributed Pair Programming practice, but rather that when this tool is used in the appliance of the Distributed Pair Programming practice the users will face some major drawbacks or shortcomings compared to users collaborating in traditional collocated Pair Programming.

5.2.2.3 Properties of Tools supporting the Distributed Pair Programming Practice of Medium Importance

Properties of medium importance are such properties that are significant and desirable assets to a tools usability, efficiency and effectiveness with respect to its use in the Distributed Pair Programming practice. The following properties are defined as of medium importance:

<table>
<thead>
<tr>
<th>Property Category</th>
<th>Property</th>
</tr>
</thead>
<tbody>
<tr>
<td>Support of Gesturing</td>
<td>Availability of Semantic Adaptations of Pointers with Respect to Collaboration</td>
</tr>
<tr>
<td>Floor Control Support</td>
<td>Support of Informal Role Changes (social Floor control)</td>
</tr>
<tr>
<td>Floor Control Support</td>
<td>Support of Formal Role Changes (application/master-user mediated Floor control)</td>
</tr>
<tr>
<td>Floor Control Support</td>
<td>Easiness of Role Changes</td>
</tr>
<tr>
<td>Floor Control Support</td>
<td>Support of the Information &quot;Who is in which role&quot;</td>
</tr>
<tr>
<td>Communication Possibilities</td>
<td>Support of textual Chat</td>
</tr>
<tr>
<td>Communication Possibilities</td>
<td>Support of a White-Board</td>
</tr>
<tr>
<td>Platform Independence</td>
<td>Support of Microsoft Windows</td>
</tr>
</tbody>
</table>
Table 3. Properties of Medium Importance

If any of the medium important properties is not fulfilled by a tool this might make the work in a Distributed Pair Programming team more complicated but the users will face only minor drawbacks or shortcomings compared to users collaborating in traditional collocated Pair Programming.

5.2.2.4 Properties of Tools supporting the Distributed Pair Programming Practice of Low Importance

Properties of low importance are such properties that are minor assets to a tool's usability, efficiency and effectiveness with respect to its use in the Distributed Pair Programming practice and therefore rather nice-to-have features or properties providing additional information about a tool than really necessary for the support of Distributed Pair Programming. The following properties are defined as of low importance:

<table>
<thead>
<tr>
<th>Property Category</th>
<th>Property</th>
</tr>
</thead>
<tbody>
<tr>
<td>Platform Independence</td>
<td>Support of Unix/Linux</td>
</tr>
<tr>
<td>Usability</td>
<td>Easiness of Start up and establishing a session</td>
</tr>
<tr>
<td>Usability</td>
<td>Intuitiveness of User interface</td>
</tr>
<tr>
<td>Usability</td>
<td>Support of Session Management</td>
</tr>
</tbody>
</table>

Table 4. Properties of Low Importance
5.2.3 Step 3: Populate the rows of the tool matrix with tools and its cells with indications of compliance

According to the model described by Zwartjes and van Geffen [Zwartjes and van Geffen, 2005] the rows of the tool matrix are populated with tools and their compliance to those properties after all required properties have been specified and categorized into corresponding criticalities. The most important consideration of this step is obviously which tools are to be evaluated by using the tool matrix? The selection of tools for the actual evaluation is done in scope of the appliance of the evaluation framework within a concrete tool evaluation. The selection of those tools evaluated in scope of this diploma thesis is therefore described in chapter 6.1.

The population of the cells of the matrix is done by evaluating the tools whether and to which extent they comply with the identified properties. In scope of the generic evaluation framework for tools supporting the Distributed Pair Programming practice a range from 1 to 5 was used to measure the level of compliance of a tool to a property where 5 is maximum compliance and 1 is minimum compliance. In some cases, especially those, where a property was not covered at all by a tool, 0 was used additionally to signal that a certain property was not fulfilled by the tool at all.

The values set for the compliance to the identified properties of a selected tool can therefore be used to provide quantification on how good the evaluated tool supports the Distributed Pair Programming practice by summing up the set values either per property category or for the whole tool. To include the importance of each property into the quantification of the evaluation results, additionally a weighting depending on the importance is introduced that provides a second value for comparison of different tools evaluated within the matrix which also includes the importance levels of the identified properties. The following weighting is defined for the generic evaluation framework for tools supporting the Distributed Pair Programming practice:

- Critical importance … Weighting: 10
- High importance … Weighting: 5
- Medium importance … Weighting: 2.5
- Low importance … Weighting: 1

Further on some evaluation hints and partly even definitions which values to be used for varying levels of compliance can be given for the generic evaluation framework for tools supporting the Distributed Pair Programming practice. This can be found in the following tables.

<table>
<thead>
<tr>
<th>Property Category</th>
<th>Property</th>
<th>Evaluation hints</th>
</tr>
</thead>
<tbody>
<tr>
<td>Basic</td>
<td>Support of Screen Sharing</td>
<td>Rated 1 .. 5 (where 5 is best) Can be rated based on how good the screen sharing is done. Issues to be included within this rating are i.e. whether only a section of the partners screen or the whole one (with a possible resolution change to fit the other screen) is replicated, whether the shared screen is only a small window, and so on.</td>
</tr>
<tr>
<td>Basic</td>
<td>Support of Collaboration</td>
<td>Awareness</td>
</tr>
</tbody>
</table>
### Table 5. Evaluation Hints for the Basic Properties Category

<table>
<thead>
<tr>
<th>Property Category</th>
<th>Property</th>
<th>Evaluation hints</th>
</tr>
</thead>
<tbody>
<tr>
<td>Basic</td>
<td>Support of Workspace Awareness</td>
<td>Rated 1 .. 5 (where 5 is best) Rates the feeling of workspace awareness while evaluating the tool.</td>
</tr>
</tbody>
</table>

### Table 6. Evaluation Hints for the Support of Gesturing Property Category

<table>
<thead>
<tr>
<th>Property Category</th>
<th>Property</th>
<th>Evaluation hints</th>
</tr>
</thead>
<tbody>
<tr>
<td>Support of Gesturing</td>
<td>Availability of a Second Pointer for the Navigator</td>
<td>Rated 1 .. 5 (where 5 is best) Rated 0 if it is not possible for the Navigator to get a pointer. Rated 1 if there is only one pointer but this can be shared between Driver and Navigator. Rated 2 to 5 if a 2nd pointer for the Navigator is available. Nuances between 2 and 5 rated with respect to how good and usable the 2nd pointer is implemented.</td>
</tr>
<tr>
<td>Support of Gesturing</td>
<td>Availability of Semantic Adaptations of Pointers with Respect to Collaboration</td>
<td>Rated 1 .. 5 (where 5 is best) Rated 0 if there is no 2nd pointer or if there are no semantic adaptations. Rated 1 if semantic adaptation is at least so far available that it is clear which pointer belongs to which user or role. Rated 2 to 5 for further semantic adaptations of the Navigators pointer and their usefulness.</td>
</tr>
<tr>
<td>Support of Gesturing</td>
<td>Suppression of Telepointer Jitter</td>
<td>Rated 1 .. 5 (where 5 is best) Rated 0 if it is almost impossible to follow your partners mouse movement due to telepointer jitter or if the partners pointer is not visible on the other partners screen.</td>
</tr>
<tr>
<td>Support of Gesturing</td>
<td>Support of Highlighting with Respect to Collaboration</td>
<td>Rated 1 .. 5 (where 5 is best) Rated 0 if such highlighting is not possible.</td>
</tr>
</tbody>
</table>

### Floor Control Support

<table>
<thead>
<tr>
<th>Property Category</th>
<th>Property</th>
<th>Evaluation hints</th>
</tr>
</thead>
<tbody>
<tr>
<td>Floor Control Support</td>
<td>Support of Floor Control</td>
<td>Rated 1 .. 5 (where 5 is best) Rated 0 if no floor control is provided by the tooling.</td>
</tr>
<tr>
<td>Floor Control Support</td>
<td>Support of Role Changes</td>
<td>Rated 1 .. 5 (where 5 is best) Rated 0 if no support for role changes is given.</td>
</tr>
<tr>
<td>Floor Control Support</td>
<td>Support of Informal Role Changes (social Floor control)</td>
<td>Rated 1 .. 5 (where 5 is best) Rated 0 if no support for informal role changes is given.</td>
</tr>
<tr>
<td>Floor Control Support</td>
<td>Support of Formal Role Changes</td>
<td>Rated 1 .. 5 (where 5 is best) Rated 0 if no support for formal role changes is given.</td>
</tr>
<tr>
<td>Floor Control Support</td>
<td>Easiness of Role Changes</td>
<td>Rated 1 .. 5 (where 5 is best) A better rating signals less impact to the Pair Programming workflow when doing the role changes. Rated 0 if it is not possible to change roles.</td>
</tr>
<tr>
<td>Property Category</td>
<td>Property</td>
<td>Evaluation hints</td>
</tr>
<tr>
<td>----------------------------</td>
<td>--------------------------------------------------------------------------</td>
<td>----------------------------------------------------------------------------------</td>
</tr>
</tbody>
</table>
| Floor Control Support      | Support of the Information "Who is in which role"                       | Rated 1 .. 5 (where 5 is best)  
Rated 0 if no such information is provided by the tooling. |
| Floor Control Support      | Support of the Information "Who is how long in which role" along with Statistical Information of Time Spent in each Role | Rated 1 .. 5 (where 5 is best)  
Rated 0 if nothing like this is provided by the tooling.  
Rated 1 to 3 if either presetting of time slices for reminders or statistical information of the times in each role is available.  
Rated 2 to 5 if both presetting of time slices for reminders and statistical information of the times in each role is available. |

Table 7. Evaluation Hints for the Floor Control Support Property Category

<table>
<thead>
<tr>
<th>Property Category</th>
<th>Property</th>
<th>Evaluation hints</th>
</tr>
</thead>
</table>
| Communication Possibilities| Support of a Speech Channel                   | Rated 1 .. 5 (where 5 is best) based on how good the speech channel is supported by the tooling.  
Rated 0 if no speech channel is supported. |
| Communication Possibilities| Support of textual Chat                       | Rated 1 .. 5 (where 5 is best) based on how good the chat channel is supported by the tooling.  
Rated 0 if no chat channel is supported. |
| Communication Possibilities| Support of a White-Board                      | Rated 1 .. 5 (where 5 is best) based on how good the Whiteboard channel is supported by the tooling.  
Rated 0 if no Whiteboard channel is supported. |
| Communication Possibilities| Support of a Video Channel                    | Rated 1 .. 5 (where 5 is best) based on how good the Video channel is supported by the tooling.  
Rated 0 if no Video channel is supported. |
| Communication Possibilities| Pair/Partner Finding Support                  | Rated 1 .. 5 (where 5 is best) based on how good pair finding is supported by the tooling.  
Rated 0 if there is no support of pair finding by the tooling. |

Table 8. Evaluation Hints for the Communication Possibilities Property Category

<table>
<thead>
<tr>
<th>Property Category</th>
<th>Property</th>
<th>Evaluation hints</th>
</tr>
</thead>
</table>
| Platform Independence      | Support of Microsoft Windows                  | Rated 1 if Windows is supported by the tooling.  
Rated 0 if Windows is not supported. |
| Platform Independence      | Support of Unix/Linux                         | Rated 2 if Linux and Unix are supported by the tooling.  
Rated 1 if Linux or Unix is supported by the tooling.  
Rated 0 if neither Linux nor Unix is supported. |
| Platform Independence      | Support of MacOS                              | Rated 1 if MacOS is supported by the tooling.  
Rated 0 if MacOS is not supported. |

Table 9. Evaluation Hints for the Platform Independence Property Category
<table>
<thead>
<tr>
<th>Property Category</th>
<th>Property</th>
<th>Evaluation hints</th>
</tr>
</thead>
<tbody>
<tr>
<td>Usability</td>
<td>Intuitiveness of tool usage</td>
<td>Rated 1 .. 5 (where 5 is best) based on how intuitive the usage of the tool is while working with it.</td>
</tr>
<tr>
<td>Usability</td>
<td>Easiness of Installation and configuration</td>
<td>Rated 1 .. 5 (where 5 is best) based on how easy it is to install and configure the tool (and other needed tools).</td>
</tr>
<tr>
<td>Usability</td>
<td>Easiness of Start up and establishing a session</td>
<td>Rated 1 .. 5 (where 5 is best) based on how easy and intuitive it is to start the tool (along with possibly other needed tools) and establish a Pair Programming session.</td>
</tr>
<tr>
<td>Usability</td>
<td>Stability</td>
<td>Rated 1 .. 5 (where 5 is best) based on the impression from the evaluation tests about how stable the tool seems. Please note that this is only a first impression as it is not in scope of the evaluation to perform a load and stress or duration test.</td>
</tr>
<tr>
<td>Usability</td>
<td>Screen Actuality - Realtime-Probability</td>
<td>Rated 1 .. 5 (where 5 is best)</td>
</tr>
<tr>
<td>Usability</td>
<td>Easiness of Collaboration</td>
<td>Rated 1 .. 5 (where 5 is best)</td>
</tr>
<tr>
<td>Usability</td>
<td>Intuitiveness of User interface</td>
<td>Rated 1 .. 5 (where 5 is best)</td>
</tr>
<tr>
<td>Usability</td>
<td>Support of Syntaxhighlighting</td>
<td>Rated 1 .. 5 (where 5 is best) based on how good you feel that Syntax-highlighting is supported by the collaborative editor tooling. Rated 0 if no Syntaxhighlighting is supported.</td>
</tr>
<tr>
<td>Usability</td>
<td>Need for other tools</td>
<td>Rated 1 .. 5 (where 5 is best - no other tools needed)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Rated 4 if only some additional environmental tools (Java VM, Editor for screen-sharing tools) which are commonly available or tools substituting a single communication channel which are commonly available are needed. Rated 3 if more than one communication channel needs to be substituted or if not so commonly available environmental tools are needed. Rated 2 if both of the above is the case.Rated 1 if a whole set of commonly not so available tools needs to be installed where part of them is possible even necessary to have licenses for.</td>
</tr>
<tr>
<td>Usability</td>
<td>Support of Session Management</td>
<td>Rated 1 .. 5 (where 5 is best) based on how good it is supported. Rated 0 if the tool does not support session management.</td>
</tr>
</tbody>
</table>

Table 10. Evaluation Hints for the Usability Property Category
<table>
<thead>
<tr>
<th>Property Category</th>
<th>Property</th>
<th>Evaluation hints</th>
</tr>
</thead>
<tbody>
<tr>
<td>Tool</td>
<td>Off-the-shelf - Commercial</td>
<td>Rated 1 if the tool is a commercial off-the-shelf tool. Rated 0 if not.</td>
</tr>
<tr>
<td>Tool</td>
<td>Off-the-shelf - Open Source</td>
<td>Rated 1 if the tool is an open-source off-the-shelf tool. Rated 0 if not.</td>
</tr>
<tr>
<td>Tool</td>
<td>Special Purpose</td>
<td>Rated 1 if the tool is specially designed for support of distributed development or even Distributed Pair Programming. Rated 0 if not.</td>
</tr>
<tr>
<td>Tool</td>
<td>IDE</td>
<td>Rated 1 if the tool is an IDE. Rated 0 if not.</td>
</tr>
<tr>
<td>Tool</td>
<td>Viewer</td>
<td>Rated 1 if the tool is a Viewer. Rated 0 if not.</td>
</tr>
<tr>
<td>Tool</td>
<td>Collaborative Editor</td>
<td>Rated 1 if the tool is a collaborative editor. Rated 0 if not.</td>
</tr>
<tr>
<td>Tool</td>
<td>Configuration Management/Versioning Support</td>
<td>Rated 1 if the tool provides configuration management/versioning support by itself. Rated 0 if not.</td>
</tr>
</tbody>
</table>

Table 11. Evaluation Hints for the Tool Properties Category

<table>
<thead>
<tr>
<th>Property Category</th>
<th>Property</th>
<th>Evaluation hints</th>
</tr>
</thead>
<tbody>
<tr>
<td>Documentation</td>
<td>Documentation for Installation and configuration</td>
<td>Rated 1 .. 5 (where 5 is best) based on the quality of the installation and configuration documentation of the tooling. Rated 0 if no such documentation exists.</td>
</tr>
<tr>
<td>Documentation</td>
<td>User Manual</td>
<td>Rated 1 .. 5 (where 5 is best) based on the quality of the user manual documentation of the tooling. Rated 0 if no such documentation exists.</td>
</tr>
</tbody>
</table>

Table 12. Evaluation Hints for the Documentation Property Category

5.2.4 Step 4: Analyze the tool matrix

When reaching this step of the model of Zwartjes and van Geffen [Zwartjes and van Geffen, 2005] all appropriate cells of the tool matrix are filled with the required properties, the tools to be evaluated as well as the grade of compliance to which the tools evaluated fulfil the properties listed.

In the case of the generic evaluation framework for tools supporting the Distributed Pair Programming practice within this step a comparison of the evaluated tools based on the quantification of the grade of fulfilment of the various properties by the evaluated tools can be done, either based on the unweighted or on the weighted ratings. This comparison can either be done based on each individual property, based on the property categories or to get an overview on the complete evaluation.

By doing the analysis of the evaluation results within the tool matrix it can also be easily found whether there are any properties desired to be present within tools supporting the Distributed Pair Programming practice that are not fulfilled by any of
the evaluated tools at all. If this is the case three cases resulting in this situation can be distinguished.

- The property might be fulfilled by one or more of the evaluated tools but this was missed during the evaluation.
- There might be tools available that support the desired property but were not included in the actual evaluation. In this case it would make sense to apply the generic evaluation framework for tools supporting the Distributed Pair Programming practice to a wider range of tools than could be evaluated in scope of this diploma thesis.
- There are no tools available supporting the desired functionality. The development of a tool supporting this functionality along with the other desired functionality might be an issue of future work.

5.2.5 Step 5: Select a set of tools

In the abstract model to select software development tools as defined by Zwartjes and van Geffen [Zwartjes and van Geffen, 2005] within this step an optimum set of tools is selected for the development process and task at hand by going through the matrix. This is actually not valid for the generic evaluation framework for tools supporting the Distributed Pair Programming practice as the target of tool evaluations done with the set up evaluation framework is to get comparable results for tools for the single activity of the Distributed Pair Programming practice and not to get a complete set of tools needed for a development process or a concrete project. Based on the analysis of the evaluation results done in step four the best tool to be used in the specific appliance of the Distributed Pair Programming practice can be selected.
6 Evaluation of Tools supporting the Distributed Pair Programming Practice

This chapter discusses the actual evaluation of a number of tools supporting or even specifically designed for the Distributed Pair Programming practice with the help of the generic evaluation-framework for tools supporting the Distributed Pair Programming practice that is discussed in detail in chapter 5 of this diploma thesis. The target of the evaluation is to get a first overview on how suitable available tools are in supporting the Distributed Pair Programming practice and whether there are any properties found to be desirable to be covered by tools used for the support of the Distributed Pair Programming activity that are not covered by any of the available tools.

Due to the fact that an empirical evaluation of a number of the tools found with potential to be supportive or which are specifically designed for Distributed Pair Programming was not possible the evaluation in scope of this diploma thesis was done in the way of a case study where each of the tools evaluated was evaluated by a single pair of students.

As it was not possible to evaluate all the tools found due to time and effort constraints, a selection of a subset of the found tools supporting or specifically designed for the Distributed Pair Programming practice was needed to be done. The selection of the tools for the actual evaluation is discussed in chapter 6.1.

Chapter 6.2 discusses how the generic evaluation-framework for tools supporting the Distributed Pair Programming practice was applied in scope of the actual evaluation of the tools.

The final subchapters of this chapter describe the evaluation results on a per tool basis as well as provide a comparison of the tools based on the results of the evaluation.

6.1 Tool Selection

The actual selection of the tools to be taken into the evaluation of tools supporting the Distributed Pair Programming practice in scope of this diploma thesis was an easy one for screen-sharing applications. As discussed above this tool category can be divided into the sub-categories of tools that only provide basic screen-sharing functionality and such tools that provide a rich environment for non-collocated collaboration besides the actual screen-sharing functionality. As the most prominent candidates for each of these sub-categories is commonly available as well, those two, namely VNC respectively its widely known implementation RealVNC for the sub-category of tools that only provide basic screen-sharing functionality and Microsoft’s NetMeeting as an example of a tool that provides a rich environment for non-collocated collaboration besides the actual screen-sharing functionality, were selected to be taken into the evaluation of tools supporting the Distributed Pair Programming practice in scope of this diploma thesis.

For the category of collaboration-aware applications the selection of tools to be taken into the evaluation of tools supporting the Distributed Pair Programming practice in scope of this diploma thesis was more difficult. On the one hand this was the case due to the fact that the number of tools with potential to support the
Distributed Pair Programming practice found within this category was larger and much more diverse than for screen-sharing applications and on the other hand that not all tools found in this category were readily available or needed resources not available to the evaluation team.

For the sub-category of collaborative editors ACE, Gobby, GrewpEdit, MoonEdit as well as the TalkAndWrite plug-in for Skype and COPPER as a representative of collaborative editors specifically designed for the practice of Distributed Pair Programming were selected. SynchroEdit was not selected as according to the information available about it, it is the least feasible of the tools found in this sub-category for collaboratively working on code. SubEthaEdit could not be included in the evaluation as this tool needs a MacOS operating system to run on and is not available for any other operating system. Unfortunately none of the student apprentices participating in the evaluation had access to a Mac OS. The development of the TUKAN system was stopped some time ago according to information received from Till Schümmer, one of its developers, and is not available in a version working on nowadays commonly used operating systems. Thus it could not be included in the evaluation.

Neither of the collaborative IDEs of Borland, CodeWright and JBuilder 2007, is available in form of a trial version. Both of them are only available via expensive licenses. This prevented them from being included in the evaluation of tools supporting the Distributed Pair Programming practice done in scope of this diploma thesis. As the developers of the Moomba system did not respond to any queries sent to them at all, Moomba’s MCIDE was not evaluated even though it would have been quite interesting to have it evaluated as it is actually the only fully fledged IDE specifically designed for the use in the Distributed Pair Programming practice. During the research work in scope of this diploma thesis a number of eclipse plug-ins specifically designed for the support of the Distributed Pair Programming practice was found. Two of them, namely PEP - Pair Eclipse Programming and XPairtise, were selected to be included in the evaluation of tools supporting the Distributed Pair Programming practice. This is due to the fact that the features of the various Eclipse plug-ins found are quite similar and therefore it seemed to make no sense to include a larger number of these plug-ins in the evaluation. Instead it seemed more interesting to include the extensions to other IDEs in the evaluation as well. Thus DocSynch in its implementation for jEdit and the NetBeans Collaboration Project also known as collab.NetBeans where included in the evaluation. Although it would have been of some interest the Distributed XP Support Tool developed by Atsuta and Matsuura being the only enhancement found specifically designed for Distributed Pair Programming to Microsoft’s IDE Visual Studio.Net could not be included in the evaluation as the developers did not respond to any query sent to them.

Unfortunately it was not possible to include any of the tools or tooling environments that take a completely different approach to the support of the Distributed Pair Programming practice into the evaluation of tools supporting the Distributed Pair Programming practice done in scope of this diploma thesis. Hypervideo requires a number of video projectors which were not available. Besides, neither the Hypervideo nor the Transparent Video Facetop system developers responded to the queries sent to them. Therefore both systems were unavailable for the evaluation. Nor could Telescope be included in the evaluation as it was not possible to get hand on the tooing and almost all documentation is available in Spanish only.
To summarize the selection of tools for the evaluation of tools supporting the Distributed Pair Programming practice in scope of this diploma thesis, the following list of tools was evaluated for their usability in the support of the Distributed Pair Programming practice in scope of this diploma thesis:

- ACE - A Collaborative Editor
- COPPER
- DocSynch
- Gobby
- GrewpEdit
- Microsoft NetMeeting
- MoonEdit
- PEP - Pair Eclipse Programming
- The NetBeans Collaboration Project
- The TalkAndWrite plug-in for Skype
- Virtual Network Computing (VNC)
- XPairtise

6.2 Evaluation of the selected Tools

In scope of the evaluation of tools supporting the Distributed Pair Programming practice done in scope of this diploma thesis a selected number of tools found in the research for this diploma thesis that seem to be potentially usable or are even specifically designed for the support of the Distributed Pair Programming practice are to be evaluated with the help of the generic evaluation framework for tools supporting the Distributed Pair Programming practice described in chapter 5.2. The selection of the tools to be included in this evaluation can be found in chapter 6.1.

The actual evaluation of the tools with the generic evaluation framework for tools supporting the Distributed Pair Programming practice was done by pairs of student apprentices. Each of the pairs evaluated a number of tools potentially usable or even specifically designed for the support of the Distributed Pair Programming practice in scope of a case study.

To provide kind of a guideline for the evaluation and to cover all identified and defined eligible properties for tools supporting the Distributed Pair Programming practice which are integrated in the generic evaluation framework a number of high level scenarios were defined in scope of a workshop in which all student apprentices participating in the tool evaluation participated. These scenarios were used as a guideline in scope of the actual evaluation as it was found to make no sense to design a concrete programming example that covers all the defined required properties listed in the generic evaluation framework for tools supporting the Distributed Pair Programming practice and is to be implemented with the help of each of the tools in scope of Distributed Pair Programming sessions over and over again. Thus these scenarios describe which activities are to be done during an evaluation session. The description of these scenarios can be found in the appendix in chapter 10.2.
6.3 Evaluation Results

The following subchapters document the results and findings of each tool’s evaluation. A comparison of the evaluated tools will be made in chapter 6.4. The filled out evaluation framework for tools supporting the Distributed Pair Programming practice with the quantified results of the evaluation of the selected tools can be found in the appendix in chapter 10.3.

6.3.1 ACE - A Collaborative Editor

ACE, as its name suggests, is a collaborative editor providing needed functionality for collaboratively editing or reviewing textual artefacts but not implementing any more complex collaborative features. It is available for Windows, UNIX and Linux. There are no mechanisms specific to Distributed Pair Programming supported by ACE which is no surprise as this collaborative editor was obviously not designed for the support of the Distributed Pair Programming practice. Nevertheless the most basic required properties of a collaboration-aware tool to be usable in Distributed Pair Programming are fulfilled to a sufficient degree to make ACE applicable as a tool for the support of Distributed Pair Programming.

Being a collaborative editor ACE supports collaboration awareness in a general sense. It provides a list of partners the user is collaborating with in the current session. Related to the Distributed Pair Programming activity the collaboration awareness is naturally a bit dimmed as ACE does not feature any Distributed Pair Programming specific mechanisms like the role concept along with the support of role changes, the lack of a second pointer and so on. This lack of Distributed Pair Programming specific mechanisms heavily impacts the support of workspace awareness of the tool. The awareness of what the partner is doing at the very moment is quite dimmed. The main reason for this, apart from the already mentioned lack of Distributed Pair Programming specific mechanisms is the fact that the user interface has some obvious flaws. ACE does not provide any functionality to inform its user where the partner currently has his focus in the document or, in case there are multiple documents open, in which document he has his focus. Also the colour markings in the document led to some confusion with respect to their meaning. Further on, although as long as both partners keep their focus on the same section of the same artefact the position of each other’s cursor is shown to the remote user by a little mark the workspace awareness still heavily lacks from the absence of the replication of the remote partner’s pointer. Each partner has his own local pointer, with which he can mark text locally and so on, but this is not replicated to the remote partner’s application and thus it is not possible to give any deictic references at all.

As discussed, ACE does not support the role concept of Distributed Pair Programming with the roles of Driver and Navigator. Both partners can edit in the artefact they work on whenever and wherever they want. The role distribution between Driver and Navigator as well as any role changes needs to be verbally and socially coordinated and agreed by the two partners.

ACE's client SW is quite easy to install and is started by simply starting the ACE program under Windows. Precondition is that Java Runtime Environment 1.4.2 or higher as well as Bonjour SW is installed and running. The establishment of a session needs to be done manually. This is a bit complicated as it needs multiple steps. First the partner has to be locked in via ACE, then the document that is to
be worked on needs to be opened and published via ACE, then the pairing user can request to join the session or the user who published the document can invite his pairing user into the session which then has finally to be accepted by the respective other partner. Nevertheless although a little complicated the session setup works fine.

In contradiction to the straightforward session setup the evaluation showed big problems in cases where a session is broken. Reconnecting to the partner and rejoining the same session only worked once during the evaluation. All the other times the session had to be built up by both partners from scratch again. There are some countermeasures implemented like the possibility to save terminated documents, but that did not work out either. In general ACE makes the impression of being not very stable at all. It also crashed on the first trial to connect to the evaluation partner and created high CPU load problems in cases when the LAN connection was broken.

With respect to collaboration ACE follows the design that a document is published by one developer and the partner can join this document. In this way the document moves to the work area of the partner who joined the session successfully. So there is some sort of notification on both sides that more than one person is currently working on the document. One partner can leave the document, but as already mentioned, when trying to rejoin, there were big problems for both sides returning to the previous state experienced during the evaluation. The screen refreshing rate is good, but when the Driver writes something outside of the Navigator’s current focus the tool gives no hint of the Driver’s activity.

There is no support for speech or textual chat channel within ACE. Nevertheless a very limited text-only whiteboard can be emulated by means of using a separate published document in the collaborative editor for this cause.

Concluding it can be said that ACE being a collaborative editor is definitely not designed for the support of the Distributed Pair Programming practice but nevertheless can still be used for the same although with some major restrictions in the collaboration in the sense of Pair Programming. Of those tools evaluated the evaluation showed it to be the least convenient to be used for the support of the Distributed Pair Programming practice.

6.3.2 COPPER

COPPER is a tool specifically designed for Distributed Pair Programming, which became clear immediately after starting the software because there was a traffic light in the top left corner to signalise the current role the user was in. While working together, a radar view window gave clues which part of the screen the partner was looking at right at that moment. By using the Jabber client, instant messaging was more or less the only possibility to communicate with each other. A WEBDAV document server would have been needed to test the full range of features COPPER provides, but was unfortunately too tricky to set up correctly. The installation instructions written in Spanish did not help much.

There are some quite supportive features in COPPER providing a sense of collaboration as well as workspace awareness. Although there is no information upon who is connected when successfully establishing a session at least a notification is given in the Status line that the connection to the entered IP-address is established. COPPER’s usage in the Distributed Pair Programming environment
felt quite intuitive though there are some flaws in the usage of the tool. A radar view provides the information to each of the partners where the other partner has his focus in the document which is worked on at any given time. The traffic sign clearly communicates which partner impersonates which role. The most obvious drawbacks with respect to Distributed Pair Programming is the lack of a second pointer for the Navigator that is replicated to the Drivers screen as well as that the Navigator is able to mark some sections in the text while the Driver types text in and the text marked by the Navigator is then overwritten with what the Driver is typing. Still the possibility that the Navigator highlights some code which is displayed to the Driver provides a minimum support of deictic referencing. A minor drawback is that in cases where the connection to the partner was broken for example due to a LAN outage, there is no indication that the other partner is not there anymore.

The traffic light provides a quite good and useful mechanism for floor control although it might be a bit misplaced if both partners heavily focus on the code in the collaborative workspace. It is extremely clear which role is impersonated by whom at any given time. The partner who opens a document starts as Driver. The implementation of the floor control mechanism is a quite formal one although this does not impact the collaborative work much. There is no possibility for informal role changes. Write access to the shared artefact can be either granted by the Driver if he wants to take over the Navigator role or the Navigator can request a role change via the tool itself.

The part of the COPPER software that could be installed and configured which was basically the collaborative editor needed some time to figure out how this is done but then was quite easy. A Jabber account is needed, but can be easily created via the integrated client. The setup of the WebDAV server was not possible due to problems with the Spanish installation instructions. COPPER's client software is quite easy to start by simply starting it in the Java runtime environment. Two windows are opened, one called Nombre which is the Jabber Network connection tool implemented for COPPER and the other called Eternity which is the actual collaboration-aware editor. A minor drawback is that for establishing a session it is necessary to log-in twice, once in Nombre to a Jabber server, and after this is done in Eternity to the Host and Port of the partner which is only necessary for that one partner who wants to connect to the others machine.

It is quite easy to collaborate with the use of COPPER except for the already mentioned problems regarding the Navigator highlighting problem. Regarding the user interface, it is a bit annoying that the built-in Jabber client is obscured after starting COPPER by the Eternity window. The dialog for saving artefacts was not quite user friendly since it was not possible to access or save anything elsewhere than on the C partition and only the original Driver or document owner was able to save the current document.

The Nombre connection tooling to the Jabber server is automatically started when starting the tooling. Instant Messaging in an SMS like way is supported by the Nombre tooling. As a limited text-only whiteboard a separate document in the Eternity collaborative editor can be used. According to the available documentation it seems that kind of a voice chat mechanism is implemented in COPPER, but as it was not possible to install the needed WebDAV-Server with the available documentation this could not be evaluated. Java Runtime Environment 1.3.1 is additionally needed to be installed on the client machines. According to the
available documentation it seems that kind of a session management is supported by COPPER via the WebDav-Server document server but due to the mentioned problems of setting up such a server this could not be evaluated.

The documentation for installation and configuration was only available in Spanish and had to be translated as good as possible with only rudimentary knowledge of this language. Due to this the configuration of the WebDAV-Server was not possible. There is no user manual available but only a Spanish presentation with some rudimentary information.

All in all, COPPER is an interesting approach to support the Distributed Pair Programming practice and does a rather good job in supporting most of the properties required from a tool for this issue, but still lacks some important ones like for example a second pointer for the Navigator to enable the full scale of deictic referencing. Nevertheless COPPER is one of the tools evaluated being best suited for the support of Distributed Pair Programming.

6.3.3 DocSynch

DocSynch is described as an enhancement to various single user editors and IDEs enhancing them so that it is possible to use them in a non-collocated collaborative way. In its currently available implementation it only supports the enhancement of the Java editor jEdit.

The installation of jEdit as well as the DocSynch extension to this editor is easy and does not make any problems. jEdit is simply started. As the technology used by DocSynch is based on the usage of IRC it is necessary to have IRC installed and activated in jEdit to use DocSynch. It needs to be stated that DocSynch made quite some problems during the actual collaborative evaluation. It was not possible to initiate a collaborative session with the latest jEdit version. Only a trial with an older jEdit version could solve this, though nothing about a certain needed version of jEdit is stated in the documentation available for DocSynch. There were also some severe issues until it was possible to set up the network configuration in a way that an IRC session could be established.

As stated DocSynch uses an IRC based chat to support the non-collocated collaboration. Within this chat it is possible to open channels and to invite collaboration partners into the channel. Within each channel, it is possible to start sessions for the collaborative activities and to share documents within such a session.

Collaboration as well as workspace awareness is quite good while using DocSynch which is surprising as it does not support any means of deictic referencing meaning that there is no second pointer for the Navigator nor any mechanism to replicate highlighted sections of an artefact supported. It provides good information about the users that have joined a session, about who inhabits which role, which documents are shared within the session and which document is worked on.

The floor control mechanism implemented in DocSynch is very formal and moderated by a master user who is the one that started the session within a channel. This master user can assign and revoke write permission respectively the Driver’s role to anyone who has joined the session, but always only to one user. Due to the needed administrative overhead for such a moderated formal floor
control mechanism there is a significant impact of role changes on the collaborative work done.

No speech channel nor a whiteboard or video channel is supported by DocSynch. These communication channels need to be substituted by the usage of some other tools. Due to its nature of using IRC for collaboration DocSynch provides a full fledged IRC like chat for textual communication. There is also a limited support for finding of a partner provided by DocSynch.

As discussed the installation of DocSynch and its respective editor is easy provided that the fitting versions are available as this is not documented in the available documentation. That is why the installation is rated quite low though not being complicated if the fitting versions are available. As soon as the installation is finished the setup of a session is quite easy. The tool is remarkably stable as soon as a session is set up. Nevertheless the screen refreshing rate and actuality are almost inappropriate for the use in Distributed Pair Programming were it is important to see what the Driver is typing instantly to be able to collaborate in a reasonable way. This also impacts the easiness to collaborate as it is not so easy to follow the Driver’s thoughts when impersonating the Navigator’s role. There is no session management available with DocSynch. It is only possible to store the collaboratively changed document.

Installation as well as user documentation is available but significantly lacking certain important information.

Summarizing the experiences with DocSynch it needs to be stated that though it is certainly usable in the appliance of the practice of Distributed Pair Programming there are still some major drawbacks that affect the Pair Programming experience in a negative way when using DocSynch for this issue so it is definitely not first class. The same is shown by the quantitative evaluation.

6.3.4 Gobby

Gobby is quite a simple collaborative editor which supports non-collocated collaborative editing of multiple documents in one session and has an IRC like multi-user chat. It is available for all commonly used operating system platforms.

The installation process contains two steps, as besides the Gobby software itself additionally the Gtkmm runtime environment is required. It uses GTK+ 2.8 as its windowing toolkit and thus integrates nicely into the desktop environment. However, the installation process is still easy and quick.

The process of setting up the first session was quite intuitive during the evaluation. Gobby is based on a host-client-system whereby one user starts a session. The other partners can connect via the IP-address or the DNS of the server. The default port for the Gobby server is “6522”. As an additional asset password session protection is possible.

With respect to collaboration and workspace awareness a list of the users that have joined a collaborative session is displayed. Any text entered by any of the users is underlayed with the colour assigned to the respective user allowing using the tool efficiently for Distributed Pair Programming although some restrictions will be faced in comparison to Pair Programming in a collocated environment. A major drawback is that Gobby does not support any means to give deictic reference to their collaboration partners by neither of the users collaborating in a session.
There is also no mechanism for floor control supported by Gobby. All users collaborating in a session are able to edit the shared documents when- and wherever they want.

Gobby is quite easy to install and very intuitive to use. Start up and session establishment did not make any problems during testing. While testing the tool several crashes of the tool were observed, so there seems to be significant lack of stability of Gobby. Screen actuality and realtime probability are very good and make it very easy to collaborate by using Gobby.

The only available built-in communication channel is the IRC-like chat for communicating with partners while coding. All other communication channels need to be substituted by the usage of additional tools.

An interesting feature is that though there is no real session management a session can be protected by a password. If person A opened a password protected session, the connection fails for all other participants as soon as person A leaves the session. It is impossible to continue working together on the document but the current version and all prior opened or edited documents can be stored. Dropping out of a session by any other participant than person A has no influence on the session. The same is valid for the case of a network crash. Further on, there is no different effect if the session has no password protection. As a minor drawback it has to be stated that there is no automatic request on document storage or recovery of the last session.

The main strengths of Gobby are that it allows working together online at the same document and its integration of a chat which is very similar to IRC. Gobby can be used to work together in a group, to show partners rapid changes and questions, or for collaborative searching for bugs within a piece of code. Summarizing this, Gobby is a tool usable for the support of the Distributed Pair Programming practice although it lacks some major features one would request from such a tool like a mechanism for deictic referencing as well as the support of the role concept immanent to the Distributed Pair Programming practice.

6.3.5 GrewpEdit

GrewpEdit is a collaborative editor designed to support close collaboration among the students of software engineering classes. As there were some problems with logging in to a session encountered with the latest beta version of GrewpEdit, the evaluation was done with a previous version of GrewpEdit.

GrewpEdit supports some features that help in collaborating with remote partners like a rudimentary but nevertheless quite useful chat for textual communication, a whiteboard, though this is difficult to use due to the usage of uncommon symbols, the collaborative editor and a Java Output window showing the output of the Java code. Particularly the highlighting of any text in every window with the colour assigned to the user who entered the text or produced the output supports a sense of collaboration awareness as it allows to distinct which changes and comments are made by which user. Unfortunately all of these features are packed in one single screen which dims the sense of workspace awareness a bit as it is not so clear what the collaborating partner is doing at the very moment, respectively where he is putting his focus in the collaborative tool environment. In general the screen makes the impression of being somewhat cramped.
There is nothing like a second pointer for the Navigator nor any means of floor control implemented in GrewpEdit. The only means of providing deictic references is the highlighting mechanism already described that can be used to hint the partner on certain sections of the artefact the team is working on. Any issues with respect to Pair Programming’s role distribution need to be agreed on and managed socially as there is no support for this within the tool.

The tool can be launched either as a Java Web Start application directly from its homepage or by downloading it as a jar file and executing it within a Java Runtime Environment. Therefore the installation of GrewpEdit is quite simple and straightforward. To set up a session the user has to enter a username and a group name. Though this sounds quite simple as well it was found during the evaluation that setting up a session was sometimes not so easy.

After starting GrewpEdit and joining a session the GrewpSession Window appears. It includes the central collaboration point where participants can communicate using a chat; sending messages either to all or to a specific user. Participants can either communicate via the chat, program, edit or compile java files or use the integrated whiteboard. An additional feature is the killring which facilitates the navigation through the program files.

The usability of the tool is acceptable as soon as one gets used to it. Throughout the evaluation, no issues with respect to stability problems were encountered and screen actuality was reasonable. Unfortunately GrewpEdit does not provide any support for session management. Though it is certainly possible to store the artefacts that were worked on collaboratively, GrewpEdit lacks anything like automatic storage requests when shutting down the tool and in the case of a network outage. As an issue of the usability of GrewpEdit it has to be stated that the online-help function does not work at all.

Compared to some of the other tools in evaluation, GrewpEdit gives the impression of being designed for usage in scope of the Distributed Pair Programming practice. It is not only possible to collaboratively edit Java code but also to compile it directly within the collaborative environment sporting an obvious asset for the work in Distributed Pair Programming teams. Nevertheless it was found to be one of those tools evaluated that are not to be recommended to be used in the actual appliance of the Distributed Pair Programming practice due to the fact that though it supports some nice features for this practice it lacks some major ones and those features that are provided are not implemented in a way seamlessly integrating them in the collaborative work.

6.3.6 Microsoft NetMeeting

Microsoft NetMeeting is a voice-over-IP and multi-point videoconferencing tool which comes as part of the Microsoft operating systems Windows 2000 and Windows XP and is therefore readily available to many computer users.

Its support of screen-sharing is really good with only the minor lack of a feature to adapt the screen size of the shared screen to the screen sizes of the collaborating users. It also provides a quite good sense of workspace awareness.

There is no support for a second pointer provided in NetMeeting put the control of the single pointer available on the shared screen or application can be assigned to any of the collaborating users providing a minimum support of deictic referencing
by the Navigator as well as a quite formal and moderated by a master user which is that user that owns the shared desktop implementation of a floor control mechanism. If anybody else but the owner of the shared workspace is in control of the input devices, thus acting as Driver or doing some deictic referencing, the pointer of the owner of the shared desktop is changed into a stop-sign and he can see the pointer of the user in control as well. Unfortunately any other user can only see his own pointer. So there is some minimal support of semantic adaptations of pointers with respect to collaboration available, although this will not be sufficient to be an asset in Distributed Pair Programming. The same is valid for the support of highlighting with respect to collaboration as this is actually only possible for the one in control of the input devices.

As stated above NetMeeting sports a quite formal and master user moderated floor control mechanism. This makes certainly sense if it is kept in mind that NetMeeting is actually an online- or video-conferencing tool. In such an environment it is quite natural that the moderator of such a conference who in general is responsible for providing the shared environment is in control of who is allowed to edit anything in the shared workspace.

If NetMeeting is not activated in a Microsoft Windows installation this can easily be done. Instructions for this can be found on the Internet on various pages. Consequently, installing and configuring NetMeeting is pretty easy and self-explanatory. Further on, a short wizard will guide one through setting up basic preferences and provides information for according audio settings.

The main features of NetMeeting besides talking to each other are a chat, the sharing function, a whiteboard and the file transfer. Those functions can also be used during a call. Both, the chat and the whiteboard provide basic features, whereas the chat program is very rudimentary. The sharing function has much potential as it is possible to share applications on one’s computer and let other NetMeeting users use a program on one’s computer.

Though NetMeeting might be known by a number of users, its usage lacks being intuitive if a user is not used to it. This is especially valid for the establishment of a session which is not so easy as long as one does not know how this is done. NetMeeting’s documentation does not provide any help here as the described way of setting up a session did not work during the evaluation. NetMeeting seems to be quite good with respect to screen actuality and stability though one crash in a specific situation occurred during testing it. As soon as a session is established it is very easy to collaborate with the partner. The only negative impact on collaboration is the formal way of the floor control mechanism. As is quite clear for a screen-sharing tool, it is necessary to use some additional tool for the actual collaborative work on an artefact. There is no support of session management within NetMeeting.

Basically, Microsoft’s NetMeeting is obviously not specifically designed for the usage to support the Distributed Pair Programming practice. It rather provides a complete Internet conferencing solution. However, the various sharing functionalities allow its users to use other programs such as IDEs in a collaborative way and support the exchange of files between the collaborating users. Consequently, NetMeeting can be used for the support of Distributed Pair Programming and though being a screen-sharing tool it is more supportive in this than many of the collaboration-aware tools evaluated.
6.3.7 MoonEdit

MoonEdit is a collaborative editor and therefore with respect to the described tool categorisation counts among the collaboration-aware applications. It allows the collaborative editing of textual artefacts stored on a central server for non-collocated users and is available for Microsoft Windows as well as Linux and FreeBSD operating systems. There is also a version for the MacOS operating system available though this needs some additional tooling to work.

There is a significant lack of MoonEdit in the support of collaboration awareness. This is mainly due to the fact that the only things displayed to its users are a list of connected users and the actual editor window. There is nothing else supporting the sense of collaboration awareness. Surprisingly the feeling of workspace awareness was nevertheless quite good when doing the evaluation of this tool. This is mainly due to the fact that on both users’ screens the cursors of both users are displayed which gives a feeling about where the remote partner has his focus and what he does.

MoonEdit, being a collaborative editor and obviously not specifically designed for the practice of Distributed Pair Programming, does not support any mechanisms specific to the Distributed Pair Programming practice like the role concept of Driver and Navigator. Thus the distribution of roles and the management of role changes solely rely on social interaction between the collaborating partners. As there is no support of any means of communication between the collaborating users provided by MoonEdit, additional tools are needed to enable the necessary social interaction.

Though there is no second pointer for the Navigator nor any pointer replicated at all, there is a basic support of deictic referencing as the cursors of each user is replicated to the other user’s editor and can be used for providing deictic references. Additionally the text written by a specific user is highlighted in the colour assigned to that user. Unfortunately the contrast between the colours is poor which makes it somewhat difficult to distinguish them in the text.

A wizard guides through MoonEdit’s installation which makes it quite straight forward and easy. As soon as the tool is installed and started, to start collaborative work it is necessary to connect to a server. There are some open servers available on the Internet. Alternatively it is possible to set up one’s own server. As soon as the connection to the server is established a list of files available on that server as well as a list of users connected to that server is displayed. Certainly it is also possible to create a new file on the server. A collaborative session is started in the way that the users that want to collaborate on a file on the server each open the respective file in their MoonEdit applications.

The usage as well as the user interface of MoonEdit is quite intuitive and easy to use. Due to the fact that the GUI is only displayed in 14 colours it looks a bit outdated as long as one is not used to the tool. Screen actuality and realtime probability were great and the tool made a quite stable impression during testing it. As Driver as well as Navigator, respectively all users that have joined a document, see all interactions of each other user with the shared artefact it is quite easy to collaborate using MoonEdit provided that some other tool is available that supports the needed communication channels.

MoonEdit provides some support of session management as each change of an artefact is instantly stored on the server. Additionally it is possible to store any
artefact locally. This is important with respect to the Distributed Pair Programming activity as MoonEdit being a collaborative editor does not support any means of compiling developed code.

As a summary it can be stated that MoonEdit has its strength when collaborating on textual artefacts. Nevertheless it lacks many properties that should be supported by a tool that is used for the support of the Distributed Pair Programming practice. Thus, though MoonEdit can certainly be used to in scope of Distributed Pair Programming activities it is rather at the lower end of the scale of the evaluated tools with respect to how good it supports this practice.

6.3.8 PEP - Pair Eclipse Programming

PEP is one of two evaluated plug-ins to the widespread and established IDE Eclipse included in this evaluation, the second one being XPairtise that will be discussed later, that are specifically designed for the support of the Distributed Pair Programming practice. It has to be stated here that the evaluation of this tool could not be fully done due to the fact that there were major flaws with respect to its usability in a collaborative environment observed during the evaluation that made collaboratively working with PEP quite difficult if not impossible at all. This might be due to the fact that PEP is still in a quite early development stage. This becomes quite obvious as soon as one tries to establish a connection for starting a Distributed Pair Programming session which during the evaluation never worked on the first trial but always on the second.

The support of collaboration awareness within PEP could be better but is still acceptable. Surprisingly for a tool specifically designed for the support of the Distributed Pair Programming practice, there are only a few special features added to the Eclipse IDE with this plug-in that actively support Distributed Pair Programming. A quite annoying detail with respect to collaboration is that the user acting as Navigator is able to edit the artefact collaborated on even while the user acting as Driver is editing as well. Further on the Driver does not see or get any information by the tool about these changes until he performs a manual synchronisation via a special button. This is definitely not in support of a fluent work process while collaborating in a Distributed Pair Programming environment.

There is a significant lack of the awareness of what one’s partner is doing at the very moment when working with PEP. This is mostly due to the fact that the program does not work in the way one would expect it to. Changing the initially given roles does not have the desired effect with respect to how the workspace reacts to it. The former-Navigator-now-Driver’s input is not replicated to the other partner's application. Since this is a requirement that is essential for an effective Distributed Pair Programming process, PEP fails quite heavily here, especially when keeping in mind that it is specifically designed for this issue. The only nice feature observed during the evaluation with respect to workspace awareness is that in situations when more than one file is worked on in parallel and the Driver jumps between these files, the Navigator’s active window always automatically changes as well.

Though being specifically designed for the support of Distributed Pair Programming, PEP does not provide a second pointer for the Navigator nor replicates any pointer at all to the remote screen. Strangely highlighting of code
sections is only possible for the user impersonating the Driver's role and due to this is of only limited support and usability from a Pair Programming perspective. The best part about PEP’s enhancements to the Eclipse IDE is its implementation of the support of floor control. A button visualizes the current role the local user impersonates by changing its colour between green for the Driver’s and red for the Navigator’s role upon each role change. The client user who connected his application to his partner’s application upon establishment of a session always takes the Driver’s role initially. However, the Navigator can any time just take control of the action without a tool-supported formal acceptance of the same by the Driver which can be a little bit problematic when the collaborating partners rely mostly on the features given by the tool when it comes to exchanging or taking over floor control. A good communication via a voice channel seems to be essential to get along without bigger problems or misunderstandings. Not even the rather helpful status messages in the PEP chat window can change this.

With respect to the usability of the tool in collaborative environments beside a good screen refreshing rate, it is almost impossible to not follow one’s partner as whenever the Driver opens a new document, this document immediately pops up on the Navigator’s screen, too, ensuring the partners to focus on the same document. Further on the user acting as Navigator has no possibility to switch to another document than the one the Driver is working on. Unfortunately this only works in one direction, meaning the Navigator following the Driver. For the Driver there are very few clues about what the Navigator is doing, except for checking the current synchronisation state of the document.

Being actually not a feature of PEP but of the Eclipse IDE itself, PEP nevertheless can rely on Eclipse’s CVS support for configuration management which was not tested during evaluation but can be assumed to be working. In general it has to be noted that there are several special features that are provided by the Eclipse IDE as well as by many other plug-ins to Eclipse.

With respect to documentation an installation instruction seems to be in the making as suggested by PEP’s homepage but not available yet. There is no user manual available. A short demonstration video can be used to get an idea on how PEP is supposed to work.

All in all, PEP is a work-in-progress project with the target to develop an Eclipse plug-in to support Distributed Pair Programming which could, when fully developed, eventually become a supportive tool for developers who want to follow the Distributed Pair Programming concept while sticking to Eclipse as their developing environment. But it is still quite far from being ready for that at the moment though it already shows some interesting approaches.

6.3.9 The NetBeans Collaboration Project (collab.NetBeans)
collab.NetBeans represents the developer collaboration feature of the NetBeans IDE, an IDE designed for the development of Java projects. It was quite obvious right from the beginning of the evaluation that collab.NetBeans is not specifically designed to support the Distributed Pair Programming practice but rather has its focus on supporting collaborative code reviewing. The feeling of the workspace awareness and the communication possibilities provided were surprisingly supportive for Distributed Pair Programming as well, although a speech channel for communication is not featured.
The sense of collaboration awareness conveyed by collab.NetBeans is fine except for the fact that no Distributed Pair Programming mechanisms like the role concept is supported, which is not surprising given the fact that the tool is obviously mainly developed for support of collaborative code reviewing. Screen actuality is a problem as the update at the Navigator’s side is done only after some seconds after the Driver stopped typing. This made it difficult to follow what the partner was doing without speaking about it all the time during the evaluation. The feeling of the workspace awareness is hampered by the unclearness what each partner does or where his focus is as well as the lack of floor control support. collab.NetBeans does not provide any means to notify to each other where the respective other partner currently has his focus in the document or, if there are multiple documents open, in which document he has his focus.

As already stated there is no support of a second pointer for the Navigator, nor is any code highlighting replicated to the remote user's application. Thus there is no possibility to give deictic references to one another.

collab.NetBeans does not support the classical Pair Programming role distribution between Driver and Navigator and therefore does not support floor control in the sense of Distributed Pair Programming. Both partners can edit the artefact at work any time wherever they want. Only the actual section of the artefact where one partner edits something gets locked for the other, but nevertheless the other can edit another section or document. As Pair Programming’s role distribution concept is not supported this role distribution needs to be verbally coordinated and agreed by the two partners.

Installation of collab.NetBeans is straightforward. It is started by simply starting the NetBeans IDE. Upon the first start of the Netbeans IDE after installation it is necessary to provide information about a collaboration account which can as well easily be created at that time. Login to this account can either be set to be done manually after or automatically during the IDE start-up. The session set up is done manually but is quite easy as both partners are logged in to the same collaborative server. By simply opening a conversation as the collaborative work is called in collab.NetBeans and inviting the partner who needs to accept the invitation the collaboration session is started. After this, one partner needs to publish a document or project to work on. It needs to be mentioned, that multiple projects and documents can be opened in the same collaborative session as well as that more than two users can join a collaborative session.

As discussed, screen actuality is a problem as the update at the Navigators side is done only after some seconds after the Driver stops typing. A network outage during the evaluation made it quite difficult for the accidentally disconnected partner to rejoin the collaboration session. Except for this problem, stability seemed to be no issue. collab.NetBeans does not support the feature to store a previous session although it is certainly possible to store the changed projects or files. Further on NetBeans has an integrated CVS support for configuration management that can as well be used in a collaborative environment which was not tested during evaluation but can be assumed to be working.

Concerning documentation, on the website brief but sufficient installation and configuration instructions are available. There is no user manual, only a short developer collaboration demo showing the main functionalities of collab.NetBeans.
collab.NetBeans does not support a speech channel. As this channel is an ultimate must in Distributed Pair Programming this channel needs to be substituted by another tool. Textual chat and a simple text-only whiteboard emulated by sharing a separate file for this issue are available. A minor flaw is that the collaboration window including the chat and the document currently worked on can not be displayed at the same time. To overcome this as soon as a new chat message is received this is signalled by a flashing signal on the collaboration window tag.

So to recapitulate, it can be stated that collab.NetBeans provides a quite good environment for more general and non-specific collaborative activities like code reviewing, and can also be used to serve as a Distributed Pair Programming tool, even though a number of important mechanisms for Distributed Pair Programming like the role concept and a second pointer for the Navigator are not supported. Nevertheless many other tools that were evaluated are more fitting for the application in a Distributed Pair Programming environment.

6.3.10 The TalkAndWrite plug-in for Skype

The TalkAndWrite plug-in for Skype is kind of a collaborative editor though not actually intended to be used as such but rather as a whiteboard. In scope of the evaluation the free version of the TalkAndWrite plug-in for Skype was used which is called “TalkAndWrite Basic”. The exclusive difference to the full version with costs called “TalkAndWrite Pro” is that the session time of the free version is limited to ten minutes. Therefore it needs to be stated that the full version “TalkAndWrite Pro” would be needed if the TalkAndWrite plug-in for Skype would be applied in real Distributed Pair Programming activities.

With respect to the support of collaboration as well as workspace awareness the TalkAndWrite plug-in for Skype did an astoundingly good job. Certainly this is aided by the various features with respect to collaborative activities that come with Skype but might as well be partly due to the fact that a second pointer for the Navigator is provided. Even semantic adaptations of the users’ pointers are supported. For example there is an own pointer symbol that can be activated to draw attention. So the TalkAndWrite plug-in for Skype provides the full range of support of deictic referencing to its users which is somewhat surprising as it definitely is not specifically designed for the support of the Distributed Pair Programming practice. This is quite obvious as there is no implementation of a support for floor control at all available with the TalkAndWrite plug-in for Skype.

The installation process of the TalkAndWrite plug-in for Skype is simple and easy. The process of setting up a collaborative session is as well very simple and intuitive as it is very similar to doing an actual Skype call. As a very minor flaw it has to be remarked that there is a lack of an explicit notification if one’s partner going online or offline. A more important flaw is that there seem to be some issues with the stability of the TalkAndWrite plug-in for Skype. While doing the evaluation two crashes of the tool happened. Further on, some troubles regarding the real time probability were observed. Twice it happened that one partner could not use the whiteboard anymore without any specific reason.

This is especially annoying due to the fact that the session management supported by the TalkAndWrite plug-in for Skype suffers from major limitations. It is only possible to edit and save one single opened file. There is no automatic
storage process during the whole session nor anything like a storage request at the end of a session. The only automatic storage request appears in the case of a shutdown of the complete tool. In the case that one partner opens a new file, through synchronisation the same file will be opened at the partner's screen. There is neither a notification nor a possibility of disagreement for the other partner. As soon as one partner changes the file or its content, the other partner can not avoid having the same action replicated within his local application. Further on, there is no explicit notification in case that one partner goes offline neither if willing nor if not. The worked on artefact still remains open and can be changed or edited at will by the remaining partner. It needs to be remarked that not all changes done to an artefact can be undone. To sum it up, files of a session have to be stored manually and locally.

Available communication channels include a whiteboard, a chat, Internet telephony and video conferencing support whereby besides the whiteboard all features are provided via Skype and therefore automatically available when using the TalkAndWrite plug-in as well.

The available documentation is somewhat brief but was found to be sufficient. Although the usage is very intuitive, during the evaluation some features were only detected while reading the manual.

There are some special editions of the TalkAndWrite plug-in for Skype available for teachers, doctors, lawyers as well as engineer and architects. These were not included in the evaluation.

In conclusion it can be stated that the evaluation process was quite interesting. It was quite surprising how supportive the TalkAndWrite plug-in for Skype was found to be as a tool for the Distributed Pair Programming practice, though certainly some drawbacks regarding this usage were observed. Its major strength is definitely its combination with the powerful features of Skype itself. So, though not going to be the first choice, the TalkAndWrite plug-in for Skype is one of the tools that showed quite good performance in a Distributed Pair Programming environment.

6.3.11 Virtual Network Computing (VNC)

Virtual Network Computing, better known under its abbreviation VNC, is a stereotypical screen-sharing application that comes in a number of implementations and is available for Microsoft Windows as well as UNIX and Linux operating systems. Adaptations of implementations for the MacOS operating systems are currently ongoing. In scope of the evaluation the most prominent implementation of VNC, called RealVNC, was used.

Being the stereotypical screen-sharing application it is, VNC's only tiny lack with respect to its support of screen-sharing is that the screen size of the replicated screen does not adjust to the screen respectively window size of the viewer making it sometimes necessary to scroll on screens with lower resolution. As all the actions of any of the users within a session can be viewed by all others in the session the sense of workspace awareness is fully supported as well.

There is no second pointer for the Navigator in the standard VNC. There exists an extension to VNC by Hanks [Hanks, December 2005] that provides a second pointer specifically for the appliance of VNC in Distributed Pair Programming
environments. Unfortunately this extended VNC version could not be included in the evaluation as the operating system required for the VNC server part was not available to the evaluation team.

There is no floor control mechanism implemented in VNC as well. Any user can use all the input devices at any time. Still there is some rudimentary support of a kind of social floor control as it is quite obvious if the remote partner grabs the pointer and thus takes over control respectively the Driver’s role.

As VNC is a basic screen-sharing tool, no communication channels for interaction between collaborating team members are supported. Therefore any communication channels needed are to be substituted by the use of additional tools.

Installation of VNC is straightforward and easy. To start the tool and establish a collaborative session either on one of the users’ computers or on an additional server the VNC server software needs to be started. After this the users acting as clients need to start their VNC viewer software and connect to the VNC server. Successful connection to the server changes the colour of the VNC icon on the VNC server.

Usage of the tool is very intuitive and easy as it simply replicates the server's screen onto the client’s viewer application. Collaboration in scope of Distributed Pair Programming is really easy by using VNC. Realtime probability and screen actuality as well as stability were not an issue during evaluation of VNC.

Obviously when using VNC for the support of Distributed Pair Programming an additional editor or IDE is needed to do the actual collaborative work on an artefact and the need for additional tools to provide the needed communication channels was already discussed. Nevertheless VNC is quite good and useful for the support of the Distributed Pair Programming practice.

6.3.12 XPairtise

XPairtise is the second plug-in to the well established Eclipse IDE specifically designed to support collaboration in scope of Distributed Pair Programming included within this evaluation. It is kind of a successor to the TUKAN system and supports a wide range of features desirable by a tool supporting the Distributed Pair Programming practice like floor control, communication via chat and whiteboard and so on. The design of the plug-in reflects a client-server-architecture. It is written in Java and thus available on all platforms for which Eclipse is available.

Support of collaboration awareness as well as workspace awareness is great with XPairtise. Both partners of a Distributed Pair Programming team have the same view on the worked on artefact as well as on the development environment whereas only the Driver is authorized to create and edit files.

Although specifically developed for Distributed Pair Programming XPairtise still lacks the availability of a second pointer that can be used by the Navigator, respectively any pointer replication at all. Thus the only possibility to give deictic references is by highlighting certain sections of the artefact which works quite well but still is not the same as using a pointing device that is visible to one’s partner as well. Driver and Navigator get differing colours assigned for this highlighting.
XPairtise has a formal kind of a floor control mechanism implemented. There is a strict distinction between the roles of Driver and Navigator. Only the user in the role of the Driver is authorized to provide input to the artefact collaboratively worked on. The role impersonated by the local user by a changing icon in the status line at the bottom of the XPairtise window. Each user joining an ongoing session can select his initial role upon joining the session though only one Driver is possible at any given time. Beside Driver and Navigator there is the additional role of spectator available within XPairtise. The role of spectator is reserved for users only watching or moderating the other users’ collaborative activities. The request to exchange the roles of Driver and Navigator is done by pressing a button. A flashing icon on the other partner’s screen signals the request of the role change. This can be accepted by the other partner pressing the same button.

As XPairtise is just a plug-in to the Eclipse IDE, Eclipse is needed to be able to install and work with XPairtise. Installation is then as simple as copying the XPairtise jar-file into the plug-ins directory of the Eclipse installation. The XPairtise plug-in is activated after starting Eclipse by clicking the XPairtise button in the Eclipse GUI. To establish a session it is first necessary to connect to an XPairtise server. An account is needed for this but can be created easily directly from within XPairtise as well. As soon as the connection to the server is established any session of users connected to this server can be joined.

The user interface of the XPairtise plug-in to the Eclipse IDE is simple, intuitive and well structured and it is easy to find one’s way in the predefined menu- and view-structure. XPairtise somehow does the miracle of packing a number of things like a chat-window, a whiteboard-window, user and session galleries, the actual editor, a list of projects and files as well as the state of the connection to the server and the current role of the local user into one screen and still staying well arranged. As being actually only a plug-in the GUI is seamlessly integrated in Eclipse’s GUI. To make it possible to distinct between Eclipse standard views and XPairtise views the later are prefixed with “XP” within their title.

There is no support of complex session management within XPairtise though its certainly possible to store changed files locally and continue work later on.

Screen actuality and the impression of XPairtise’s stability were good during the evaluation.

The only communication channel needed not supported by XPairtise itself is the speech channel which can be easily substituted with nowadays commonly available tools. Nor is a video channel supported but this was not missed during the evaluation. Within XPairtise there are two separate textual chat channels available. One being a global chat channel which can be used to chat with all users connected to the same server and one being used for chatting within the collaborative session. Though the global chat might not be needed for the support of Distributed Pair Programming it is certainly a useful asset if you need information from a larger community. The whiteboard provided by XPairtise is a simple but sufficient one that allows also drawing and storing of any outlines done.

Concluding XPairtise was found to be the most supportive tool for the Distributed Pair Programming practice evaluated in scope of this diploma thesis. It is a full fledged and quite usable plug-in to the established Eclipse IDE and therefore supports a number of operating system platforms as well as programming
languages. It definitely is the first choice from the tools evaluated out of the group of collaboration-aware applications.

6.4 Comparison of evaluated Tools

In chapter 6.3 the strengths and weaknesses of each of the evaluated tools were discussed individually. In this chapter the focus now lies on comparing the tools evaluated with respect to their usability for the support of the Distributed Pair Programming practice.

As already discussed due to the major differences in the basic approach to support non-collocated collaborative activities it is difficult up to impossible to directly compare screen-sharing applications with collaboration-aware applications. Thus the evaluated screen-sharing applications will be compared among themselves as will be the evaluated collaboration-aware applications. Finally a comparison of the findings of the two categories will be done.

6.4.1 Comparison of evaluated Screen-Sharing Applications

Out of the category of screen-sharing applications two tools were evaluated in scope of the evaluation of this diploma thesis. RealVNC was evaluated as a candidate for such tools that provide nothing but the basic screen-sharing functionality and Microsoft’s NetMeeting as a candidate for such tools that provide a rich environment for non-collocated collaboration besides the actual screen-sharing functionality.

<table>
<thead>
<tr>
<th>Basic Properties</th>
<th>Support of Gesturing</th>
<th>Floor Control Support</th>
<th>Communication Possibilities</th>
<th>Platform Independence</th>
<th>Usability</th>
<th>Documentation</th>
</tr>
</thead>
<tbody>
<tr>
<td>Microsoft NetMeeting</td>
<td>☺☺☺☺☺☺</td>
<td>☺☺☺☺☺☺</td>
<td>☺☺☺☺☺☺</td>
<td>☺☺☺☺☺☺</td>
<td>☺☺☺☺☺☺</td>
<td>☺☺☺☺☺☺</td>
</tr>
<tr>
<td>Virtual Network Computing (VNC)</td>
<td>☺☺☺☺☺☺</td>
<td>☺☺☺☺☺☺</td>
<td>☺☺☺☺☺☺</td>
<td>☺☺☺☺☺☺</td>
<td>☺☺☺☺☺☺</td>
<td>☺☺☺☺☺☺</td>
</tr>
</tbody>
</table>

*Table 13. Overview of evaluated Screen-Sharing Applications*

The basic criterion for a screen-sharing application is certainly the support of actually the screen-sharing functionality. This is quite good with both of the evaluated tools though neither tool provides a functionality to adapt the size of the replicated screen to the local screen resolution. In cases where the collaborating partners screen resolutions differ this might impact the collaborative activity as well as the workspace awareness as in the case that the partner with the lower screen resolution acts as the client in the build up session he is not able to see the complete screen of the other partner. Both tools are quite good at supporting workspace awareness though VNC being a basic screen-sharing application was
found in the evaluation to be a little better there as it does not distract its users by all the other windows that might be open in a NetMeeting session.

Neither NetMeeting nor VNC comes with a second pointer that can be used by the Navigator though in both applications it is possible for the Navigator to use the single cursor available. This is obviously a result of the fact that neither of the two applications is developed specifically for the purpose of supporting the Distributed Pair Programming practice. As already discussed there exists an extension to VNC enhanced for the actual support of Distributed Pair Programming by Hanks [Hanks, December 2005] which could unfortunately not be included in the evaluation. There are some minimal semantic adaptations of the single pointer available with NetMeeting. The support of deictic referencing via highlighting sections of the artefact collaboratively worked on works better in VNC though VNC has some problems with smoothing out the telepointer jitter. In general VNC provides a better support of gesturing especially due to the more practical support of deictic referencing via highlighting. In the case of NetMeeting a formal role change is necessary for this issue.

When it comes to the support of floor control, NetMeeting is in the lead as it implements kind of a heavily formal and moderated floor control mechanism whereas VNC does not provide any mechanism of floor control at all though it makes it quite easy to exchange roles as the Navigator that wants to exchange roles simple takes over control of the input devices by using his local devices. The coordination and role distribution in VNC completely relies on social interaction via any communication channels between the two collaborating partners. On the other hand it must be stated that the extremely formal floor control mechanism of NetMeeting makes role exchanges quite disturbing to the flow of the collaborative activity.

Being a tool with a rich environment for non-collocated collaboration NetMeeting supports a number of communication channels that can easily be used to handle the necessary communication between the collaborating Distributed Pair Programming partners. Speech, textual chat and whiteboard as well as a video channel are supported by NetMeeting which thus provides a quite good environment for communication between the two partners. VNC on the other hand is a tool with only basic screen-sharing functionality and thus does not provide any communication channels at all.

NetMeeting is a tool developed by Microsoft and shipped as part of the Microsoft Windows operating system till its version XP/2003 and can be installed as an add-on to later Windows operating system versions like Vista. Therefore it is obviously only available for Microsoft’s Windows operating system whereas VNC is available for a wide range of platforms ranging from Microsoft’s Windows to Unix and Linux and there is even an implementation of VNC for the MacOS in development.

With respect to usability both tools, VNC and NetMeeting, fulfil the critical properties of screen actuality and easiness of collaboration equally well. VNC is better with respect to the intuitivity of the tool’s usage as well as with the easiness to install and start the tool and establish a connection to a remote partner. Still, as discussed there is the drawback of VNC that some other tools are needed to provide the needed communication channels besides the additional IDE or editor needed with both tools to do the actual development work. The documentation of Microsoft’s NetMeeting is significantly better than that of VNC which is obvious as most of the current implementations of VNC are developed in scope of open.
source projects which often lack high quality documentation whereas as discussed NetMeeting was developed as part of former versions of Microsoft’s Windows operating system.

When it comes to the decision which of these two tools is better suited for the support of the Distributed Pair Programming practice this depends on what is rather expected by a screen-sharing tool used for this purpose. If a rich environment supporting a number of communication channels and a, though extremely formal, technical implementation of a floor control mechanism is needed and the development is to be done solely on platforms sporting Microsoft’s Windows operating system the decision is to be in favour of Microsoft’s NetMeeting. If the collaborating partners rather ask for a simple environment available for multiple platforms and therefore accept a highly social and communication intense way of managing floor control and have additional tools at hand that provide the needed means of communication with each other they will rather take any of the VNC implementations. In conclusion both tools evaluated are good at supporting the application of the Distributed Pair Programming practice, especially when taken into mind that neither of the two tools is specifically designed for such a purpose and therefore both tools naturally lack some features one would find supportive when doing Distributed Pair Programming.

6.4.2 Comparison of evaluated Collaboration-Aware Applications

A number of collaboration-aware tools that come from almost all found sub-categories of such tools were included in the evaluation done in scope of this diploma thesis. For the sub-category of collaborative editors ACE, Gobby, GrewpEdit, MoonEdit as well as the TalkAndWrite plug-in for Skype and COPPER as a representative of collaborative editors specifically designed for the practice of Distributed Pair Programming were evaluated. PEP, also called Pair Eclipse Programming, and XPairtise, were selected to be included in the evaluation as representatives of plug-ins to the Eclipse IDE specifically designed for the support of the Distributed Pair Programming practice as well as DocSynch in its implementation for the jEdit IDE as well the collaboration enhancement to the NetBeans IDE, the NetBeans collaboration project also known as collab.NetBeans, which are designed for non-collocated collaboration though not specifically for support of the Distributed Pair Programming practice. Unfortunately none of the tools or tooling environments taking a more exotic approach to the support of the Distributed Pair Programming practice could be evaluated as they were either not available or had requirements on additional resources needed to apply them that could not be fulfilled by the evaluation team.

Most of the tools evaluated provided adequate support of collaboration awareness with the exception of MoonEdit which fails to display important information to provide a sense of collaboration awareness on its GUI. ACE and PEP are a little worse with respect to this property than the rest of the tools mainly due to major lacks in the support of workspace awareness that affect the collaboration awareness as well whereas XPairtise is a little better than the rest due to its extensive and well structured GUI. The support of the up-to-the-moment understanding of another user’s interaction with the shared workspace is quite divergent among the evaluated tools. The best performance in this property was done by Gobby, the TalkAndWrite plug-in for Skype and XPairtise whereas ACE, collab.NetBeans and PEP showed significant lacks in this area.
Of all the collaboration-aware tools evaluated only the TalkAndWrite plug-in for Skype supports a second cursor that can be used by the Navigator for providing deictic references. Interestingly the TalkAndWrite plug-in for Skype is not specifically designed for the support of the Distributed Pair Programming practice whereas a number of the other tools evaluated and not providing this ability to the user acting as Navigator or not replicating pointers at all are. This is quite remarkable as the availability of a second pointer for the Navigator to provide deictic references in a similar way as in the collocated Pair Programming environment is mentioned to be an important requirement on environments supporting the Distributed Pair Programming practice throughout most of the literature about this topic. Most of the evaluated tools at least give a minimum support of deictic referencing by enabling and replicating the highlighting of certain sections of the artefact worked on collaboratively with the exceptions of DocSynch and collab.NetBeans which do not provide any support for deictic referencing at all.

<table>
<thead>
<tr>
<th>Tool</th>
<th>Basic Properties</th>
<th>Support of Gesturing</th>
<th>Floor Control Support</th>
<th>Communication Possibilities</th>
<th>Platform Independence</th>
<th>Usability</th>
<th>Documentation</th>
</tr>
</thead>
<tbody>
<tr>
<td>ACE</td>
<td>☺☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
</tr>
<tr>
<td>The NetBeans Collaboration Project (collab.NetBeans)</td>
<td>☺☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
</tr>
<tr>
<td>COPPER</td>
<td>☺☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
</tr>
<tr>
<td>DocSynch</td>
<td>☺☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
</tr>
<tr>
<td>Gobby</td>
<td>☺☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
</tr>
<tr>
<td>GrewpEdit</td>
<td>☺☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
</tr>
<tr>
<td>MoonEdit</td>
<td>☺☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
</tr>
<tr>
<td>PEP - Pair Eclipse Programming</td>
<td>☺☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
</tr>
<tr>
<td>TalkAndWrite plug-in for Skype</td>
<td>☺☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
</tr>
<tr>
<td>XPairtise</td>
<td>☺☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
<td>☺</td>
</tr>
</tbody>
</table>

Table 14. Overview of evaluated Collaboration-Aware Applications
The role concept of Distributed Pair Programming along with the implementation of a floor control mechanism to support this concept is certainly implemented in all the evaluated tools specifically designed for the support of the Distributed Pair Programming practice which are COPPER, DocSynch, PEP and XPairtise. All four tools implement a formal approach to the support of floor control where one of the users can request to exchange the roles and the other has to accept or decline this request or where the floor control is even master user mediated. In PEP a more social approach is additionally possible where the Navigator can simply take over control which leads to some confusion about who is in which role at any given time and also corrupts the tools floor control mechanism. This might actually be a fault and due to the fact that PEP is still in a quite early development stage. Though the master user mediated approach of DocSynch does some impact to the process of Pair Programming there is no really disturbing impact with any of these four tools. Besides these tools specifically designed for the support of Distributed Pair Programming there is also some minimal floor control support available with collab.NetBeans where the local section of the artefact is locked for any further input while one of the users is typing. Still this is actually no fully fledged floor control implementation as any other user is fully granted input permission in other sections of the artefact. The other evaluated tools lack any support of floor control.

During the evaluation it was found that the tools significantly lack to support communication via speech though the traditional Pair Programming activity is a highly communicative activity and the support of a speech channel is therefore mentioned as an important required property in most of the related literature. Still only COPPER and the TalkAndWrite plug-in for Skype support a speech channel. The speech channel supported by COPPER could not be tested in scope of the evaluation due to the mentioned problems in setting up the WebDAV server, while the speech channel support of the TalkAndWrite plug-in for Skype results from the basic functionality of Skype itself which is Internet telephony. Textual communication via either textual chat or whiteboard is supported by all of the tools except MoonEdit with differing qualities. In general the whiteboard support lacks features that would be available in a collocated environment. The video channel, which is not seen as that important in the related literature, is only supported by the TalkAndWrite plug-in for Skype whereas DocSynch and XPairtise provide some sort of support to find a partner for a Distributed Pair Programming session.

With respect to supported platforms all of the evaluated tools are available for Microsoft's Windows operating systems. Most tools, with the exception of the TalkAndWrite plug-in for Skype are also available for Linux or UNIX operating systems and for the MacOS operating system all evaluated tools but the TalkAndWrite plug-in for Skype and ACE are available.

All of the tools evaluated were found to be quite intuitive to be used. The installation and configuration of the tools is quite easy for most of the evaluated tools though it gets a bit tricky with COPPER due to its Spanish installation documentation and with DocSynch and XPairtise due to lack of corresponding documentation. The session establishment made some problems in GrewpEdit and especially in PEP due to the fact that there always only the second attempt to establish a session worked. As discussed, there was no load and stress and testing done during the evaluation. Therefore the evaluation of the stability is only a hint according to the experiences observed during the evaluation. From this there seem to be obvious stability problems with PEP and the TalkAndWrite plug-in for Skype and even more severe ones with ACE and Gobby. Screen actuality
and refresh rate were good for most of the tools except for DocSynch were significant delays were encountered and collab.NetBeans where the update of the Navigator’s screen always only happened after the Driver stopped typing for a while. The collaborative work was felt to be easiest with Gobby, GrewpEdit, MoonEdit and XPairtise followed by COPPER. Some significant lacks with respect to the easiness of the collaboration were observed in the other tools. Still it was possible to collaborate with all the tools in a sufficiently effective way. Syntax highlighting, as was expected is only supported by those tools that enhance some established IDE that already supports this feature itself. Therefore those tools supporting syntax highlighting are collab.NetBeans, PEP and XPairtise. The same is valid for configuration management support which is also available for these three tools via the actual IDEs they are plug-ins for. Certainly it is possible to store changed artefacts with all of the tools evaluated, but only COPPER and MoonEdit provide some means of session management. In the case of COPPER this could not be tested during the evaluation due to the mentioned problems with installing the WebDAV server. In the case of MoonEdit any changes done to any artefact are instantly stored on the central server.

The quality of the available documentation tends to be higher for commercial products and lower for open source products though there are exceptions to both cases.

Summarizing the quantified and weighted evaluation shows that the Eclipse plug-in XPairtise is the best choice for the support of the Distributed Pair Programming practice out of the tools evaluated, followed by COPPER which is as well specifically designed for this issue as a collaborative editor. Surprisingly the next best choice is the TalkAndWrite plug-in for Skype which was able to score with its support of a second pointer and the wide range of communication channels supported via Skype itself. PEP would be a good candidate as well as soon as a more mature version of this plug-in to the Eclipse IDE will be available. All of the other tools are certainly useable for the support of the Distributed Pair Programming practice but still lack some important properties that are available with the four already mentioned and thus are not recommended to be used in the appliance of the Distributed Pair Programming practice.

6.4.3 Comparison of the two Tool Categories

As already discussed, a comparison between the different tool categories of screen-sharing applications and collaboration-aware applications is difficult due to the completely divergent approach on how collaborative work of non-collocated users is supported. Both tool categories have some advantages and disadvantages.

The support of workspace awareness tends to be a little better in screen-sharing applications as in those applications it is clear and visual to at least the Navigator what the Driver is doing at any given time. As most of the evaluated collaboration-aware tools lack a second pointer and even lack a replication of any pointer at all, here the screen-sharing applications have some advancement as at least the single pointer is visible and depending on the floor control mechanism also usable by both of the partners.

As discussed there are such tools implementing a floor control mechanism and such that rather rely on a user mediated social floor control in both tool categories,
so there is actually none of the two categories preferred to the other. The same is valid for the support of communication channels and the usability of the evaluated tools though it needs to be kept in mind that with screen-sharing applications it is obviously necessary to have an additional editor or IDE to do the actual development work.

Therefore the decision whether a screen-sharing application or a collaboration-aware application is selected to support the appliance of the Distributed Pair Programming practice in a concrete development project is more or less a matter of taste of the collaborating partners. Out of the evaluation no concrete hint with respect to this decision can be given.
7 Discussion

Based on the results of the work done in scope of this diploma thesis, this chapter will give a retrospection of the research questions defined in chapter 3.1. It will discuss to which extent the work done in scope of this diploma thesis succeeded in providing answers to these questions. The answers found to the research questions will be discussed once more.

7.1 Available Tools for the Support of Distributed Pair Programming

The research done in scope of this diploma thesis provided a number of currently available tools that are good candidates for tool support for the application of the Distributed Pair Programming practice. It was found that beside the already mentioned categorization into screen-sharing and collaboration-aware applications a further sub-categorization makes sense to be able to group the tools found into such that share major similarities. The following figure which was already shown in chapter 4 once more shows the categorization of the tools found.
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Details about the available tools for the support of the Distributed Pair Programming practice and their categorization into the various sub-categories are discussed in chapter 4.

To recapitulate there are a number of research as well as commercial and open source software tools available that have potential to be usable for the support of Distributed Pair Programming. While the research and open source tools are rather specifically designed for the support of Distributed Pair Programming in particular, the commercial tools available rather tend to provide means for non-collocated computer supported collaborative authoring of artefacts and are thus potentially usable for the support of Distributed Pair Programming as well though lacking support of some issues specific to the Pair Programming practice like providing means of a floor control mechanism or providing a second pointer visible to both of the Pair Programming pair for the support of deictic referencing by the Navigator. Interestingly with Hypervideo, Transparent Video Facetop and
Telescope there is also a small number of tools available that takes a rather bohemian approach to the support of Distributed Pair Programming.

Although it would be presumptuous to claim that the candidate tools for the support of the Distributed Pair Programming practice mentioned in this diploma thesis are all the software tools currently available, the presented list is nevertheless the most extensive one that is currently available and thus provides a good starting point for the issue of tool support for Distributed Pair Programming.

7.2 Eligible Properties of Tools supporting the Distributed Pair Programming Practice

Though previous work already mentions a number of desirable properties of tools supporting the Distributed Pair Programming practice, a consolidated and comprehensive list of such properties was missing up to now. Chapter 5.1 describes the results of the work done in scope of this diploma thesis with respect to establish such a list. The requirements found were categorized in scope of setting up the generic evaluation framework for tools supporting the Distributed Pair Programming practice.

Basic properties are such properties crucial to enable the work in a Distributed Pair Programming team. The support of screen-sharing for screen-sharing applications and the sense of collaboration awareness for collaboration-aware applications are immanent to these two major categories of tools. The support of workspace awareness which is the basis for efficient collaboration and communication in non-collocated environments also belongs among these properties.

Another category cumulates all properties with respect to the support of gesturing for the Driver as well as the Navigator and the degree to which deictic referencing is supported by the tooling. As the support of deictic referencing is mentioned as being of utter importance for the support of non-collocated collaboration in Pair Programming teams this is an important category of properties. The same is valid for the support of floor control mechanisms as this is needed to implement the role concept of Driver and Navigator immanent to Pair Programming and the exchange of these roles between the collaborating partners of a Distributed Pair Programming team.

As was already discussed the practice of Pair Programming is an extremely communicative activity. This certainly needs to be supported by software tools that support Distributed Pair Programming. Various communication channels are needed in scope of appliance of the Distributed Pair Programming practice. Among those is certainly first and foremost the support of means that enable the collaborating partners to speak with each other as if they were sitting side by side.

As Distributed Pair Programming is a way of distributed development it might as well be that the collaborating partners use different operating system platforms on their respective machines. Thus platform independence is an important issue for tools supporting the application of the Distributed Pair Programming practice.

As with all software products requirements on usability are fundamental for tools supporting the practice of Distributed Pair Programming. Especially as lacking usability of a tool used for the support of Distributed Pair Programming would impact the easiness of collaboration of the pair programming team and might
influence the support of workspace awareness as well usability requirements are

crucial for application support of Distributed Pair Programming. The same is valid

for the quality of the installation and user manual of an applications.

Besides the above mentioned property categories there is the category of tool

immanent properties which subsumes not so much properties eligible to be fulfilled

by a software tool that is to be used in scope of the Distributed Pair Programming

practice but rather such properties of the tool that provide information about the

tool itself like whether it is off-the-shelf, a special purpose tool, a viewer and so on.

Not all of the properties are mandatory to be fulfilled by a tool to make it usable in

the appliance of Distributed Pair Programming practice. Quite a number of them

are rather optional or an additional asset to the usability of the tool in scope of the

support of the Distributed Pair Programming practice if available.

7.3 Comparative Evaluation of Tools supporting the Distributed Pair
Programming Practice

A reasonable approach to provide means for a comparable evaluation of a number

of tools for a certain purpose is to set up an evaluation framework that provides

means to evaluate tools against certain requirements or properties in a

comparative way. The same was done in scope of this diploma thesis to provide a

comparable way of evaluating candidate tools for the support in the appliance of

the Distributed Pair Programming practice. The set up of the generic evaluation

framework for tools supporting the Distributed Pair Programming practice is

described in chapter 5.2 of this diploma thesis.

As a basis for the setup of the evaluation framework the abstract model to select

software development tools as defined by Zwartjes and van Geffen [Zwartjes and

van Geffen, 2005] was used. The model described by Zwartjes and van Geffen

consists of a tool matrix that is built up by executing five steps. Though partly

some adaptations were needed, the same steps were executed in scope of the

work on this diploma thesis to populate the framework based on the found eligible

requirements. Then the set up generic evaluation framework for tools supporting

the Distributed Pair Programming practice was used to evaluate a subset of the

tools found in scope of the research done for this diploma thesis.

7.4 Availability of Support of eligible Properties of Tools supporting
Distributed Pair Programming

Besides the actual results of the evaluation of a subset of the tools found during

the research activities in scope of this diploma thesis to have potential to support

the appliance of the Distributed Pair Programming practice which were discussed

in chapter 6.3, the result of the evaluation of these tools with the generic

evaluation framework for tools supporting the Distributed Pair Programming

practice also provides some input to a general discussion on which properties

desired to be fulfilled by a tool that is used to support the Distributed Pair

Programming activity are supported by today’s tools and which not.

7.4.1 Basic Properties

One might think that the support of screen-sharing for screen-sharing applications

as well as the creation of a sense of collaboration awareness for collaboration-
aware applications is the most basic issue of such applications. This was found to be the case for the evaluated screen-sharing applications which all supported screen-sharing in a reasonable way. The same is not true for collaboration-aware applications. Though most succeeded in providing a sense of collaboration awareness a select few of those tools only showed mediocre support of this property.

As discussed workspace awareness is the basis for efficient collaboration and communication in non-collocated environments because the groupware users know what each other can see. Most of the evaluated tools provided satisfying support of workspace awareness though some few where mediocre in their support of workspace awareness at best.

Hanks' [Hanks, December 2005] observation that the provisioning of information supporting workspace awareness is of particular importance when using tools that make it possible for the collaborating team members to view different sections of the artefact they are working on respectively the shared workspace was found to be completely valid during the evaluation. All the tools that made viewing different sections of the shared artefact or workspace possible and not providing any information about the remote partners current focus suffered from dimmed workspace awareness. A very nice feature that was found during the evaluation for the support of workspace awareness is the radar view provided in COPPER.

The evaluation showed that workspace awareness is not so much an issue in screen-sharing applications as it is in collaboration-aware applications as in the screen-sharing case anyway the same screen is visible to the collaborating Pair Programming partners and thus it is easier for them to stay focused and aware of what the partner is doing at any given time. This observation was expected as the same was observed by Hanks [Hanks, December 2005] in his studies.

All this said it is nevertheless obvious that the sense of workspace awareness experienced in a Distributed Pair Programming environment is not the same as the one in the collocated case.

7.4.2 Support of Gesturing

When looking over the results of the evaluation done in scope of this diploma thesis, the most obvious finding is that there is a significant lack in the support of gesturing and giving deictic references. This is especially significant due to the fact that the support of gesturing and deictic references is mentioned as one of the key success factors to enable a performance in Distributed Pair Programming which is comparable to the performance in collocated Pair Programming as well as in many other non-collocated collaborative activities in the corresponding literature [Tang, February 1991], [Cox and Greenberg, 2000], [Hanks, December 2005]. In the tool category of collaboration-aware tools almost none of the evaluated tools with the exception of the TalkAndWrite plug-in for Skype provide a second pointer that can be used or is specifically designed for the usage by the Navigator nor any replication of pointers between the partners at all, though some at least replicate the positions of the cursors within the text of the artefact. Being aware of the findings in prior research with respect to Pair Programming in collocated and non-collocated environments and the importance of deictic references discussed there this is especially surprising as even those tools evaluated that are specifically designed for the support of Distributed Pair Programming lack a second pointer for
the Navigator as well as any pointer replication between the two users at all. The same lack is observed in the evaluated screen-sharing applications as well though it is not that kind of critical there as at least the one single available pointer is visible to and can be used by both partners of the Distributed Pair Programming pair.

The research done in scope of this diploma thesis showed that there are some few tools that provide a second pointer for the Navigator or a similar possibility for both partners of the Distributed Pair Programming pair to give deictic references. Among those tools found is Hanks’ enhancement of the screen-sharing application VNC [Hanks, December 2005] that adds a second telepointer for the Navigator’s use in the form of a red hand with a pointing index finger along with the semantic adaptation that this pointer is only visible if the Navigator activates it by entering a gesturing mode. Another tool found is the Transparent Video Facetop system developed by Stotts et al. [Stotts, Smith and Gyllstrom, 2004] which uses webcams to record the images and gestures of the collaborating members of the Distributed Pair Programming pair and overlays this on each of the partners’ screens with a screen-sharing application used to provide the common workspace. As comes to mind both of this tools are developed in scope of research activities and are not readily available on the market to be used in industrial applications of the Distributed Pair Programming practice. No collaboration-aware tools were found in the evaluation to provide a similar support of deictic referencing except, as already mentioned, the TalkAndWrite plug-in for Skype. Though it has to be mentioned that most of the evaluated collaboration-aware tools at least provide a rudimentary and somewhat unintuitive approach to support a minimum possibility of giving some deictic references by replicating sections of the artefact worked on highlighted by one user to the other user in a distinct colour assigned to the user who did the highlighting.

The lack of the support of gesturing in many of the available tools that became obvious during of the evaluation work done in scope of this diploma thesis clearly shows that there is one of the key success factors for Distributed Pair Programming not fulfilled by many of the readily available tools to support this practice. Thus collaborating Pair Programming team members that work in a non-collocated environment suffer some restrictions in the way they can collaborate compared to collocated Pair Programming team members.

7.4.3 Floor Control Support

In contradiction to the findings done with respect to the support of gesturing concerning the floor control support the evaluation shows that those tools that are specifically designed for the support of the Distributed Pair Programming practice support the Distributed Pair Programming role concept as well as a mechanism for the exchange of the roles between Driver and Navigator. None of the collaboration-aware tools not specifically designed for the support of the Distributed Pair Programming practice provide floor control functionality although most of them are obviously designed for non-collocated collaboration. This is a bit surprising as it comes to mind that the support of floor control would make sense as well in other non-collocated collaborative activities like the review of code or documents, the collaborative editing of documents and so on. Nevertheless it is not in scope of this diploma thesis to discuss the shortcomings of any tools in other environments than Distributed Pair Programming. Obviously a floor control
mechanism is not supported in basic screen-sharing tools like VNC. Microsoft’s NetMeeting, being actually designed for the support of distributed meetings, on the other hand supports such a mechanism as it would not make sense that all participants of such a meeting are able to edit the shared screen all the time.

In all of the evaluated tools supporting floor control the implementation of the role exchange mechanism is quite formal. It is assumed that this is due to the fact that such a formal implementation of a floor control concept is easier to implement into a tooling. Though Hanks [Hanks, December 2005] stated that an application-mediated and therefore formal floor control mechanism that requires the users to take physical action such as pressing a button or selecting a menu item would potentially impact the flow of the Pair Programming process which was as well support by the studies of Greenberg [Greenberg, 1990] such an impact was not observed during the evaluation activities with the tools that implement such a mechanism.

In general the floor control mechanism implementations in the tools specifically designed for the support of the Distributed Pair Programming practice were found to be quite suitable and did not significantly hamper the process of Pair Programming during the evaluation.

7.4.4 Communication Channels

Williams and Kessler [Williams and Kessler, 2002] stated that collocated Pair Programming is a highly conversation-intensive task. The importance of the availability of a speech communication channel in Distributed Pair Programming teams was also observed by Schummer and Schummer [Schummer and Schummer, 2001] as well as Canfora et al. [Canfora, Cimitile and Visaggio, 2003] which found that means of textual communication like chat and whiteboard, though being highly supportive in a non-collocated collaborative environment, are no sufficient alternative to a voice channel. On the other hand the support of a video channel was not found to increase the effectiveness in Distributed Pair Programming in previous research [Hanks, December 2005], [Baheti, Gehringer and Stotts, 2002], [Olson and Olson, 2000], [Schummer and Schummer, 2001].

All of these observations are supported by the experiences made during the tool evaluations done in scope of this diploma thesis. The more surprising it was to find that on the one hand almost none of the evaluated tools support communication via voice between the collaborating team members and on the other hand most of the evaluated tools provide possibilities for textual communication between the collaborating partners instead. Of course it is quite simple to substitute the voice channel by using either traditional teleconferences or Internet telephony as supported by Skype. Still it is a bit strange that so many of the tools evaluated along with almost all of them that are specifically designed for the support of the Distributed Pair Programming practice except for COPPER provide no support for voice communication between the collaborating users.

Concluding it needs to be stated that here is some potential for improvement as it would make the set up of a Distributed Pair Programming session easier and faster if the needed communication channels were provided by the used tool itself.
7.4.5 Platform Independence

As discussed Distributed Pair Programming is a way of distributed development. This means that the members of the collaborating pair might have different operating system platforms on their respective machines. Thus it would be a significant asset if tools used in scope of Distributed Pair Programming would be available on multiple operating system platforms.

When looking on the results of the evaluation done in scope of this diploma thesis though the evaluated screen-sharing applications might lack the support of certain operating system platforms most of the evaluated collaboration-aware applications are available for most common operating system platforms. Due to the fact that the latest screen-sharing applications tend to be web based applications that can be accessed or viewed by using multiple browsers like being the case for Marratech, the issue of Platform Independence is also taken care of for screen-sharing applications. Thus the issue of Platform Independence is sufficiently fulfilled with the currently available tools.

7.4.6 Usability and Documentation

As discussed requirements on the usability and documentation of software tools are not specific to the application of tools in scope of Distributed Pair Programming but are rather fundamental with all software products. Nevertheless a reasonable usability of the used tool is still crucial for the effectiveness of Distributed Pair Programming as a tool with shortcomings with respect to its usability would impact the collaborative activity when using such a tool.

In general it can be said that the evaluated tools showed sufficient usability to enable a collaborating pair to perform effective Pair Programming in a distributed environment, though some of the tools showed some shortcomings in selected properties in scope of the usability category. Though obviously only the dedicated IDEs supported syntax highlighting this can not be expected from collaborative editors. Interestingly though Pair Programming in the distributed as well as collocated way is actually kind of a session based activity, meaning that the pair joins for a Pair Programming session and might continue their collaborative work in a later session even the tools specifically designed for the support of Distributed Pair Programming lacked the support of a considerable session management. Obviously all evaluated tools provide means to store and reopen certain artefacts but the storage and restoring of complete sessions along with all open artefacts, chat windows, and so on is only supported by very few of the tools according to their documentation and unfortunately could not be evaluated in scope of the evaluation.

So there is quite some potential to improve the usability of tools for the support of Distributed Pair Programming as a full-fledged session management implementation would make the reestablishment of an interrupted Distributed Pair Programming session significantly easier.
8 Conclusion and Future Work

In scope of this diploma thesis an extended research for software tools with potential to support the Distributed Pair Programming practice was done. Based on results from previous research a consolidated list of required and desired properties of tools to enable effective and efficient work in scope of a Distributed Pair Programming activity was set up and extended with own findings. This list was then used to set up a generic evaluation framework for tools supporting the Distributed Pair Programming practice based on the abstract model to select software development tools of Zwartjes and van Geffen [Zwartjes and van Geffen, 2005]. This generic evaluation framework for tools supporting the Distributed Pair Programming practice was then used for the evaluation of a subset of the tools found in the research for software tools with potential to support the Distributed Pair Programming practice. The results of this evaluation as well as some general findings with respect to existing tools supporting the Distributed Pair Programming practice were discussed.

The discussion as well as the research shows that the tools with potential to support the Distributed Pair Programming practice existing today still show significant shortcomings with respect to some required and desired properties of such tools. The most severe shortcoming found was the lack of support of gesturing and deictic referencing within most of the existing tools that can be used to support the Distributed Pair Programming practice. Not as severe as the lack of support of gesturing and deictic referencing as it can be easily substituted with other tools but still an issue with some impact to the Distributed Pair Programming activity is the lack of tools with potential to support the Distributed Pair Programming practice to provide means for the collaborating partners to talk to each other like in the collocated case. Today’s available technology is fully fledged to support such means of communication. Certainly there might be potential for improvement in the support of workspace awareness within tools with potential to support the Distributed Pair Programming practice as there is still quite a way to go to provide the same workspace awareness in the tool supported distributed case as in the collocated one.

The outcome of the discussion shows that with respect to tools supporting the Distributed Pair Programming practice there is still much to do in future work. A number of the tools in existence today are well suited to support the Distributed Pair Programming practice but there is much potential to reduce the gap between the collocated and the non-collocated Pair Programming experience.

Another interesting topic for future work would be to apply the generic evaluation framework for tools supporting the Distributed Pair Programming practice in an evaluation of the tools that could not be included in the evaluation of this diploma thesis. Especially for those tools which were found to be quite suitable for the support of the Distributed Pair Programming practice it would be quite interesting as well to use the generic evaluation framework for tools supporting the Distributed Pair Programming practice in a broad empirical evaluation of these tools and compare the outcome of the same to the case study evaluation done in scope of this diploma thesis to verify the findings.
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10 Appendix

10.1 Abbreviations

<table>
<thead>
<tr>
<th>Abbreviation</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>CPU</td>
<td>Central Processing Unit</td>
</tr>
<tr>
<td>CSCW</td>
<td>Computer Supported Cooperative Work</td>
</tr>
<tr>
<td>DPP</td>
<td>Distributed Pair Programming</td>
</tr>
<tr>
<td>IDE</td>
<td>Integrated Development Environment</td>
</tr>
<tr>
<td>IP</td>
<td>Internet Protocol</td>
</tr>
<tr>
<td>IT</td>
<td>Information Technology</td>
</tr>
<tr>
<td>LAN</td>
<td>Local Area Network</td>
</tr>
<tr>
<td>LOC</td>
<td>Lines of Code</td>
</tr>
<tr>
<td>PP</td>
<td>Pair Programming</td>
</tr>
<tr>
<td>UML</td>
<td>Unified Modelling Language</td>
</tr>
<tr>
<td>VoIP</td>
<td>Voice over IP</td>
</tr>
<tr>
<td>WYSIWYG</td>
<td>What You See Is What You Get</td>
</tr>
<tr>
<td>XP</td>
<td>Extreme Programming</td>
</tr>
</tbody>
</table>

Table 15. Abbreviations

10.2 Scenario Descriptions

10.2.1 Scenario #1: Installation and configuration of the tool to be used

This scenario covers activities to be performed during installation and configuration of the tool which is going to be tested with the following scenarios. Additionally this scenario covers general properties of the tool like the quality of the available documentation as well as which tool immanent properties are covered by the tool and on which platforms it can be used.

This scenario is performed offline by each of the evaluation team partners.

10.2.1.1 Pre-Conditions

- The installation package(s) of the tool is (are) available.
- Any already known additional software needed for the set up of the tooling is available.
- If available, the installation and configuration manual of the tooling is at hand.

10.2.1.2 Scenario

- Evaluate the quality of the available installation and configuration documentation of the tool.
• Evaluate (from the available documentation / description of or knowledge about the tool) to which category the tool to be evaluated belongs and which tool immanent properties are covered by the tooling.
• Evaluate (from the available documentation / description of or knowledge about the tool) which platforms are supported by the tool.
• Install and configure the tool (as well as any additional software needed if known so far) on the machines of the pair doing the evaluation.

10.2.1.3 Post conditions
• Tooling is installed and configured.
• The evaluating pair is ready to set up a Distributed Pair Programming session with the tooling.

10.2.2 Scenario #2: Setting up a Distributed Pair Programming session
This scenario covers activities to be performed while setting up a session between two partners with a tool usable or specifically designed for the support of Distributed Pair Programming.

10.2.2.1 Pre-Conditions
• Scenario #1 (Installation and configuration of the tool to be evaluated) has been executed successfully.
• If available, the user manual of the tool is at hand.

10.2.2.2 Scenario
• Both partners of the evaluation pair start the tool (as well as any additional software needed) on their respective machines.
• If the connection between the machines of the evaluation pair is not established automatically (i.e. due to corresponding settings done during configuration of the tool) by the tool, the partners perform the needed steps to establish the connection needed for the Pair Programming session with the tool. Depending on the tool this is either done by connecting to a server to which both partners need to connect or in a way that one partner of the pair connects to the others machine.
• Both partners check if the tool provides support with respect to the awareness of each other partner’s presence. Is there any notification providing information that the connection to the other partner or the server has been established successfully? In case of a tool using a common server to connect to, is there any notification providing information that the other partner has joined the session?
• If the tool features the possibility to store a previous session and such a session was already stored during a prior Pair Programming session, try to restore the stored session. If no previous session has been stored but this feature is supported by the tooling, this scenario has to be performed multiple times to check this.
• Both partners evaluate how the initial distribution of the Pair Programming roles (Driver, Navigator) is done. Is the initial role distribution preset by the tool or is it negotiated and manually set up by the partners? If a previous session is
restored, is the initial role distribution restored to the role distribution as it was when the previous session was stored, is it preset by the tooling or is it negotiated and manually set up by the partners?

- The partners start any other tools they already found the need to use to enable them to perform Pair Programming activities, respectively continue with the evaluation (i.e. tools to provide communication channels not supported by the evaluated tool itself).
- The partners negotiate what they plan to do in the now set up session.

10.2.2.3 Post conditions

- The Pair Programming session is set up and active.
- The initial role distribution is done and clear to both partners.
- Both partners are aware of what they plan to do in their set up session.

10.2.3 Scenario #3: First steps and getting to know the tool

Within this scenario the Pair Programming partners perform their first steps with the tool under evaluation. The target of this scenario is to get to know the main features of the tool under evaluation and get a first impression on how good Distributed Pair Programming is supported by the tool.

10.2.3.1 Pre-Conditions

- Scenario #2 (Setting up a session for Distributed Pair Programming) has been executed successfully.
- All additional tools which are already found to be needed to enable the partners to perform Pair Programming activities, respectively do the evaluation are started.
- Both partners are aware of what they actually plan to do while going through this scenario (especially with respect to the simple example which will be done in scope of this scenario).
- If available, the user manual of the tool is at hand.

10.2.3.2 Scenario

- Both partners check the tool’s user manual documentation (if available) for the features supported by the tool and evaluate the quality of the available user manual documentation of the tool. This step can also be done offline separately by the partners prior to establishing the session.
- The Pair Programming pair checks which communication channels are provided by the tool. For each communication channel provided by the tool the pair evaluates whether the channel works as expected.
  - Does the tool provide means to communication with each other via speech?
  - Does the tool provide means to communication with each other by means of typed text? Is there a chat channel? Is there a whiteboard? Are there both? Do they work as expected?
  - Does the tool provide means to communication with each other by means streamed video?
• Is there a need to use additional tools to provide communication channels not supported by the tool itself? If yes, such tools are now started and the corresponding connection is established by both partners.

• The Pair Programming pair does first trials of the usage and features of the tools user interface.
  o How easy and intuitive is the tool’s user interface to use on the local screen?
  o How easy and intuitive is the tool’s user interface to use with respect to the collaborative environment? Is there a support of the tool’s user interface to provide information about the collaboration with each other’s partner? How good is this supported?

• The Pair Programming pair performs a simple first example to get to know how to work with the tool. This simple example covers the following activities / tasks:
  o The Pair Programming pair writes some code or text. The Navigator actively participates in scope of his role. In scope of this it is checked how fluently the screen is updated at the Navigator’s side (how up-to-date the screen is).
  o If a second pointer (for the Navigator) is provided by the tooling, the Pair Programming pair tries out its usage and semantics.
  o The Pair Programming pair performs simple role changes between Driver and Navigator while writing.
  o The Pair Programming pair evaluates the “feeling” of the workspace awareness.

10.2.3.3 Post conditions
• The Pair Programming partners are now aware how to use the tool under evaluation.
• The tool has undergone first evaluation against those properties defined as critical for a tool supporting Distributed Pair Programming and supports these features.
• The Pair Programming partners have a first impression on how good the tool supports many of the other properties.

10.2.4 Scenario #4: Role Changes
This scenario covers all evaluations with respect to role changes between Driver and Navigator in the process of Distributed Pair Programming. Although role changes are certainly also part of scenarios #3 and #6, as this is a major as well as complex activity in the process of Distributed Pair Programming it is put into an own scenario so that the different use cases and ways of role changes are clear to be covered in scope of the evaluation.

10.2.4.1 Pre-Conditions
• A Pair Programming session is ongoing.
• The role change between Driver and Navigator is triggered in some way. Possible triggers for such a role change are:
o An intuitive change is done as the Navigator intuitively takes over the role of the Driver. For such a role change the tool needs to support informal role changes.

o In scope of the Pair Programming activities the Navigator requests to take over the role of the Driver (or vice versa) and both agree to exchange their roles. Although such a role change is also possible and might as well happen if the tool in evaluation supports informal role changes, this is the only way to exchange the roles between Driver and Navigator if only formal role changes are supported by the tool.

o The tool itself gives a reminder (i.e. based on a preset time-slice between role changes) that the Pair Programming partners should exchange their roles (or the set time has expired). Possibly some tools even force the Pair Programming partners to exchange their roles after a set time in which no role change occurred expired. A reminder could be possible in such tools supporting informal role changes as well as such supporting formal role changes whereas a forced role change is definitely rather a formal role change.

10.2.4.2 Scenario
In this scenario actually one of the following sub-scenarios is performed. To evaluate all of the following sub-scenarios, this scenario needs to be performed multiple times.

- The Pair Programming partners exchange their roles in scope of an intentional and agreed role change. This takes place if either one of the pair requests a role change or the tool reminds the partners to change their roles (but does not force them to) and both agree on exchanging their roles.
  o Does the tool support a reminding functionality based on setting a time-slice after which the partners should be reminded to exchange roles?
  o How is the request / reminder for the role change communicated from one partner to the other (respectively from the tool to the partners)?
  o Does the tool require a formal role change or is an informal role change after the social agreement of the role change by the partners sufficient?
  o How easy is it to exchange the roles? Does the role change impact the flow of the Pair Programming activity?
  o Does the tool in some way provide information to the Pair Programming partners about who is currently in which role (Driver, Navigator)?

- The Pair Programming partners exchange their roles unintentional and intuitively due to the workflow of the Pair Programming activity or the Navigator just takes over the Drivers role by force.
  o Is there a formal activity (i.e. by the Navigator) necessary for such a role change?
  o How easy is it to exchange the roles? Does the role change impact the flow of the Pair Programming activity?
  o How is the role exchange reflected by the tool? How do the partners know in which role they are in after such a role change?

- The Pair Programming partners are forced to exchange their roles by the tool.
  o How is this formally handled in the tool?
Does the role change impact the flow of the Pair Programming activity?

- Does the tool provide statistics about which of the partners impersonated which role for which amount of time?

10.2.4.3 Post conditions

- The roles of the Pair Programming partners are exchanged.
- The Pair Programming partners are (at least intuitively) aware of their changed roles.

10.2.5 Scenario #5: Session Management

This scenario covers all evaluations with respect to session management, therefore part of it can only be tested if the tool in evaluation supports means to store and restore sessions. Although session management is certainly also part of scenarios #3 and #6, as this is a complex scenario by itself in the process of Distributed Pair Programming it is put into an own scenario so that the different use cases of session management are clear to be covered in scope of the evaluation.

10.2.5.1 Pre-Conditions

- A Pair Programming session is ongoing.

10.2.5.2 Scenario

In this scenario actually one of the following sub-scenarios is performed. To evaluate all of the following sub-scenarios, this scenario needs to be performed multiple times.

- Both Pair Programming partners intentionally quit their ongoing Pair Programming session at the same time.
  - Is it possible to store the session?
  - Can the session be restored when the partners join for the next Pair Programming session?
  - If some kind of configuration management (respectively versioning) is supported by the tool and testable (not needing additional tools which need licenses) in the evaluation, is there a possibility to restore a session with an older saved version?

- One of the Pair Programming partners intentionally quits the ongoing Pair Programming session without agreeing this with the other partner.
  - How is such a one-sided break up of the session communicated to the other partner by the tool?
  - Is the session stored and if yes, in which state (at the moment of the break up of the session, if the quitting partner stores it intentionally, if the other partner stores it manually, if the other partner quits the session as he lost his Pair Programming partner)?
  - Can the session be restored when the partners join for the next Pair Programming session?
  - If some kind of configuration management (respectively versioning) is supported by the tool and testable (not needing additional tools which need
licenses) in the evaluation, is there a possibility to restore a session with an older saved version (as it might happen that the Driver continues to work as he is not aware that the Navigator has left and then stores the session)?

- The Pair Programming session is broken due to LAN outage or crash of the tool.
  - If the tool of one or both partners is still up and running, how is such a breakup of the session communicated to the partners by the tool?
  - Is the session stored and if yes, in which state (at the moment of the breakup of the session, if one of the partners still active quits the session as he lost his Pair Programming partner)?
  - Can the session be restored when the partners join for the next Pair Programming session?
  - If some kind of configuration management (respectively versioning) is supported by the tool and testable (not needing additional tools which need licenses) in the evaluation, is there a possibility to restore a session with an older saved version (as it might happen that the Driver continues to work as he is not aware that the Navigator has left and then stores the session)?

10.2.5.3 Post conditions
- Not appropriate.

10.2.6 Scenario #6: Using the tooling in performing Pair Programming
This scenario covers all activities and properties evaluated while actually working with the tool under evaluation in scope of a Pair Programming process. This scenario is actually a collection of sub-scenarios where also the scenarios #4 and #5 are mentioned once again for matters of completeness.

10.2.6.1 Pre-Conditions
- Scenario #2 (Setting up a session for Distributed Pair Programming) has been executed successfully.
- Scenario #3 (First steps and getting to know the tool) has been executed to get to know the tool under evaluation.
- All additional tools which are needed to enable the partners to perform Pair Programming activities respectively to do the evaluation are started.
- Both partners are aware of what they actually plan to do while going through this scenario (especially with respect to the simple example which will be done in scope of this scenario).
- If available, the user manual of the tool is at hand.

10.2.6.2 Scenario
In this scenario actually one or multiple of the following sub-scenarios is performed. To evaluate all of the following sub-scenarios, this scenario might be needed to be performed multiple times.

- The Driver writes code intentionally including errors into the code.
- The Navigator examines the Drivers work. The Navigator finds a fault or design flaw.
o The Navigator wants to inform the Driver of this sighting. How does the communication of this to the Driver take place?
o If necessary, a role change between Driver and Navigator is done (see scenario #4).

- The communication channels provided by the tooling in evaluation to the two Pair Programming partners are thoroughly tested and evaluated in real work situations. This could for example be that the Driver requests some information from the Navigator which is looked up by the Navigator and then provided to the Driver or that the Navigator finds a fault or possible design flaw and communicates this to the Driver.
- The Pair Programming pair executes multiple role changes and evaluates all possibilities provided by the tool under evaluation to exchange roles. See scenario #4.
- The Pair Programming pair evaluates the session management support of the tool under evaluation. See scenario #5.
- Any special features or the tooling are tested and documented by the Pair Programming partners.
o A special feature found as a possibly usable property of a tool supporting Distributed Pair Programming is a pair-finding support given by the tool.

10.2.6.3 Post conditions

- The evaluation of the tool currently in evaluation is finished.
- All of properties are quantified with respect to their grade of fulfilment by the tooling in evaluation.
- Verbal description for all properties (including describing the set grade of fulfilment) of the tool in evaluation and all findings not mapping to properties of the evaluation framework is available.
### 10.3 Evaluation Results

#### 10.3.1 Screen-Sharing Applications

<table>
<thead>
<tr>
<th>Property-ID</th>
<th>Tool Category</th>
<th>Property Category</th>
<th>Property</th>
<th>Importance</th>
<th>NetMeeting</th>
<th>NetMeeting (weighted)</th>
<th>VNC</th>
<th>VNC (weighted)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Screen Sharing Tools</td>
<td>Basic</td>
<td>Support of Screen Sharing C</td>
<td>4</td>
<td>40</td>
<td>4</td>
<td>40</td>
<td></td>
</tr>
<tr>
<td>2</td>
<td>Screen Sharing Tools</td>
<td>Basic</td>
<td>Support of Workspace Awareness</td>
<td>4</td>
<td>40</td>
<td>5</td>
<td>50</td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>Screen Sharing Tools</td>
<td>Support of Gesturing</td>
<td>Availability of a Second Pointer for the Navigator</td>
<td>1</td>
<td>10</td>
<td>1</td>
<td>10</td>
<td></td>
</tr>
<tr>
<td>4</td>
<td>Screen Sharing Tools</td>
<td>Support of Gesturing</td>
<td>Availability of Semantic Adaptations of Pointers with Respect to Collaboration</td>
<td>M</td>
<td>1</td>
<td>2,5</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>5</td>
<td>Screen Sharing Tools</td>
<td>Support of Gesturing</td>
<td>Suppression of Telepointer Jitter</td>
<td>L</td>
<td>5</td>
<td>5</td>
<td>3</td>
<td>3</td>
</tr>
<tr>
<td>6</td>
<td>Screen Sharing Tools</td>
<td>Support of Gesturing</td>
<td>Support of Highlighting with Respect to Collaboration</td>
<td>H</td>
<td>2</td>
<td>10</td>
<td>5</td>
<td>25</td>
</tr>
<tr>
<td>7</td>
<td>Screen Sharing Tools</td>
<td>Floor Control Support</td>
<td>Support of Floor Control</td>
<td>C</td>
<td>3</td>
<td>30</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>8</td>
<td>Screen Sharing Tools</td>
<td>Floor Control Support</td>
<td>Support of Role Changes</td>
<td>C</td>
<td>2</td>
<td>20</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>9</td>
<td>Screen Sharing Tools</td>
<td>Floor Control Support</td>
<td>Support of Informal Role Changes (social Floor control)</td>
<td>M</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>5</td>
</tr>
<tr>
<td>10</td>
<td>Screen Sharing Tools</td>
<td>Floor Control Support</td>
<td>Support of Formal Role Changes (application/master-user mediated Floor control)</td>
<td>M</td>
<td>2</td>
<td>5</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>11</td>
<td>Screen Sharing Tools</td>
<td>Floor Control Support</td>
<td>Easiness of Role Changes</td>
<td>M</td>
<td>2</td>
<td>5</td>
<td>5</td>
<td>12,5</td>
</tr>
<tr>
<td>12</td>
<td>Screen Sharing Tools</td>
<td>Floor Control Support</td>
<td>Support of the Information &quot;Who is in which role&quot;</td>
<td>M</td>
<td>2</td>
<td>5</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>13</td>
<td>Screen Sharing Tools</td>
<td>Floor Control Support</td>
<td>Support of the Information &quot;Who is how long in which role&quot; along with Statistical Information of Time Spent in each Role</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>14</td>
<td>Screen Sharing Tools</td>
<td>Communication Possibilities</td>
<td>Support of a Speech Channel</td>
<td>H</td>
<td>5</td>
<td>25</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>15</td>
<td>Screen Sharing Tools</td>
<td>Communication Possibilities</td>
<td>Support of textual Chat</td>
<td>M</td>
<td>4</td>
<td>10</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>16</td>
<td>Screen Sharing Tools</td>
<td>Communication Possibilities</td>
<td>Support of a White-Board</td>
<td>M</td>
<td>4</td>
<td>10</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>17</td>
<td>Screen Sharing Tools</td>
<td>Communication Possibilities</td>
<td>Support of a Video Channel</td>
<td>L</td>
<td>5</td>
<td>5</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>18</td>
<td>Screen Sharing Tools</td>
<td>Communication Possibilities</td>
<td>Pair/Partner Finding Support</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>19</td>
<td>Screen Sharing Tools</td>
<td>Platform Independence</td>
<td>Support of Microsoft Windows</td>
<td>M</td>
<td>1</td>
<td>2,5</td>
<td>1</td>
<td>2,5</td>
</tr>
<tr>
<td>20</td>
<td>Screen Sharing Tools</td>
<td>Platform Independence</td>
<td>Support of Unix/Linux</td>
<td>M</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>2,5</td>
</tr>
<tr>
<td>Property-ID</td>
<td>Tool Category</td>
<td>Property Category</td>
<td>Property</td>
<td>Importance</td>
<td>NetMeeting</td>
<td>NetMeeting (weighted)</td>
<td>VNC</td>
<td>VNC (weighted)</td>
</tr>
<tr>
<td>-------------</td>
<td>---------------</td>
<td>-------------------</td>
<td>----------</td>
<td>------------</td>
<td>------------</td>
<td>---------------------</td>
<td>-----</td>
<td>--------------</td>
</tr>
<tr>
<td>21</td>
<td>Screen Sharing Tools</td>
<td>Platform Independence</td>
<td>Support of MacOS</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>22</td>
<td>Screen Sharing Tools</td>
<td>Usability</td>
<td>Intuitiveness of tool usage</td>
<td>H</td>
<td>3</td>
<td>15</td>
<td>5</td>
<td>25</td>
</tr>
<tr>
<td>23</td>
<td>Screen Sharing Tools</td>
<td>Usability</td>
<td>Easiness of Installation and configuration</td>
<td>L</td>
<td>4</td>
<td>4</td>
<td>5</td>
<td>5</td>
</tr>
<tr>
<td>24</td>
<td>Screen Sharing Tools</td>
<td>Usability</td>
<td>Easiness of Start up and establishing a session</td>
<td>M</td>
<td>3</td>
<td>7.5</td>
<td>5</td>
<td>12.5</td>
</tr>
<tr>
<td>25</td>
<td>Screen Sharing Tools</td>
<td>Usability</td>
<td>Stability</td>
<td>H</td>
<td>4</td>
<td>20</td>
<td>5</td>
<td>25</td>
</tr>
<tr>
<td>26</td>
<td>Screen Sharing Tools</td>
<td>Usability</td>
<td>Screen Actuality - Realtime-Probability</td>
<td>C</td>
<td>4</td>
<td>40</td>
<td>4</td>
<td>40</td>
</tr>
<tr>
<td>27</td>
<td>Screen Sharing Tools</td>
<td>Usability</td>
<td>Easiness of Collaboration</td>
<td>C</td>
<td>4</td>
<td>40</td>
<td>4</td>
<td>40</td>
</tr>
<tr>
<td>28</td>
<td>Screen Sharing Tools</td>
<td>Usability</td>
<td>Intuitiveness of User interface</td>
<td>M</td>
<td>3</td>
<td>7.5</td>
<td>5</td>
<td>12.5</td>
</tr>
<tr>
<td>29</td>
<td>Screen Sharing Tools</td>
<td>Usability</td>
<td>Need for other tools</td>
<td>H</td>
<td>4</td>
<td>20</td>
<td>2</td>
<td>10</td>
</tr>
<tr>
<td>30</td>
<td>Screen Sharing Tools</td>
<td>Usability</td>
<td>Support of Session Management</td>
<td>M</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>31</td>
<td>Screen Sharing Tools</td>
<td>Tool</td>
<td>Off-the-shelf - Commercial</td>
<td>L</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>32</td>
<td>Screen Sharing Tools</td>
<td>Tool</td>
<td>Off-the-shelf - Open Source</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>33</td>
<td>Screen Sharing Tools</td>
<td>Tool</td>
<td>Special Purpose</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>34</td>
<td>Screen Sharing Tools</td>
<td>Tool</td>
<td>IDE</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>35</td>
<td>Screen Sharing Tools</td>
<td>Tool</td>
<td>Viewer</td>
<td>L</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>36</td>
<td>Screen Sharing Tools</td>
<td>Tool</td>
<td>Configuration Management/Versioning Support</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>37</td>
<td>Screen Sharing Tools</td>
<td>Documentation</td>
<td>Documentation for Installation und configuration</td>
<td>L</td>
<td>5</td>
<td>5</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td>38</td>
<td>Screen Sharing Tools</td>
<td>Documentation</td>
<td>User Manual</td>
<td>L</td>
<td>4</td>
<td>4</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>87</td>
<td>390</td>
<td>69</td>
<td>327,5</td>
<td></td>
</tr>
</tbody>
</table>

*Table 16. Evaluation Results: Screen-Sharing Applications*
<table>
<thead>
<tr>
<th>Property-ID</th>
<th>Tool Category</th>
<th>Property Category</th>
<th>Property</th>
<th>Importance</th>
<th>ACE</th>
<th>COPPER</th>
<th>collab.netbeans (weighted)</th>
<th>COPPER (weighted)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Collaboration Aware Tools</td>
<td>Basic</td>
<td>Support of Collaboration Awareness</td>
<td>C</td>
<td>3</td>
<td>30</td>
<td>4</td>
<td>40</td>
</tr>
<tr>
<td>2</td>
<td>Collaboration Aware Tools</td>
<td>Basic</td>
<td>Support of Workspace Awareness</td>
<td>C</td>
<td>2</td>
<td>20</td>
<td>2</td>
<td>20</td>
</tr>
<tr>
<td>3</td>
<td>Collaboration Aware Tools</td>
<td>Support of Gesturing</td>
<td>Availability of a Second Pointer for the Navigator</td>
<td>C</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>4</td>
<td>Collaboration Aware Tools</td>
<td>Support of Gesturing</td>
<td>Availability of Semantic Adaptations of Pointers with Respect to Collaboration</td>
<td>M</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>5</td>
<td>Collaboration Aware Tools</td>
<td>Support of Gesturing</td>
<td>Suppression of Telepointer Jitter</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>6</td>
<td>Collaboration Aware Tools</td>
<td>Support of Gesturing</td>
<td>Support of Highlighting with Respect to Collaboration</td>
<td>H</td>
<td>4</td>
<td>20</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>7</td>
<td>Collaboration Aware Tools</td>
<td>Floor Control Support</td>
<td>Support of Floor Control</td>
<td>C</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>10</td>
</tr>
<tr>
<td>8</td>
<td>Collaboration Aware Tools</td>
<td>Floor Control Support</td>
<td>Support of Role Changes</td>
<td>C</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>5</td>
</tr>
<tr>
<td>9</td>
<td>Collaboration Aware Tools</td>
<td>Floor Control Support</td>
<td>Support of Informal Role Changes (social Floor control)</td>
<td>M</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>10</td>
<td>Collaboration Aware Tools</td>
<td>Floor Control Support</td>
<td>Support of Formal Role Changes (application/master-user mediated Floor control)</td>
<td>M</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>5</td>
</tr>
<tr>
<td>11</td>
<td>Collaboration Aware Tools</td>
<td>Floor Control Support</td>
<td>Easiness of Role Changes</td>
<td>M</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>5</td>
</tr>
<tr>
<td>12</td>
<td>Collaboration Aware Tools</td>
<td>Floor Control Support</td>
<td>Support of the Information &quot;Who is in which role&quot;</td>
<td>M</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>2,5</td>
</tr>
<tr>
<td>13</td>
<td>Collaboration Aware Tools</td>
<td>Floor Control Support</td>
<td>Support of the Information &quot;Who is how long in which role&quot; along with Statistical Information of Time Spent in each Role</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>14</td>
<td>Collaboration Aware Tools</td>
<td>Communication Possibilities</td>
<td>Support of a Speech Channel</td>
<td>H</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>15</td>
<td>Collaboration Aware Tools</td>
<td>Communication Possibilities</td>
<td>Support of textual Chat</td>
<td>M</td>
<td>0</td>
<td>0</td>
<td>5</td>
<td>12,5</td>
</tr>
<tr>
<td>16</td>
<td>Collaboration Aware Tools</td>
<td>Communication Possibilities</td>
<td>Support of a White-Board</td>
<td>M</td>
<td>2</td>
<td>5</td>
<td>2</td>
<td>5</td>
</tr>
<tr>
<td>17</td>
<td>Collaboration Aware Tools</td>
<td>Communication Possibilities</td>
<td>Support of a Video Channel</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>18</td>
<td>Collaboration Aware Tools</td>
<td>Communication Possibilities</td>
<td>Pair/Partner Finding Support</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>19</td>
<td>Collaboration Aware Tools</td>
<td>Platform Independence</td>
<td>Support of Microsoft Windows</td>
<td>M</td>
<td>1</td>
<td>2,5</td>
<td>1</td>
<td>2,5</td>
</tr>
<tr>
<td>20</td>
<td>Collaboration Aware Tools</td>
<td>Platform Independence</td>
<td>Support of Unix/Linux</td>
<td>M</td>
<td>2</td>
<td>5</td>
<td>2</td>
<td>1</td>
</tr>
<tr>
<td>21</td>
<td>Collaboration Aware Tools</td>
<td>Platform Independence</td>
<td>Support of macOS</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Property-ID</td>
<td>Tool Category</td>
<td>Property Category</td>
<td>Property</td>
<td>Importance</td>
<td>ACE</td>
<td>collab.netbeans (weighted)</td>
<td>COPER</td>
<td>COPER (weighted)</td>
</tr>
<tr>
<td>-------------</td>
<td>---------------</td>
<td>-------------------</td>
<td>----------</td>
<td>------------</td>
<td>-----</td>
<td>--------------------------</td>
<td>-------</td>
<td>-----------------</td>
</tr>
<tr>
<td>22</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Intuitiveness of tool usage</td>
<td>H</td>
<td>4</td>
<td>20</td>
<td>5</td>
<td>25</td>
</tr>
<tr>
<td>23</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Easiness of Installation and configuration</td>
<td>L</td>
<td>5</td>
<td>5</td>
<td>5</td>
<td>5</td>
</tr>
<tr>
<td>24</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Easiness of Start up and establishing a session</td>
<td>M</td>
<td>4</td>
<td>10</td>
<td>5</td>
<td>12.5</td>
</tr>
<tr>
<td>25</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Stability</td>
<td>H</td>
<td>2</td>
<td>10</td>
<td>4</td>
<td>20</td>
</tr>
<tr>
<td>26</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Screen Actuality - Realtime-Probability</td>
<td>C</td>
<td>5</td>
<td>50</td>
<td>1</td>
<td>10</td>
</tr>
<tr>
<td>27</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Easiness of Collaboration</td>
<td>C</td>
<td>3</td>
<td>30</td>
<td>3</td>
<td>30</td>
</tr>
<tr>
<td>28</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Intuitiveness of User interface</td>
<td>M</td>
<td>4</td>
<td>10</td>
<td>4</td>
<td>10</td>
</tr>
<tr>
<td>29</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Support of Syntaxhighlighting</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>5</td>
<td>5</td>
</tr>
<tr>
<td>30</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Need for other tools</td>
<td>H</td>
<td>4</td>
<td>20</td>
<td>4</td>
<td>20</td>
</tr>
<tr>
<td>31</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Support of Session Management</td>
<td>M</td>
<td>1</td>
<td>2.5</td>
<td>1</td>
<td>2.5</td>
</tr>
<tr>
<td>32</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>Off-the-shelf - Commercial</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>33</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>Off-the-shelf - Open Source</td>
<td>L</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>34</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>Special Purpose</td>
<td>L</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>35</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>IDE</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>36</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>Collaborative Editor</td>
<td>L</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>37</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>Configuration Management/Versioning Support</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>5</td>
<td>5</td>
</tr>
<tr>
<td>38</td>
<td>Collaboration Aware Tools</td>
<td>Documentation</td>
<td>Documentation for Installation and configuration</td>
<td>L</td>
<td>5</td>
<td>5</td>
<td>5</td>
<td>5</td>
</tr>
<tr>
<td>39</td>
<td>Collaboration Aware Tools</td>
<td>Documentation</td>
<td>User Manual</td>
<td>L</td>
<td>4</td>
<td>4</td>
<td>4</td>
<td>4</td>
</tr>
</tbody>
</table>

Table 17. Evaluation Results: Collaboration-Aware Applications (1)
<table>
<thead>
<tr>
<th>Property ID</th>
<th>Tool Category</th>
<th>Property Category</th>
<th>Property</th>
<th>importance</th>
<th>DocSynch</th>
<th>DocSynch (weighted)</th>
<th>Gobby</th>
<th>Gobby (weighted)</th>
<th>GrewpEdit</th>
<th>GrewpEdit (weighted)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Collaboration Tools</td>
<td>Basic</td>
<td>Support of Collaboration Awareness</td>
<td>C 4</td>
<td>40</td>
<td>40</td>
<td>4</td>
<td>40</td>
<td>4</td>
<td>40</td>
</tr>
<tr>
<td>2</td>
<td>Collaboration Tools</td>
<td>Basic</td>
<td>Support of Workspace Awareness</td>
<td>C 4</td>
<td>40</td>
<td>5</td>
<td>50</td>
<td>3</td>
<td>30</td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>Collaboration Tools</td>
<td>Support of Gesturing</td>
<td>Availability of a Second Pointer for the Navigator</td>
<td>C 0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>4</td>
<td>Collaboration Tools</td>
<td>Support of Gesturing</td>
<td>Availability of Semantic Adaptations of Pointers with Respect to Collaboration</td>
<td>M 0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>5</td>
<td>Collaboration Tools</td>
<td>Support of Gesturing</td>
<td>Suppression of Telepointer Jitter</td>
<td>L 0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>6</td>
<td>Collaboration Tools</td>
<td>Support of Gesturing</td>
<td>Support of Highlighting with Respect to Collaboration</td>
<td>H 0</td>
<td>0</td>
<td>1</td>
<td>5</td>
<td>3</td>
<td>15</td>
<td></td>
</tr>
<tr>
<td>7</td>
<td>Collaboration Tools</td>
<td>Floor Control</td>
<td>Support of Floor Control</td>
<td>C 4</td>
<td>40</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>8</td>
<td>Collaboration Tools</td>
<td>Floor Control</td>
<td>Support of Role Changes</td>
<td>C 3</td>
<td>30</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>9</td>
<td>Collaboration Tools</td>
<td>Floor Control</td>
<td>Support of Informal Role Changes (social Floor control)</td>
<td>M 0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>10</td>
<td>Collaboration Tools</td>
<td>Floor Control</td>
<td>Support of Formal Role Changes (application/master-user mediated Floor control)</td>
<td>M 40</td>
<td>10</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>11</td>
<td>Collaboration Tools</td>
<td>Floor Control</td>
<td>Easiness of Role Changes</td>
<td>M 3</td>
<td>7.5</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>12</td>
<td>Collaboration Tools</td>
<td>Floor Control</td>
<td>Support of the Information &quot;Who is in which role&quot;</td>
<td>M 4</td>
<td>10</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>13</td>
<td>Collaboration Tools</td>
<td>Floor Control</td>
<td>Support of the Information &quot;Who is how long in which role&quot; along with Statistical Information of Time Spent in each Role</td>
<td>L 0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>14</td>
<td>Collaboration Tools</td>
<td>Communication</td>
<td>Support of a Speech Channel</td>
<td>H 0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>15</td>
<td>Collaboration Tools</td>
<td>Communication</td>
<td>Support of textual Chat</td>
<td>M 5</td>
<td>12.5</td>
<td>5</td>
<td>12.5</td>
<td>3</td>
<td>7.5</td>
<td></td>
</tr>
<tr>
<td>16</td>
<td>Collaboration Tools</td>
<td>Communication</td>
<td>Support of a White-Board</td>
<td>M 0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>3</td>
<td></td>
</tr>
<tr>
<td>17</td>
<td>Collaboration Tools</td>
<td>Communication</td>
<td>Support of a Video Channel</td>
<td>L 0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>18</td>
<td>Collaboration Tools</td>
<td>Communication</td>
<td>Pair/Partner Finding Support</td>
<td>L 2</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>19</td>
<td>Collaboration Tools</td>
<td>Platform Independence</td>
<td>Support of Microsoft Windows</td>
<td>M 1</td>
<td>2.5</td>
<td>1</td>
<td>2.5</td>
<td>1</td>
<td>2.5</td>
<td></td>
</tr>
<tr>
<td>20</td>
<td>Collaboration Tools</td>
<td>Platform Independence</td>
<td>Support of Unix/Linux</td>
<td>M 2</td>
<td>5</td>
<td>2</td>
<td>5</td>
<td>2</td>
<td>5</td>
<td></td>
</tr>
<tr>
<td>21</td>
<td>Collaboration Tools</td>
<td>Platform Independence</td>
<td>Support of MacOS</td>
<td>L 1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>22</td>
<td>Collaboration Tools</td>
<td>Usability</td>
<td>Intuitiveness of tool usage</td>
<td>H 4</td>
<td>20</td>
<td>5</td>
<td>25</td>
<td>4</td>
<td>20</td>
<td></td>
</tr>
<tr>
<td>Property-ID</td>
<td>Tool Category</td>
<td>Property Category</td>
<td>Property</td>
<td>Importance</td>
<td>DocSynch</td>
<td>DocSynch (weighted)</td>
<td>Gobby</td>
<td>Gobby (weighted)</td>
<td>GrewpEdit</td>
<td>GrewpEdit (weighted)</td>
</tr>
<tr>
<td>-------------</td>
<td>---------------</td>
<td>-------------------</td>
<td>----------</td>
<td>------------</td>
<td>----------</td>
<td>---------------------</td>
<td>-------</td>
<td>----------------</td>
<td>------------</td>
<td>---------------------</td>
</tr>
<tr>
<td>23</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Easiness of Installation and configuration</td>
<td>L</td>
<td>2</td>
<td>2</td>
<td>5</td>
<td>5</td>
<td>4</td>
<td>4</td>
</tr>
<tr>
<td>24</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Easiness of Start up and establishing a session</td>
<td>M</td>
<td>4</td>
<td>10</td>
<td>4</td>
<td>10</td>
<td>3</td>
<td>7,5</td>
</tr>
<tr>
<td>25</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Stability</td>
<td>H</td>
<td>5</td>
<td>25</td>
<td>2</td>
<td>10</td>
<td>5</td>
<td>25</td>
</tr>
<tr>
<td>26</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Screen Actuality - Realtime-Probability</td>
<td>C</td>
<td>2</td>
<td>20</td>
<td>5</td>
<td>50</td>
<td>4</td>
<td>40</td>
</tr>
<tr>
<td>27</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Easiness of Collaboration</td>
<td>C</td>
<td>3</td>
<td>30</td>
<td>5</td>
<td>50</td>
<td>5</td>
<td>50</td>
</tr>
<tr>
<td>28</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Intuitiveness of User interface</td>
<td>M</td>
<td>2</td>
<td>5</td>
<td>4</td>
<td>10</td>
<td>4</td>
<td>10</td>
</tr>
<tr>
<td>29</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Support of Syntaxhighlighting</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>30</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Need for other tools</td>
<td>H</td>
<td>4</td>
<td>20</td>
<td>4</td>
<td>20</td>
<td>3</td>
<td>15</td>
</tr>
<tr>
<td>31</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Support of Session Management</td>
<td>M</td>
<td>1</td>
<td>2,5</td>
<td>1</td>
<td>2,5</td>
<td>1</td>
<td>2,5</td>
</tr>
<tr>
<td>32</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>Off-the-shelf - Commercial</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>33</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>Off-the-shelf - Open Source</td>
<td>L</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>34</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>Special Purpose</td>
<td>L</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>35</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>IDE</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>36</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>Collaborative Editor</td>
<td>L</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>37</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>Configuration Management/Versioning Support</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>38</td>
<td>Collaboration Aware Tools</td>
<td>Documentation</td>
<td>Documentation for Installation and configuration</td>
<td>L</td>
<td>3</td>
<td>3</td>
<td>5</td>
<td>5</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>39</td>
<td>Collaboration Aware Tools</td>
<td>Documentation</td>
<td>User Manual</td>
<td>L</td>
<td>3</td>
<td>3</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

Table 18. Evaluation Results: Collaboration-Aware Applications (2)
<table>
<thead>
<tr>
<th>Property ID</th>
<th>Tool Category</th>
<th>Property Category</th>
<th>Property</th>
<th>Importance</th>
<th>MoonEdit</th>
<th>MoonEdit (weighted)</th>
<th>PEP - Pair Eclipse Programming</th>
<th>PEP - Pair Eclipse Programming (weighted)</th>
<th>TalkAndWrite plugin for Skype</th>
<th>TalkAndWrite plugin for Skype (weighted)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Collaboration Aware Tools</td>
<td>Basic</td>
<td>Support of Collaboration Awareness</td>
<td>C</td>
<td>2</td>
<td>20</td>
<td>3</td>
<td>30</td>
<td>4</td>
<td>40</td>
</tr>
<tr>
<td>2</td>
<td>Collaboration Aware Tools</td>
<td>Basic</td>
<td>Support of Workspace Awareness</td>
<td>C</td>
<td>4</td>
<td>40</td>
<td>2</td>
<td>20</td>
<td>5</td>
<td>50</td>
</tr>
<tr>
<td>3</td>
<td>Collaboration Aware Tools</td>
<td>Support of Gesturing</td>
<td>Availability of a Second Pointer for the Navigator</td>
<td>C</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>5</td>
<td>50</td>
</tr>
<tr>
<td>4</td>
<td>Collaboration Aware Tools</td>
<td>Support of Gesturing</td>
<td>Availability of Semantic Adaptations of Pointers with Respect to Collaboration</td>
<td>M</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>10</td>
</tr>
<tr>
<td>5</td>
<td>Collaboration Aware Tools</td>
<td>Support of Gesturing</td>
<td>Suppression of Telepointer Jitter</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>4</td>
</tr>
<tr>
<td>6</td>
<td>Collaboration Aware Tools</td>
<td>Support of Gesturing</td>
<td>Support of Highlighting with Respect to Collaboration</td>
<td>H</td>
<td>3</td>
<td>15</td>
<td>1</td>
<td>5</td>
<td>3</td>
<td>15</td>
</tr>
<tr>
<td>7</td>
<td>Collaboration Aware Tools</td>
<td>Floor Control Support</td>
<td>Support of Floor Control</td>
<td>C</td>
<td>0</td>
<td>0</td>
<td>3</td>
<td>30</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>8</td>
<td>Collaboration Aware Tools</td>
<td>Floor Control Support</td>
<td>Support of Role Changes</td>
<td>C</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>40</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>9</td>
<td>Collaboration Aware Tools</td>
<td>Floor Control Support</td>
<td>Support of Informal Role Changes (social Floor control)</td>
<td>M</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>10</td>
<td>Collaboration Aware Tools</td>
<td>Floor Control Support</td>
<td>Support of Formal Role Changes (application/master-user mediated Floor control)</td>
<td>M</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>10</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>11</td>
<td>Collaboration Aware Tools</td>
<td>Floor Control Support</td>
<td>Easiness of Role Changes</td>
<td>M</td>
<td>0</td>
<td>0</td>
<td>5</td>
<td>12,5</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>12</td>
<td>Collaboration Aware Tools</td>
<td>Floor Control Support</td>
<td>Support of the Information &quot;Who is in which role&quot;</td>
<td>M</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>10</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>13</td>
<td>Collaboration Aware Tools</td>
<td>Floor Control Support</td>
<td>Support of the Information &quot;Who is how long in which role&quot; along with Statistical Information of Time Spent in each Role</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>14</td>
<td>Collaboration Aware Tools</td>
<td>Communication Possibilities</td>
<td>Support of a Speech Channel</td>
<td>H</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>5</td>
<td>25</td>
</tr>
<tr>
<td>15</td>
<td>Collaboration Aware Tools</td>
<td>Communication Possibilities</td>
<td>Support of textual Chat</td>
<td>M</td>
<td>0</td>
<td>0</td>
<td>5</td>
<td>12,5</td>
<td>5</td>
<td>12,5</td>
</tr>
<tr>
<td>16</td>
<td>Collaboration Aware Tools</td>
<td>Communication Possibilities</td>
<td>Support of a White-Board</td>
<td>M</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>5</td>
<td>3</td>
<td>7,5</td>
</tr>
<tr>
<td>17</td>
<td>Collaboration Aware Tools</td>
<td>Communication Possibilities</td>
<td>Support of a Video Channel</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>5</td>
<td>5</td>
</tr>
<tr>
<td>18</td>
<td>Collaboration Aware Tools</td>
<td>Communication Possibilities</td>
<td>Pair/Partner Finding Support</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>19</td>
<td>Collaboration Aware Tools</td>
<td>Platform Independence</td>
<td>Support of Microsoft Windows</td>
<td>M</td>
<td>1</td>
<td>2,5</td>
<td>1</td>
<td>2,5</td>
<td>1</td>
<td>2,5</td>
</tr>
<tr>
<td>20</td>
<td>Collaboration Aware Tools</td>
<td>Platform Independence</td>
<td>Support of Unix/Linux</td>
<td>M</td>
<td>1</td>
<td>2,5</td>
<td>2</td>
<td>5</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>21</td>
<td>Collaboration Aware Tools</td>
<td>Platform Independence</td>
<td>Support of MacOS</td>
<td>L</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>22</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Intuitiveness of tool usage</td>
<td>H</td>
<td>4</td>
<td>20</td>
<td>4</td>
<td>20</td>
<td>5</td>
<td>25</td>
</tr>
<tr>
<td>Property-ID</td>
<td>Tool Category</td>
<td>Property Category</td>
<td>Property</td>
<td>Importance</td>
<td>MoonEdit</td>
<td>MoonEdit (weighted)</td>
<td>PEP - Pair Eclipse Programming</td>
<td>PEP - Pair Eclipse Programming (weighted)</td>
<td>TalkAndWrite plug-in for Skype</td>
<td>TalkAndWrite plug-in for Skype (weighted)</td>
</tr>
<tr>
<td>-------------</td>
<td>---------------</td>
<td>------------------</td>
<td>----------</td>
<td>------------</td>
<td>----------</td>
<td>-------------------</td>
<td>-----------------------------</td>
<td>--------------------------------</td>
<td>-----------------------------</td>
<td>--------------------------------</td>
</tr>
<tr>
<td>23</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Easiness of installation and configuration</td>
<td>L</td>
<td>4</td>
<td>4</td>
<td>4</td>
<td>4</td>
<td>5</td>
<td>5</td>
</tr>
<tr>
<td>24</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Easiness of start up and establishing a session</td>
<td>M</td>
<td>5</td>
<td>12,5</td>
<td>2</td>
<td>5</td>
<td>5</td>
<td>12,5</td>
</tr>
<tr>
<td>25</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Stability</td>
<td>H</td>
<td>5</td>
<td>25</td>
<td>3</td>
<td>15</td>
<td>3</td>
<td>15</td>
</tr>
<tr>
<td>26</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Screen Actuality - Realtime-Probability</td>
<td>C</td>
<td>5</td>
<td>50</td>
<td>5</td>
<td>50</td>
<td>4</td>
<td>40</td>
</tr>
<tr>
<td>27</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Easiness of Collaboration</td>
<td>C</td>
<td>5</td>
<td>50</td>
<td>3</td>
<td>30</td>
<td>3</td>
<td>30</td>
</tr>
<tr>
<td>28</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Intuitiveness of User interface</td>
<td>M</td>
<td>3</td>
<td>7,5</td>
<td>4</td>
<td>10</td>
<td>5</td>
<td>12,5</td>
</tr>
<tr>
<td>29</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Support of Syntaxhighlighting</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>5</td>
<td>5</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>30</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Need for other tools</td>
<td>H</td>
<td>3</td>
<td>15</td>
<td>4</td>
<td>20</td>
<td>4</td>
<td>20</td>
</tr>
<tr>
<td>31</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Support of Session Management</td>
<td>M</td>
<td>3</td>
<td>7,5</td>
<td>1</td>
<td>2,5</td>
<td>1</td>
<td>2,5</td>
</tr>
<tr>
<td>32</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>Off-the-shelf - Commercial</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>33</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>Off-the-shelf - Open Source</td>
<td>L</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>34</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>Special Purpose</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>35</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>IDE</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>36</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>Collaborative Editor</td>
<td>L</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>37</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>Configuration Management/Versioning Support</td>
<td>L</td>
<td>0</td>
<td>0</td>
<td>5</td>
<td>5</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>38</td>
<td>Collaboration Aware Tools</td>
<td>Documentation</td>
<td>Documentation for Installation and configuration</td>
<td>L</td>
<td>3</td>
<td>3</td>
<td>0</td>
<td>0</td>
<td>5</td>
<td>5</td>
</tr>
</tbody>
</table>

Table 19. Evaluation Results: Collaboration-Aware Applications (3)
<table>
<thead>
<tr>
<th>Property ID</th>
<th>Tool Category</th>
<th>Property Category</th>
<th>Property</th>
<th>Importance</th>
<th>XPairtise</th>
<th>XPairtise (weighted)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Collaboration Aware Tools</td>
<td>Basic</td>
<td>Support of Collaboration Awareness</td>
<td>C</td>
<td>5</td>
<td>50</td>
</tr>
<tr>
<td>2</td>
<td>Collaboration Aware Tools</td>
<td>Basic</td>
<td>Support of Workspace Awareness</td>
<td>C</td>
<td>5</td>
<td>50</td>
</tr>
<tr>
<td>3</td>
<td>Collaboration Aware Tools</td>
<td>Support of Gesturing</td>
<td>Availability of a Second Pointer for the Navigator</td>
<td>C</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>4</td>
<td>Collaboration Aware Tools</td>
<td>Support of Gesturing</td>
<td>Availability of Semantic Adaptations of Pointers with Respect to Collaboration</td>
<td>M</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>5</td>
<td>Collaboration Aware Tools</td>
<td>Support of Gesturing</td>
<td>Suppression of Telepointer Jitter</td>
<td>L</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>6</td>
<td>Collaboration Aware Tools</td>
<td>Support of Gesturing</td>
<td>Support of Highlighting with Respect to Collaboration</td>
<td>H</td>
<td>4</td>
<td>20</td>
</tr>
<tr>
<td>7</td>
<td>Collaboration Aware Tools</td>
<td>Floor Control Support</td>
<td>Support of Floor Control</td>
<td>C</td>
<td>5</td>
<td>50</td>
</tr>
<tr>
<td>8</td>
<td>Collaboration Aware Tools</td>
<td>Floor Control Support</td>
<td>Support of Role Changes</td>
<td>C</td>
<td>4</td>
<td>40</td>
</tr>
<tr>
<td>9</td>
<td>Collaboration Aware Tools</td>
<td>Floor Control Support</td>
<td>Support of Informal Role Changes (social Floor control)</td>
<td>M</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>10</td>
<td>Collaboration Aware Tools</td>
<td>Floor Control Support</td>
<td>Support of Formal Role Changes (application/master-user mediated Floor control)</td>
<td>M</td>
<td>5</td>
<td>12,5</td>
</tr>
<tr>
<td>11</td>
<td>Collaboration Aware Tools</td>
<td>Floor Control Support</td>
<td>Easiness of Role Changes</td>
<td>M</td>
<td>5</td>
<td>12,5</td>
</tr>
<tr>
<td>12</td>
<td>Collaboration Aware Tools</td>
<td>Floor Control Support</td>
<td>Support of the Information &quot;Who is in which role&quot;</td>
<td>M</td>
<td>5</td>
<td>12,5</td>
</tr>
<tr>
<td>13</td>
<td>Collaboration Aware Tools</td>
<td>Floor Control Support</td>
<td>Support of the Information &quot;Who is how long in which role&quot; along with Statistical Information of Time Spent in each Role</td>
<td>L</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>14</td>
<td>Collaboration Aware Tools</td>
<td>Communication Possibilities</td>
<td>Support of a Speech Channel</td>
<td>H</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>15</td>
<td>Collaboration Aware Tools</td>
<td>Communication Possibilities</td>
<td>Support of textual Chat</td>
<td>M</td>
<td>5</td>
<td>12,5</td>
</tr>
<tr>
<td>16</td>
<td>Collaboration Aware Tools</td>
<td>Communication Possibilities</td>
<td>Support of a White-Board</td>
<td>M</td>
<td>3</td>
<td>7,5</td>
</tr>
<tr>
<td>17</td>
<td>Collaboration Aware Tools</td>
<td>Communication Possibilities</td>
<td>Support of a Video Channel</td>
<td>L</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>18</td>
<td>Collaboration Aware Tools</td>
<td>Communication Possibilities</td>
<td>Pair/Partner Finding Support</td>
<td>L</td>
<td>3</td>
<td>3</td>
</tr>
<tr>
<td>19</td>
<td>Collaboration Aware Tools</td>
<td>Platform Independence</td>
<td>Support of Microsoft Windows</td>
<td>M</td>
<td>1</td>
<td>2,5</td>
</tr>
<tr>
<td>20</td>
<td>Collaboration Aware Tools</td>
<td>Platform Independence</td>
<td>Support of Unix/Linux</td>
<td>M</td>
<td>2</td>
<td>5</td>
</tr>
<tr>
<td>21</td>
<td>Collaboration Aware Tools</td>
<td>Platform Independence</td>
<td>Support of MacOS</td>
<td>L</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>22</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Intuitiveness of tool usage</td>
<td>H</td>
<td>4</td>
<td>20</td>
</tr>
<tr>
<td>23</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Easiness of Installation and configuration</td>
<td>L</td>
<td>3</td>
<td>3</td>
</tr>
<tr>
<td>Property-ID</td>
<td>Tool Category</td>
<td>Property Category</td>
<td>Property</td>
<td>Importance</td>
<td>XPairtise</td>
<td>XPairtise (weighted)</td>
</tr>
<tr>
<td>-------------</td>
<td>---------------</td>
<td>-------------------</td>
<td>----------</td>
<td>------------</td>
<td>----------</td>
<td>---------------------</td>
</tr>
<tr>
<td>24</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Easiness of Start up and establishing a session</td>
<td>M</td>
<td>4</td>
<td>10</td>
</tr>
<tr>
<td>25</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Stability</td>
<td>H</td>
<td>5</td>
<td>25</td>
</tr>
<tr>
<td>26</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Screen Actuality - Realtime-Probability</td>
<td>C</td>
<td>4</td>
<td>40</td>
</tr>
<tr>
<td>27</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Easiness of Collaboration</td>
<td>C</td>
<td>5</td>
<td>50</td>
</tr>
<tr>
<td>28</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Intuitiveness of User interface</td>
<td>M</td>
<td>4</td>
<td>10</td>
</tr>
<tr>
<td>29</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Support of Syntaxhighlighting</td>
<td>L</td>
<td>5</td>
<td>5</td>
</tr>
<tr>
<td>30</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Need for other tools</td>
<td>H</td>
<td>4</td>
<td>20</td>
</tr>
<tr>
<td>31</td>
<td>Collaboration Aware Tools</td>
<td>Usability</td>
<td>Support of Session Management</td>
<td>M</td>
<td>1</td>
<td>2.5</td>
</tr>
<tr>
<td>32</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>Off-the-shelf - Commercial</td>
<td>L</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>33</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>Off-the-shelf - Open Source</td>
<td>L</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>34</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>Special Purpose</td>
<td>L</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>35</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>IDE</td>
<td>L</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>36</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>Collaborative Editor</td>
<td>L</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>37</td>
<td>Collaboration Aware Tools</td>
<td>Tool</td>
<td>Configuration Management/Versioning Support</td>
<td>L</td>
<td>5</td>
<td>5</td>
</tr>
<tr>
<td>38</td>
<td>Collaboration Aware Tools</td>
<td>Documentation</td>
<td>Documentation for installation und configuration</td>
<td>L</td>
<td>3</td>
<td>3</td>
</tr>
<tr>
<td>39</td>
<td>Collaboration Aware Tools</td>
<td>Documentation</td>
<td>User Manual</td>
<td>L</td>
<td>1</td>
<td>1</td>
</tr>
</tbody>
</table>

Table 20. Evaluation Results: Collaboration-Aware Applications (4)