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Kurzfassung

Die Blockchain-Technologie hat sich seit der Einführung von Bitcoin kontinuierlich
weiterentwickelt. Mit dem Aufkommen von Ethereum im Jahr 2014 legten Program-
me mit einem vordefinierten Regelsatz, sogennante ’Smart Contracts’, den Grundstein
für die Blockchain-Technologie über Kryptowährungen hinaus. Anschließend wurde die
Blockchain-Technologie in verschiedenen Sektoren eingesetzt, darunter Lieferkettenmana-
gement, Immobilien, Gesundheitswesen und viele mehr, und bot zahlreiche Vorteile wie
Effizienz, Transparenz und Unveränderlichkeit. In den folgenden Jahren entstanden zahl-
reiche weitere Smart-Contract-Plattformen, darunter Neo, EOS, Cardano und Algorand,
die Alternativen zu Ethereum darstellten. Dies stellt Unternehmen und Entwickler vor die
Herausforderung, die für ihre Anforderungen am besten geeignete Plattform auszuwählen.
Wir erstellen einen Kriterienkatalog und vergleichen diese fünf Plattformen aus Entwick-
lungssicht. Dieser Katalog umfasst Schlüsselmerkmale wie die Verfügbarkeit von Doku-
mentationen, die Installationsfreundlichkeit, Sprachunterstützung und das Engagement
der Community. Wir haben drei praktische Anwendungsfälle identifiziert: einen fungiblen
Token, einen nicht-fungiblen Token und ein einfaches Supply-Chain-Management-System.
Die Implementierung dieser Anwendungsfälle auf allen fünf Platformen ermöglicht es uns,
die Stärken und Schwächen jeder Plattform zu erkennen und sie aus praktischer Sicht
anhand zuvor definierter Kriterien zu vergleichen. Während der Implementierung wurden
verschiedene Aspekte aufgezeichnet, wie Aufwand, Vertragslänge, Anzahl der Schwie-
rigkeiten und eine Schätzung des erforderlichen Erfahrungsniveau, um einen gegebenen
Anwendungsfall auf einer bestimmten Plattform zu entwickeln. Während wir die Unter-
schiede zwischen den Plattformen erforschen, ihre Stärken und Schwächen bewerten und
die möglichen Auswirkungen für Entwickler betonen, bietet unsere Forschung wertvolle
Erkenntnisse, um Entwicklern bei der Auswahl der am besten geeigneten Plattform zu
helfen.
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Abstract

Blockchain technology has been continually evolving since the inception of Bitcoin. With
Ethereum’s emergence in 2014, programs with a predefined set of rules, known as ’Smart
Contracts,’ established the foundation of blockchain technology beyond cryptocurrencies.
Subsequently, blockchain technology began to be applied in diverse sectors, including
supply chain management, real estate, healthcare, and many more, offering numerous
benefits such as efficiency, transparency, and immutability. In the years that followed, a
variety of other smart contract platforms, including Neo, EOS, Cardano, and Algorand,
came into existence, presenting alternatives to Ethereum. This poses a challenge for
companies and developers when selecting the most suitable platform for their needs.
We establish a catalogue of criteria and compare these five platforms from a development
perspective. This catalogue encompasses key features such as documentation availability,
ease of installation, language support, and community engagement. We identify three
practical use-cases: a fungible token, a non-fungible token, and a simple supply chain
management system. Implementing these use-cases across all platforms allows us to
discern each platform’s strengths and weaknesses and to compare them from the practical
point of view using previously defined criteria. During the implementation, we record
various aspects such as effort, contract length, number of difficulties, and an estimation
of the experience level required to develop a given use-case on a specific platform. As we
explore the distinctions between the platforms, evaluate their strengths and weaknesses,
and underscore the potential implications for developers, our research provides valuable
insights to aid developers in selecting the most appropriate platform.
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CHAPTER 1
Introduction

Motivation
In 1982 David Chaum first proposed a protocol similar to blockchain, as we know it
today, in his dissertation "Computer Systems Established, Maintained and Trusted by
Mutually Suspicious Groups" [33]. Although the protocol itself has been developed
and improved over the years throughout various scientific studies, the first blockchain
was conceptualized in 2008 when Satoshi Nakamoto created Bitcoin. In "Bitcoin: A
peer-to-peer electronic cash system" [52] Nakamoto introduced the fundamental notions
of blockchain technology providing the foundation of today’s smart contract platforms.

As the only purpose of Bitcoin was to serve as a digital currency, at that time, blockchain
has often been wrongly identified as Bitcoin. In the following years, as the technology
evolved and Vitalik Buterin developed Ethereum, it was clear that there were other use
cases eligible for blockchain, and not just cryptocurrencies. Ethereum is a smart contract-
based blockchain, which enables the development of different kinds of applications.

Computer scientist Nick Szabo defined the term "smart contract" in the 90s as a "set of
promises, specified in digital form, including protocols within which the parties perform on
these promises" [59]. Just like the blockchain did not find its adoption before Nakamoto
created Bitcoin, the term "smart contract" only became identified as a general-purpose
computation on a blockchain or distributed ledger with the development of Ethereum in
2015.

Ever since Ethereum was built and many applications have been developed on it, notable
issues arose concerning scalability of the network, transaction fees, etc. These led to
the development of many interesting smart contract platforms that should provide an
alternative to Ethereum and potentially solve issues that Ethereum has.
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1. Introduction

Problem Statement and Research Questions
Ethereum, one of the most well-known platforms for smart contracts, has certainly played
a critical role in advancing blockchain technology. Despite its pioneering status and
popularity, however, Ethereum may not necessarily be the most suitable choice for every
type of application. In the ever-evolving blockchain landscape, developers and companies
must carefully consider a plethora of alternatives to determine the best fit for their
specific use case. Over recent years, several of these alternative smart contract platforms
have gained prominence, adding to the complexity of choice for developers or enterprises
looking to create decentralized applications (dApps). Given this diversity, it becomes
crucial to examine the unique offerings of each platform, their strengths and weaknesses,
and the specific contexts in which they excel.

Some of these platforms are designed to focus on particular industries or applications.
For instance, VeChain is purpose-built for supply chain management, aiming to enhance
traceability and operational efficiency. In contrast, other platforms like Neo, Algorand,
Cardano, and EOS have a broader focus. Rather than catering to a particular use case,
these platforms provide a more general-purpose infrastructure for developing a wide
range of dApps. Existing comparisons of these platforms often focus on technical and
performance aspects without covering a wide range of platforms. This thesis aims to
close this gap and provide a structured comparison of several use-case-agnostic smart
contract platforms from a developer’s perspective, including Ethereum, Neo, Algorand,
Cardano, and EOS.

For an effective comparison of the selected platforms, each must undergo a thorough
evaluation where the following questions are addressed:

• RQ: Which aspects of platforms are relevant for this specific group?

• RQ: What are the key differences of the selected platforms?

• RQ: What are the main strengths and weaknesses of the selected platforms?

Methodology
Systematic literature review

Initially, a systematic literature review of Ethereum, Neo, Algorand, Cardano, and
EOS as smart contract platforms is necessary to understand the fundamental concepts,
properties, and limitations inherent to these platforms.
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Creation of a catalog of criteria for comparison (technical perspective)

To derive a catalog of criteria for comparison, a further review of existing literature,
wherein the main research topic has been the comparison between these platforms, is
required. It is important to note that not all platforms will be compared simultaneously.
However, for the successful creation of a criteria catalog, it is sufficient that at least some
of the platforms are compared.

Definition of three common use cases for decentralized applications

Once the literature review is completed, three common use cases for decentralized
applications will be defined. Each use case will be implemented across all platforms,
serving as a test input for the subsequent comparison.

Creation of catalog of criteria for comparison (developer’s perspective)

After defining the use cases and gaining an understanding of the various platforms, a
catalog of criteria from a developer’s perspective will be established. This catalog will
encapsulate key properties that should be taken into consideration when selecting a smart
contract platform for developing a decentralized application. It is intended to provide
developers with a clearer view of the ease, or potential difficulty, associated with using a
particular platform (or blockchain) for a specific use case. Criteria such as ease of setup,
availability of documentation, and examples of contracts, among others, will be included
in the catalog. The creation of two such catalogues of criteria will provide an answer to
the first research question.

Implementation of use cases on selected platforms

Defining a catalog of criteria from a developer’s perspective is a critical step before begin-
ning to implement use cases on various platforms. As these use cases are implemented, we
will record our personal experiences with each platform, guided by the criteria outlined
in the previously defined catalog.

Evaluation of the selected platforms based on derived criteria (developer’s
perspective)

Ultimately, platforms will be evaluated and compared based on the findings. The main
differences will be elaborated upon, including their strengths and weaknesses. This should
provide meaningful insight for developers when choosing a platform for their decentralized
application. Through this discussion, the second and third research questions will be
answered.

3



1. Introduction

Structure
The remainder of the thesis is structured as follows: Chapter 2 presents related work in
which smart contract platforms were compared. We summarize the significant properties
in these comparisons, i.e., the criteria used to compare these platforms. This allows
for a better understanding and enables us to derive our catalog of criteria. In Chapter
3, we define two criteria catalogues from technical and development perspectives. We
describe the meaning of each criterion and its significance in the choice of the platform.
Chapter 4 briefly compares selected smart contract platforms using the technical catalogue
defined in the previous chapter. Chapter 5 outlines three use-cases we plan to implement
across various platforms, allowing us to compare these platforms and evaluate their
results. This chapter discusses the use-cases for fungible tokens, non-fungible tokens,
and supply chain management. Furthermore, it presents three straightforward scenarios
that, once accomplished, would mark the successful completion of these use-cases. In
Chapter 6, the author’s educational background and professional experience are noted
to lend a certain degree of credibility to the results. Furthermore, the comparison
metric for implementation is defined, and all software versions used are documented
to ensure reproducibility. Chapter 7 provides a detailed and structured comparison of
selected platforms based on the development perspective catalogue defined in Chapter
3. In Chapter 8, we consolidate the findings from Chapters 6 and 7, discussing the key
differences between the platforms and examining the strengths and weaknesses of each
one. Furthermore, we group factors that may influence the choice of the platforms and
emphasize limitations and future research opportunities. Finally, Chapter 9 concludes
the thesis.
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CHAPTER 2
Related Work

This chapter addresses related work in the context of a comparison of different smart
contract platforms. As this paper covers following platforms: Ethereum, Neo, EOS,
Cardano, Algorand, it presents scientific works that have contributed to the writing
of this paper, by either discussing some criteria or discussing numerous use-cases of a
certain or multiple smart contract platform(s).

In their article "Comparison of Ethereum, Hyperledger Fabric and Corda", Valenta
Martin and Sandner Philipp [60] discuss and give a brief analysis of the most notable
differences between Ethereum, Hyperledger Fabric, and Corda. They are arguing how
the development of both Fabric and Corda were driven by specific use-cases, whereby
Ethereum "present itself utterly independent of any specific field of application". They
have also provided criteria to note the differences between the platforms, using governance,
mode of operation, and consensus among others.

It is worth mentioning that some of the younger platforms are trying to solve problems
that Ethereum has that have not been solved yet, i.e., blockchain’s trilemma. Ethereum’s
creator, Vitalik Buterin, said that having two out of three properties (scalability, security,
decentralization) is achievable, but having all of them simultaneously is hard. That being
said, it is clear that most blockchain’s whitepapers or other scientific papers compare
different platforms to Ethereum.

EOS is a platform that tackled Ethereum’s scaling issue. Xu et al. stated that EOS is
"...a platform for smart contract development and decentralized storage in an attempt
to address the common scalability issues found in popular blockchain systems such as
Ethereum and Bitcoin." [62] In "EOS.IO blockchain data analysis" Song et al. examine
transaction data in the EOS blockchain and analyze the data in the Ethereum and EOS
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2. Related Work

chains from a complex network perspective. [57]
In their recent work "Blockchain Development Platforms: Performance Comparison"
Iman Dernayka and Ali Chehab compare EOS and Ethereum to help developers select the
most appropriate platform as a Blockchain back-end for their applications.[37] However,
they only evaluated the performance of the respective blockchains by triggering and
measuring basic operations from the decentralized application they have developed on
both platforms. They have also covered an architectural comparison between EOS and
Ethereum, but the structural comparison has not been done.

Bareis constructed a structural catalogue of criteria for comparison of Ethereum and
NEO in his work "Comparison of Ethereum and NEO as smart contract platforms". [30]
The catalogue consists of 4 main categories having several sub-categories. These are
Project, Blockchain Properties, Platform and Development and Execution and Operation.
The catalogue was created by structured literature research and will be used as a reference
to describe different platforms from a technical point of view in this paper as well. This
will be described in more detail in the next chapter (Chapter 3), section 3.1

Mogavero et al. compare Algorand with Ethereum concerning the blockchain’s trilemma
as Algorand claimed to have resolved Buterin’s concerns. [48] Algorand’s founder Silvio
Micali says that Algorand technology satisfies all three properties simultaneously. It
provides high scalability by obtaining up to 125x the Bitcoin’s transaction throughput
while offering the possibility to run smart contracts with limited but non-trivial capabilities
to run decentralized computations. An important feature of Algorand is that transactions
are finalized as soon as they appear on-chain since Algorand’s blockchain forks only
with negligible probability. One of the criteria was to measure costs and computations
in blockchains by observing computational effectiveness, since in some cases, it can be
connected with scalability.
As they wanted to answer the question "Which blockchain is more appropriate to run
a certain natural decentralized computation?" they have also used a natural use-case -
auctions, that require decentralized computations and traditionally involve a trusted
party.[39]

Yongpu et al. analyze several different blockchains, namely Binance Smart Chain,
Polkadot, Cardano, Avalanche, Polygon, Tron, Elrond, Cosmos, and Fantom, and compare
them in terms of their degree of decentralization. [42] They believe that behind the
excellent performance of many popular blockchains attempting to solve the blockchain
trilemma, there is a sacrifice of decentralization. On the other hand, Niss et al. evaluate
the performance and scalability of blockchain protocols using an existing framework.
Their paper aimed to highlight the differences in performance between Ethereum, which
was utilizing Proof-of-Work at that time, and Cardano, a Proof-of-Stake blockchain. [53]

As it can be seen, these papers compare a single or multiple (two in most cases) platform(s)

6



to Ethereum, by either using some specific criteria (transaction speed, execution costs,
etc.) or a specific use-case. However, there is not a single paper that discusses and
compares multiple platforms to each other from a development perspective, i.e. that
analyzes what platform is more suitable for a certain use-case and in that way help a
developer choose an appropriate smart contract platform. To tackle this and to better
understand how different platforms work, in the following chapters we will create another
catalogue of criteria and compare these platforms from a development point of view.
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CHAPTER 3
Catalogues of Criteria

We base our detailed structured comparison of different smart contract platforms on
a set of carefully selected criteria. Since the focus of this work is on the development
perspective, we divide the criteria into two catalogues, one for technical aspects and one
for development aspects. In this chapter, we describe the criteria of the two catalogues
that we use for our comparison.

3.1 Technical Perspective
The criteria regarding the technical perspective are taken from [30],[31], where the author
did systematic literature research in order to derive a comprehensive catalogue of criteria
for the technical comparison of Ethereum and NEO as smart contract platforms. Even
though development aspects were not a focus in that work, some criteria pertain to this
aspect. Therefore, we slightly regroup the criteria from [30], [31]. For the development
aspect, we also take the relevant criteria from [30], [31] and add a few new ones.

3.1.1 Project
The Project category comprises three criteria: Objectives, Origin and Organization, and
Governance. It specifies what are the objectives of each smart contract platform, who or
what organization governs the project and in which direction does the platform develop.

Objectives

This criterion reflects the main objectives of the selected platform and explores what
are the use-cases that a certain platform concentrates on. As important as it is to know
which use-case and target group your application is being built for, it is crucial to pick a
smart contract platform that suits your needs best.

9



3. Catalogues of Criteria

Origin and Organization

The origin-country of a blockchain and the organization behind it also play an important
role when deciding which platform for smart contracts to choose as there might be many
legal requirements and regulations that need to be dealt with. A couple of examples
of how important this might be are multiple bans of cryptocurrencies and mining in
India and China in 2021 only [27], [26], [54]. Although this may not be crucial for the
development of decentralized applications, it still has to be considered as a potential risk.

Governance

Governance is a term that relates to the decision-making process of a platform for
smart contracts, i.e., who can propose changes and how a decision on which changes
will be implemented is made. Governance mechanisms can be off-chain and on-chain.
Off-chain governance mechanism includes public discussions, proposals, and collectivelly
aggreed-upon dates, whereas on-chain includes stakeholders that vote with native coins
to make changes to the blockchain directly. [28]

3.1.2 Blockchain Properties
The development of smart contracts highly depends on the underlying blockchain. There-
fore it is important to discuss and elaborate on blockchain properties as some of these
properties affect operation costs, transaction volumes, and future integration and devel-
opment of the application.

Consensus Protocol

An important criterion that influences operation costs and transaction volumes is a
consensus protocol. The consensus mechanism guarantees blockchain integrity, i.e., that
a state, value, or any other piece of information is correct and has been agreed upon by
most nodes.

Interoperability

Interoperability represents the possibility of one blockchain to interact with and use ser-
vices of another blockchain. These interactions could relate to data transfer, verification
of the data, transfer of digital assets, or use of the computational capacity of another
blockchain network. There are several ways to achieve interoperability as stated by [43]:

• Interaction between a legacy system and a blockchain platform.

• Interaction between two blockchain platforms.

• Interaction between smart contracts of a decentralized application.

10



3.1. Technical Perspective

It is an important criterion to consider since it improves blockchain scalability and
helps achieve a higher degree of decentralization. Thus, when developing decentralized
applications blockchain interoperability could be beneficial to reach a higher number of
users and a better distribution of a decentralized application. [50]

3.1.3 Execution and Operation
The execution and operation section covers several blockchain properties that could
influence smart contracts execution and the functionality of a decentralized application.

Block Time

Block time refers to the approximate time it takes to produce a new block in a blockchain.
This criterion also affects transaction confirmation speed measured in transactions per
second. There is a simple and effective way to lower the block time by increasing the
block size. However, there is a constant debate whether this may affect the security of
a decentralized network. On the other hand, higher block time means enough time to
update nodes in a network and lower the number of rejected blocks.

Block Confirmation Time

Block confirmation time is defined as the time between the moment a blockchain transac-
tion has been submitted to the blockchain network and the moment when it is included
in the block. Depending on a network’s architecture, this time can be reduced by offer-
ing higher transaction fees. As Bareis stated in his work, the block confirmation time
influences the application’s design and thus needs to be taken into consideration when
designing decentralized applications. [30]

Throughput

Throughput is described as the number of processed transactions per one second. It is
usually affected by the platform’s underlying mechanisms, like consensus protocol or
network configuration, i.e., if it is a private or public network. Picking the right platform
is crucial if scalability is one of the important aspects of a decentralized application. By
knowing the throughput of the network it can be seen whether the network satisfies users’
needs or not.

Execution Costs

Many blockchain networks charge a certain fee for executing smart contracts. These
fees are influenced by the usage of the computational resources of the network. They
vary based on several factors, e.g., what operation is being executed, if the network is
congested at the moment and the users need to pay higher fees for their transactions to
be processed, etc. Some operations are more expensive than others. That being said, for
example, in Ethereum an operation on permanent storage is much more expensive than
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3. Catalogues of Criteria

an arithmetic operation. [61]

Furthermore, fees are charged in a native currency of a blockchain network, e.g., Ether
in Ethereum, Matic in Polygon Network, etc. Another point that influences execution
costs is the volatility of the native currency at the moment of transaction execution.

When evaluating a smart-contract platform, execution costs and the platform’s fee model
are helpful to be able to predict future costs of an application.

3.2 Development Perspective
The criteria covered in this section give an overview of the key aspects of smart contract
platforms from a non-technical point of view. In addition to the technical aspects,
non-technical ones might even play a more important role when choosing a suitable
smart contract platform for a particular use-case. As previously said, some of the criteria
are taken from [ Bar19], [BDAS20 ], whereas others are added based on personal work
experience as a software developer. The comparison of different smart contract platforms
based on these criteria will be conducted in Chapter 7.

3.2.1 Blockchain Properties
The blockchain properties section consists of three criteria and covers some of the most
significant aspects when it comes to the ease of a concrete blockchain setup and use,
which could highly affect the choice of a certain smart contract platform.

Chain Availability

One of the conditions for successfully deploying decentralized applications on a blockchain,
is the mainnet availability. If the mainnet of the blockchain is not available yet, the
application can not be used or its usage is very limited. On the other side, to have a
successful lunch of the application, the application should be well tested beforehand.
Blockchains’ testnets represent blockchain environments, similar to the mainnets, in
which users can test their applications. The importance of testing is immense since the
blockchain is immutable and, as such, transactions, once mined, cannot be reversed,
which could lead to severe consequences. Projects that have multiple testnets available
allow users to test their application on multiple environments, and as such ensure the
robustness of the software. Hence, this criterion discusses the availability of mainnet and
testnets of different blockchains.

Permission Type

The permission type criterion denotes whether the chain is public, or private, i.e. per-
missionless or permissioned. The term "public blockchain" refers to a blockchain that
does not require authentication of participant identities nor any kind of authorization
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3.2. Development Perspective

of participant’s rights. On the contrary, "private blockchain" refers to a blockchain
where both, authentication and authorization are implied. Since blockchain is a highly
use-case-specific technology, this criterion might affect the decision about the choice of a
smart contract platform based on the underlying chain.[44]

Local Blockhain Instance Setup

Besides test networks, developers usually run the application on a local blockchain
instance before deploying it to the mainnet. This is another way of testing functionality
and the correctness of the application. This criterion refers to how hard it is to set up
such a network and get it up and running. It also compares and discusses if there are
any limitations and prerequisites that may impede the development of an application on
a specific platform.

3.2.2 Official Documentation and Support
This section covers two criteria: Language Support and Documentation. Apart from
blockchain types and other technical and architectural aspects of a decentralized applica-
tion, these two criteria might be the most important ones for developers when deciding
which platform to pick. In the following subsections, we explain what will be compared
and evaluated.

Language Support

Every platform uses its programming language. Many of these platforms also support
multiple languages, making it easier for developers to choose a platform that promotes
a language they are familiar with. In case developers have to learn a new language,
that could incur additional costs for a responsible organization. Therefore, this crite-
rion compares platforms with regard to programming languages. It answers questions like:

• What is the main language of the platform?

• Are other languages supported?

• What languages exactly are supported?

Documentation

Apart from supported languages, how well a particular platform is documented plays
a crucial role. If a chosen platform is not well documented, developers might struggle
to implement and deliver a decentralized application on time or at all. This could have
negative consequences, either for a company or the application itself, increasing further
costs. This criterion refers to the availability of the official documentation and its quality
and will be evaluated based on the following aspects:
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3. Catalogues of Criteria

• Is the smart contract platform as a concept explained?

• Is the necessary tech stack given and explained?

• Are some of the basic topics covered (e.g., developing, compiling, testing, deploying
smart contracts)

• Are some advanced topics for more complex applications and use-cases covered?

3.2.3 Extended Documentation

The extended documentation refers to further pieces of information including unofficial
parts. It comprises contributions from the community, exemplary contracts, educational
material, and tutorials. These are all means of support where the developers could look
for any help needed.

Community

Most of the time, community support is the support of the highest value for developers.
When it comes to developing decentralized applications on different smart contract
platforms, it can be that developers can ask questions directly to the team responsible
for the development of a specific platform and get help in that way. Although this is
possible, it might not always be necessary. The community is represented by active users,
contributors, and platform enthusiasts. This criterion compares platforms based on their
social media engagement (e.g., Twitter, Facebook), active forums (e.g., Reddit), chat
rooms, and groups (e.g., Discord, Telegram). It assesses how active the community is
based on the time when the last question was asked and answered and how long it takes
to get the question answered.

Exemplary Contracts

When developing a decentralized application, it can be helpful to have some exemplary
contracts to rely on or some contracts that developers and the community have checked
and verified against any security flaws. This criterion answers the question of their
existence and availability.

Educational Material and Tutorials

Some platforms provide additional tutorials, where the active users of a specific platform
publish their code-base or the full implementation of a particular topic (e.g., crowdfunding
application). As for the "Exemplary Contracts" subsection, questions about their existence
and availability will be addressed and answered in this paper.
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3.2.4 Platform Development
Every platform has its development tools, testing environments, and standards. The
development tools, so as testing environments, help developers build and test decentralized
applications. If the platform implements specific standards, it is beneficial to understand
them and implement them adequately.

Tools

Despite the increasing popularity, smart contract development remains somewhat limited
due to its special design and application. [63] According to a survey conducted in [63]
one of the challenges that many developers face is that the existing tools for development
are still very basic. Besides, in the follow-up survey with developers, 88% of developers
agreed that it is challenging to debug a smart contract and that there is a lack of powerful
interactive debuggers compared to traditional software development. Consequently, this
means that there is a need for improved tools suitable for smart contract development,
e.g., specialized IDEs and debuggers.

This section discusses and elaborates on the availability of different tools for a particular
smart contract platform that should make it easier to develop a decentralized application.
Otherwise, the lack of adequate tools may cause higher costs, a steeper learning curve,
and an increased number of bugs.

Standards

A smart contract standard is a set of rules that smart contracts must comply with.
These standards improve smart contracts’ security, interoperability, and re-usability and
therefore play an important role when evaluating smart contract platforms. [31] This
section discusses which standards exist, which use-case they are used for, and which
smart contract platform implements them.
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CHAPTER 4
Comparison of Platforms from a

Technical Perspective

In this chapter, we will briefly explore the technical perspectives of the various platforms
under discussion, comparing them based on the catalogue of criteria developed by Bareis
et al. [30]

4.1 Objectives
All platforms we discuss in our thesis are classified as general-purpose blockchains. This
means they are designed to support a wide range of decentralized applications (dApps)
rather than being optimized for a specific use case. Ethereum’s main objective is to
provide security with decentralization [18], as well as Cardano’s and Algorand’s. [40]
[5]. On the other hand, EOS emphasizes scalability and high throughput as its main
advantages [15], while Neo focuses on digital assets and identities. [25]

4.2 Origin and Organization
The Ethereum Foundation was established in Switzerland as a non-profit organization
in 2014, with the primary objective of bolstering Ethereum’s development. In China,
the Neo Foundation was founded to act as a strategic guide for the Neo platform. This
organization is tasked with laying out the strategic goals, driving adoption, and ensuring
the platform’s technological advancement, all while fostering a vibrant and self-sustaining
ecosystem [25] The Algorand blockchain is backed by Algorand, a company based in
Boston, Massachusetts, as well as by the non-profit Algorand Foundation. In 2017, the
private company Block.one developed and launched the EOS blockchain and later released
it as open-source software. IOHK, the private company, founded by Charles Hoskinson
and Jeremy Wood, developed and released Cardano blockchain to the public in 2017.
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4.3 Governance

As stated in Ethereum’s whitepaper, Ethereum governance takes place off-chain, with
various stakeholders involved in the process. The stakeholder list comprises several entities,
such as Ether holders, application users, node operators, Ethereum Improvement Proposal
(EIP) authors, validators, protocol developers, and application/tooling developers.[18]
Similarly, Neo is also community-driven, where NEO holders participate in governance by
voting for a Neo Council to oversee the management of the Neo blockchain. [24] Though
Cardano is administered by three independent entities - the Cardano Foundation, IOHK,
and Emurgo - its governance is also dictated by its community. Token holders, as network
stakeholders, are entitled and incentivized to vote on proposals for the development
or upgrade of the blockchain and its ecosystem. [6] Unlike Ethereum, the majority of
EOS governance occurs on-chain. While anyone is free to submit new policy or code
change proposals, these must receive a majority vote before being incorporated into the
codebase. Nonetheless, discussions related to governance, which can influence decisions
made on-chain, still occur in an off-chain environment. [8] Contrarily, the Algorand
network is governed by the Algorand Foundation. However, the foundation is devoted to
further decentralizing the network and entrusting more decision-making power to the
broader Algorand community. [2]

4.4 Consensus Protocol

All selected platforms utilize similar consensus mechanisms, specifically variants of
proof-of-stake (PoS). The Neo protocol employs a Delegated Byzantine Fault Tolerant
(dBFT) consensus mechanism, while Algorand uses a decentralized Byzantine Agreement
that leverages pure proof-of-stake (Pure PoS). Both Ethereum and Cardano employ a
traditional PoS mechanism, and EOS has implemented delegated proof-of-stake (dPoS).
The above-mentioned consensus mechanisms vary in the methods they use to select
validators and the type of security models they employ. Moreover, each of these consensus
mechanisms has its trade-offs between security, decentralization, and scalability.

4.5 Interoperability

Neo achieves cross-chain interoperability with its NeoX protocol, which is divided into
two components: cross-chain asset exchange and cross-chain distributed transactions.
Algorand has developed a new standard, Algorand State Proofs (ASP), to enable inter-
operability between blockchains. It utilizes what is referred to as ’light clients’—efficient
software that tracks the state of the blockchain—to provide a simple, trustless interface
for inter-blockchain communication. [4] Similarly, EOS has also developed its Inter-
Blockchain Communication Protocol (IBC). This IBC mechanism is facilitated through
a suite of smart contracts, specifically the IBC Bridge and the Wrap/Lock Token. [9]
On the other hand, Ethereum achieves interoperability through bridges and Layer 2
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solutions. Concurrently, Input Output Global (IOG) provides a sidechain toolkit and
technical specifications to enable interoperability on the Cardano platform. [5]

4.6 Block Time
Among the blockchain platforms in our selection, two exhibit significantly different
block times, while the rest have more comparable durations. EOS has the fastest block
production time, generating a new block every 0.5 seconds. [58] Algorand ranks as the
second-best platform, with a block production time of approximately 3.6 seconds. [20]
Cardano, Neo, and Ethereum have more comparable times. The block creation time for
Ethereum is roughly 15 seconds, although it can peak at times to around 30 seconds. [49]
Cardano produces a new block every 20 seconds, whereas Neo does it in approximately
15 seconds.

4.7 Block Confirmation Time
Confirmation time refers to the duration between the moment a transaction is submitted
to a blockchain network and the moment it is officially recorded in a confirmed block. In
blockchains using Proof-of-Work (PoW) or Proof-of-Stake (PoS) consensus mechanisms,
transactions finality is achieved over time in a probabilistic way by utilizing confirmations.
In Neo, each block requires agreement from a 2/3 majority of consensus nodes before it
is committed to the blockchain. Because each potential block must receive full network
consensus in this manner before acceptance, transactions in Neo achieve absolute finality
as soon as they are confirmed within a single block. [25] For the same reason, the
Algorand blockchain has also an instant transaction finality, meaning that the chain is
fast to confirm new blocks. [20] However, Ethereum’s Proof-of-Stake protocol stipulates
that for a block to be incorporated into the blockchain, it must be staked with Ether
by at least 2/3 of the validators. Hence, the average time to achieve transaction finality
is 14 minutes. In EOS the Last Irreversible Block (LIB) is the block that has achieved
15/21 consensus and it takes about 3 minutes to finalize it. On the other side, Cardano
documentation says that the transaction finality can be achieved in approximately one
day according to Ouroboros consensus design.

4.8 Throughput
One major issue that blockchain faces is scalability. Ethereum currently processes 24
transactions per second on average. On the other hand, Algorand’s documentation
asserts that it can process 6,000 transactions per second. Recent studies by Algorand
indicate a new benchmark in transaction processing, demonstrating its capability to
handle 10,000 transactions per second. [3] When it comes to Neo, using the dBFT
consensus mechanism, which generates a block in about 15 to 20 seconds, the transaction
throughput is gauged to reach up to approximately 1,000 transactions per second. [25] In
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its whitepaper, EOS maintains that its blockchain possesses the potential to scale up to
one million transactions per second [12]. Nevertheless, the company behind it announced
in 2018 that they have achieved 6,000 transactions per second. Regrettably, we could
not find any more recent studies or performance tests. Cardano can accommodate 250
transactions per second [46], and it is currently developing a layer-2 solution, the Hydra
protocol. This upgrade should enhance scalability and enable Cardano to process up to
1,000 transactions per second. [19]

4.9 Execution Costs
Execution costs refer to the expenses required to perform computational operations on
the blockchain. Most platforms impose these costs in their native currencies, which
means the total costs can fluctuate based on the currency’s value when converted to fiat
money. Ethereum’s fees are paid based on the gas required to complete a transaction.
Gas is a measurement unit for the computational effort required to complete a specific
operation on Ethereum. It can be calculated as follows:

total fee = units of gas used * (base fee + priority fee)

where base fee is set by protocol and priority fee is a value the user sets as a tip to
the validator. [16] It is also important to mention that fees usually depend on network
congestion.
Neo blockchain introduces similar calculation mechanism having system fees (instruction
fee, storage fee, system call fee) and network fees (network byte fee, script verification
fee). On the other side, Algorand does not have a gas concept. The minimum fee on
the Algorand blockchain is 1,000 microAlgos or 0.001 Algo. The size of the transaction
determines fees, and users have the option to increase these fees to prioritize their
transactions, especially during peak network traffic when blocks are consistently filled.
Cardano uses its fee system to cover transaction fees and long-term storage costs of
transactions. These fees are constructed around two constants (dependence of the
transaction cost on the size of the transaction (a) and payable fee (b)), hence minimal
fees are calculated as follows:

total fee = a * size(tx) + b

EOS introduced a different concept when compared to all the other platforms. Namely,
EOS tokens can be sent or received, and applications built on its network can be used
without incurring fees. EOS token holders leverage the resources of the blockchain
to interact with and operate applications on the network. The protocol periodically
generates new EOS tokens to reward those entities that run the network, effectively
replacing transaction fees with inflation. This system forms an ecosystem where the
network bears the cost of fees rather than charging individual users for each transaction
they make. [7]

20



CHAPTER 5
Use-case Definitions

5.1 Fungible Token
Because of its nature, blockchain technology is well-suited for empowering financial
transactions. A transaction, once validated, becomes irreversible, permanent, verifiable,
and secure on the blockchain. Bitcoin is the first application of a digital token (currency)
powered by blockchain technology. With the emergence of Ethereum in 2015, the growth
of decentralized applications began to increase, thereby contributing to the creation of
digital tokens that developers used to interact with decentralized applications. This led
to a new era where any scarce asset, and not only currency, could become tokenized,
thus further expanding blockchain development and usage. [34]

Fungible tokens, per definition, are blockchain tokens that usually have either a fixed
supply or follow a specific and transparent supply schedule. Furthermore, they are
interchangeable and equal in value, therefore being a trusted means of conducting
transactions in the blockchain.
In blockchain technology, we differentiate two major types of tokens: currencies and
tokens. Currencies, also known as coins, are units of a value usually native to a blockchain.
It is used to incentivize the network of participants to use the blockchain (e.g., Bitcoin,
Ethereum, Litecoin).

On the other side, tokens are governed by a smart contracts and are built on top of
the protocol, having other functionalities, rather then being just an exchange of value.
Tokens can have different utilities and their value depends on the value of underlying
assets or services that these tokens represent. [45].
Not many years passed until developers realized they can tokenize projects and sell
tokens to fund their projects. This is how new way of fundraising was born - Initial Coin
Offerings (ICOs). [34]
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Even nowadays, this is the most common use-case for blockchain. According to Coingecko
there are 12,906 distinct tokens/coins. 1. This is the first use-case we will be implementing
and comparing different smart contract platforms.

A simple scenario is defined as follows:

1. A token with the name "SimpleToken", the symbol "STK", having a fixed supply,
will be created and deployed to the blockchain.

2. The balance of the creator’s address is checked and verified to contain a certain
number of STK tokens (e.g., 1000).

3. A new address will be created and verified to contain 0 STK tokens.

4. 300 STK tokens will be transferred to the newly created address.

5. The newly created address will be verified to contain 300 STK tokens.

6. The creator’s address will be verified to contain 700 STK tokens.

After all 6 steps have been successfully processed and verified, the use-case is considered
done and successfull.

Methods and functionalities of fungible tokens are derived from the analysis of different
platforms and their token implementations. Every fungible token should adhere to the
following rules:

1. A token should have a defined name (e.g. Ethereum)

2. A token should have a defined symbol (e.g. ETH)

3. A token should have a defined supply (e.g. 10 000)

Following list represent list of minimum functionalities each token should contain:

1. Method: Total Supply

input value empty
return value number
description Returns a total number of coins in circulation

1https://www.coingecko.com/; Last accessed on: 12.09.2022
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2. Method: Balance

input value address of an account
return value number
description Returns an amount of tokens owned by the account address

3. Method: Transfer

input value sender address, recipient address, amount of tokens to transfer
return value boolean
description Transfers a specified amount of tokens from sender’s address to

the recipient’s address, if possible. The amount is then deducted
from the sender’s account.

5.2 Non-fungible Token
As the Internet evolved throughout the last two decades, a new era of digital content
creation began, and with time such content became available to almost everyone. Further-
more, becoming available to the majority, it became the preferred and most widespread
means of advertising, marketing, and business.

Despite digitizing content through online, legal platforms (e.g., Google, Youtube), there
has always been and still is the creation and sharing of pirated content (e.g., on black-
market sites). Deductively, it is challenging for the original authors (e.g., artists, musicians,
brands) to verify and profit from their digital content. [35]

One application of blockchain technology that tackles this problem is non-fungible tokens
(NFTs). In contrast to a fungible token, a non-fungible token is a unique digital asset
stored on the blockchain and is not interchangeable with other digital assets. In addition,
it has different properties contained in its metadata, which determine the difference in
appearance, scarcity, rarity, utility, and many other factors that could affect the value of
a token. For example, a hat signed by a famous basketball player has more value than
the same hat in a regular shop, despite all other similar characteristics and appearance.

One of the main advantages of blockchain is that everything is immutable and publicly
verifiable by anyone once saved to the blockchain. Thus, NFTs can be efficiently used
to record the ownership of digital media (e.g., images, videos) or real-world items (e.g.,
paintings, music records). In that way, creators can claim their ownership of an NFT and
collect royalties not only from the initial sale but also from future sales. Furthermore, all
the details of reselling, royalties, and ownership rights are sealed in and regulated by a
smart contract.
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We used the previously described use-case to explain non-fungible tokens, how they can
be relevant, and what importance they have for day-to-day life. As we already know,
many blockchains support fungible tokens. However, there is also a strong indication
of the growth of blockchains supporting non-fungible tokens. Therefore we decided to
construct a simple use-case where we will transfer and confirm the ownership of the
non-fungible token to compare different smart contract platforms, i.e., blockchains.

A simple scenario is defined as follows:

1. A token with the name "NFTToken", and the total supply of 1 (since it is a unique
token) will be minted.

2. The new address will be created and verified to have 0 NFT tokens.

3. The freshly minted NFTToken will be transferred to the newly created address.

4. The verification of ownership will take place. The newly created address ought to
be the owner.

5. The address that created the token should not posses the NFTToken anymore.

As before, after all 5 steps have been successfully processed and verified, the use-case is
considered done and successful.

Methods and functionalities of non-fungible tokens are derived from the analysis of
different platforms and their token implementations.
Every non-fungible token should adhere to the following rules:

1. A token should have a defined name (e.g. Ethereum)

2. A token should have a defined symbol (e.g. ETH)

3. A token should have a defined unique identifier (e.g. tokenURI)

Following list represent list of minimum functionalities each token should contain:

1. Method: Owner

input value token ID
return value string
description Returns the address of the account that is owner of the NFT with

the given token ID.
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2. Method: Balance

input value address of an account
return value number
description Returns an amount of tokens owned by the account address

3. Method: Transfer

input value sender address, recipient address, token ID
return value boolean
description Transfers a token with the given token ID from sender’s address

to the recipient’s address, if possible.

5.3 Supply Chain Management

Supply chain management, represents the management of the flow of goods and services
between multiple organizations and locations (i.e., a production flow) from the beginning
- starting with the raw components to the very end - by delivering goods and services to
the final consumer. In this way, a network of businesses and relationships is created to
cut the total costs, increase efficiency, drive customer value, and fulfill demand.

The created network consists of several business entities, among which are producers,
suppliers, freight forwarders, warehouses, distributors, and retailers, all working together,
as mentioned above, to acquire raw materials, transform the materials into a specified
final product, and deliver the product to the final customers. [38]

Due to globalization, a modern supply chain has evolved into highly complex value
networks making its management and control more difficult. Each of these participants
in a supply chain process has to keep its record of transactions and do proper data
management to ensure efficiency. With such a high number of involved parties, there is
a high probability of erroneous and maliciously altered data. Furthermore, it becomes
challenging to trace the history of food, verify the source of raw materials and maintain
the visibility of a product and merchandise as they move along the supply chain, which
is becoming increasingly important for modern companies. [55]

Such a high motivation for traceability and transparency comes from many different
reasons, among which are the attestation of product origin, quality and identity, com-
pliance with the international regulations, compliance with the international standards
and certifications, marketing strategies, and most important, reacting or preventing any
possible sanitary outbreak due to food safety issues. [36]
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Blockchain, as a distributed shared ledger technology, could help tackle this issue and
provide complete transparency and traceability of products even with an enormously
high number of stakeholders, with the help of its consensus mechanism and shared ledger.
As known, every node on a blockchain platform maintains and validates transactions in
the shared ledger. Therefore, all stakeholders would have a duplicate of all transactional
records and access permission to monitor the process flow. [32]

With its characteristics, blockchain significantly reduces the need for centralized trusted
authorities that operate and maintain the whole system, allowing customers to inspect
the chain of custody and transactions from raw materials to the end sale. [56]

The blockchain is still in its early stages, and there always exist difficulties concerning
organizational, regulatory, technological, and policy-oriented aspects of supply chain
management application. However, we decided to implement this use-case as one with
high potential and one of the clearest examples of blockchain applications. In that way,
we compare different smart contract platforms.

Hence, we defined the following actors and the simple scenario of a coffee supply chain:

1. Farmer is in charge of harvesting, processing, packing, selling, and shipping coffee
beans to a distributor.

2. Distributor is in charge of buying coffee beans from a farmer and distributing
them to a retailer.

3. Retailer receives coffee beans from a distributor and makes them available for end
consumers.

4. Consumer purchases coffee beans from a retailer.

Additionally, there are different states of the supply chain we defined to denote how far
the coffee is along the chain:

Harvested, Processed, Packed, ForSale, Sold, Shipped, Received, Purchased.

The following points describe the use-case scenario and a simple supply chain management
process. The use-case is considered successful if all steps are correctly executed. The
figure below the description (Figure 5.1) represents the state diagram of the scenario.

26



5.3. Supply Chain Management

1. A farmer harvests coffee beans and marks them ’harvested’.

2. After being harvested, a farmer processes coffee beans and marks them ’processed’.

3. After processing, a farmer packs coffee beans and changes their state to ’packed’.

4. After being processed and packed, a farmer wants to sell coffee beans, changing
their state to ’for sale’.

5. A distributor buys coffee beans and sets their state to ’sold’.

6. Afterwards, a distributor ships coffee beans and sets the state to ’shipped’.

7. Once beans have been shipped, a receiver can mark them ’received’.

8. In the end, a customer can purchase coffee beans which sets the state of coffee
beans to ’purchased’.

Figure 5.1: State diagram of a simplified coffee supply chain scenario
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Furthermore, every coffee item (not coffee bean) should have the following properties:

1. sku - Stock Keeping Unit

2. upc - Universal Product Code, generated by a farmer, verifiable by consumer

3. ownerID - a blockchain address of a current owner

4. farmerID - a blockchain address of a farmer

5. productID - a unique product id - a combination of sku and upc

6. itemState - a state of an item

7. productPrice - a price of an item

8. distributorID - a blockchain address of a distributor

9. retailerID - a blockchain address of a retailer

10. consumerID - a blockchain address of a consumer

The use-case should also implement the following methods, whereby the authorization has
been omitted here but will be implemented according to the specifications of a specific
platform.

1. Method: Harvest Item

input value universal product code
return value void
description Adds a new item as a part of the harvest and sets the item’s state

to ’harvested.’

2. Method: Process Item

input value universal product code
return value void
description Sets the state of the item with the given universal process code to

’processed.’

3. Method: Pack Item

input value universal product code
return value void
description Sets the state of the item with the given universal process code to

’packed.’
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4. Method: Sell Item

input value universal product code, price
return value void
description Sets the price of the item with the given universal process code

and changes its state to ’for sale.’

5. Method: Buy Item

input value universal product code
return value void
description Checks if a distributor offered enough money to buy the item with

the given universal product code; if positive, changes the ownership
of the item to the distributor ; transfers the money from distributor
to the farmer and sets the state of the item to ’sold’.

6. Method: Ship Item

input value universal product code
return value void
description Sets the state of the item with the given universal process code to

’shipped.’

7. Method: Receive Item

input value universal product code
return value void
description Sets the state of the item with the given universal process code to

’received’ and changes the ownership of the item to the retailer

8. Method: Purchase Item

input value universal product code
return value void
description Sets the state of the item with the given universal process code to

’purchased’ and changes the ownership of the item to the consumer
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CHAPTER 6
Implementation

In the previous chapter, we defined three use-cases, with the help of which we will
compare different blockchains based on our previously described catalog of criteria from
a development perspective.
This chapter introduces us to the implementation details of the selected use-cases, tools
used, and their versions so that the reproduction could be possible at any time. It also
states the author’s personal and professional experience to support the results and facts
presented below and to help the reader understand how we deducted the results. In
addition, it introduces several categories that are used as a comparison metric and also
defines measurements for each category.

6.1 Personal experience
The author of the research paper has completed the Bachelor’s program in Software
and Information Engineering at the Vienna University of Technology and attends the
Master’s program in the area of Software Engineering and Internet Computing at the
same university. Besides, he has worked as a Java software developer in a multinational
technology company for over three years, focusing on supply chain management. Further-
more, at the time of writing, he works as a blockchain developer for another international
company, providing diverse solutions concerning non-fungible tokens and supply chain
management.

6.2 Comparison metric
To assess and describe the implementation we defined following categories:
Contract length, Time to code, Experience level and Difficulty occurrence.
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It is essential to mention that categories are assessed based on the same measurement
scale (Low, Medium, High), but each scale has a different meaning in every category. We
describe the details and the context of each category and measurement scale below.

Contract length

Although the length of a contract does not necessarily mean more complexity, it could
introduce potential security risks and higher maintenance. This metric refers to the
number of lines of code. Since we have clearly defined the basic functionalities of each
use-case in Chapter 6, this category could be helpful to see how blockchains implement
different functions to complete a specific task (e.g., some blockchains might use a library
or have a built-in function). Thus, it might denote how much code is boilerplate code. It
is also firmly interconnected with other relevant categories and could indicate ease of use,
time to code, experience, and maintenance levels.
By analyzing implementations of the aforementioned use-cases we determined the following
measurements:

• Low - refers to contracts that have less than 100 lines of code.

• Medium - refers to contracts that have between 100 and 300 lines of code.

• High - refers to contracts that have above 300 lines of code.

Time spent

This metric is undoubtedly not crucial when choosing a blockchain for development.
However, it could indicate how steep a learning curve might be or how complicated it
is to utilize a particular chain. Like the previous metric, time spent is influenced by
many factors, among which are the developer’s experience level, the complexity of a
use-case, and the frequency of difficulty occurrence. More specifically, this metric defines
how many working hours were necessary to set up everything, write the code and get it
running. Considering the definition, we introduce the following measurements:

• Low - less then 10 working hours.

• Medium - between 10 and 20 working hours.

• High - more than 20 working hours.

Experience level

Experience level is a metric that refers to years of experience needed in a software
engineering field to understand and implement a specific use-case by using either known
or unknown technology. In this case, the emphasis is on a general software engineering
experience and not specifically on the experience in the blockchain field. The metric,
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again, could suggest if the particular blockchain is more complicated to setup and use
than the other; how complex is the use-case, but it is also highly dependent on an
individual’s knowledge.
It comprises following measurements:

• Low - 0 to 3 years of experience

A developer is familiar with the basics of software engineering and is capable of
applying the knowledge to implement simple tasks.

• Medium - 3 to 5 years of experience

A developer has a solid knowledge of software engineering practices and can apply
them to implement more complex tasks. He/She is also familiar with different
technologies and thus can grasp the basics of the new technology faster.

• High - more than 5 years of experience

A developer has a deep knowledge of software engineering practices. As a result,
he/she can utilize multiple platforms, tools and technologies to design, plan and
implement complex tasks.

Difficulty occurrence

All blockchain projects assessed in this research paper are stable, although the technology
is relatively new. Therefore, when choosing a blockchain for a project, it is significant
to have access to resources to reduce the number of possible difficulties. Difficulty
occurrence represents a metric defined as a frequency of difficulties encountered during
the implementation of selected use-cases. A difficulty, in this case, is defined as follows:

• Lack of specific documentation

• Unclear documentation

• Non-existing examples

• Lack of an active community

• OS compatibility

• Any code-related limitations (e.g., compiler compatibility)

As in previous cases, we define measurements as follows:
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• Low - refers to 0 to 5 difficulties encountered

• Medium - refers to 5 to 10 difficulties encountered

• High - refers to more than 10 difficulties encountered

Some blockchains are structurally designed to support certain use-cases better than
others. Therefore, by comparing blockchains against a specific use-case instead of overall,
we can derive what blockchain would be a better fit for particular case. Additionally,
not all use-cases are of the same complexity and it would be hard to make a general
comparison based on the collected data. The following tables represent the comparison
of blockchains against three use-cases.

Contract length Time spent Experience level Difficulty
occurrence

Ethereum Low Low Medium Low

Neo Low Low Medium Medium

Cardano Low Medium Low Medium

EOS Medium Medium Medium High

Algorand Medium Low Low Medium

Table 6.1: Comparison of different blockchains with regard to "Fungible token" use-case

Contract length Time spent Experience level Difficulty
occurrence

Ethereum Low Low Medium Low

Neo Medium Low Medium Medium

Cardano Low Medium Medium High

EOS High Medium Medium High

Algorand Medium Low Low Medium

Table 6.2: Comparison of different blockchains with regard to "Non-fungible token"
use-case
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6.2. Comparison metric

Contract length Time spent Experience level Difficulty
occurrence

Ethereum Medium Low Medium Low

Neo Medium Medium Medium Medium

Cardano - High Medium High

EOS High Medium Medium High

Algorand High Medium Medium Low

Table 6.3: Comparison of different blockchains with regard to "Supply chain management"
use-case

As stated, it is necessary to know what tools have been used and the exact versions to
successfully reproduce each of the selected use-cases. Therefore, the following tables
represent tools used for a particular chain and their versions.

Node npm Truffle Solidity Ganache

Version v16.13.2 v8.4.1 v5.4.32 v0.8.11 v2.5.4

Table 6.4: Ethereum Stack

Node npm Sandbox algod postgres Docker
Desktop Beaker

Version v16.13.2 8.4.1 no
release

v3.4.2
stable v13.6 4.6.0 1.0

Table 6.5: Algorand Stack

Node npm neo-express .NET

Version v16.13.2 v8.4.1 v.3.1.46 5.0 SDK

Table 6.6: Neo Stack
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6. Implementation

WSL Ubuntu GHCup
Haskell ghc cabal

Version 2 20.04 LTS v.0.1.17.8 v8.10.7 v.3.6.2.0

Table 6.7: Cardano Stack

WSL Ubuntu EOSIO binaries EOSIO cdt

Version 2 20.04 LTS v2.1.0-1 v1.8.0-1

Table 6.8: EOS Stack
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CHAPTER 7
Comparison of Platforms from a

Development Perspective

After describing the implementation details and categorizing the results in the previous
chapter, this chapter compares platforms for smart contracts using the catalogue of
criteria from a development perspective, as defined in Chapter 4. We analyze selected
platforms and document our findings and experience. Afterwards, we discuss those
findings in Chapter 9.

7.1 Blockchain Properties

7.1.1 Chain Availability
Networks represent different environments of a specific blockchain that can be used
for testing, developing, and production use-cases. As explained in one of the previous
chapters, having a working blockchain network is of utter importance to the specific
smart contract platform, i.e., to the whole ecosystem being built around the platform.
Ethereum has a working main network (mainnet) which is a production network that
processes and saves all transactions to Ethereum’s blockchain. It is a public network
where everyone can create, read and validate executed transactions. In the main network,
Ethereum’s native token ETH is used as payment for transaction costs. By deploying to
the mainnet, applications can leverage the full potential of decentralization. In addition
to the functional main network, Ethereum also possesses several test networks (testnets),
where users can deploy and test their applications before they go live. It is worth
mentioning that these networks are production-like environments. However, unlike the
main network, they do not use the real ETH token, i.e., the ETH token does not have
a real value on test networks and is usually acquired from faucets. This is, in most
cases, how main and test networks work and how they utilize the blockchain’s native
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token. Ethereum always had several test networks where some of them started by using
proof-of-authority consensus mechanisms, while others used proof-of-work. To be more
specific, Ethereum’s test networks are following:

Proof-of-Authority (PoA)

• Kovan - the old proof-of-authority network for those who are still running OpenEthereum
clients

• Rinkeby - the proof-of-authority network for those running old versions of Geth
client

• Goerli - once proof-of-authority test network

Proof-of-Work (PoW)

• Ropsten - once proof-of-work test network

• Sepolia - once proof-of-work test network

These were some of the latest Ethereum test networks, with their respective consensus
mechanisms. However, after Ethereum transitioned from Proof-of-Work to Proof-of-
Stake (also known as Ethereum Merge), some test networks also transitioned to the new
consensus mechanism, while others became deprecated.[16] This is the current list of
Ethereum’s test networks, indicating both active and deprecated ones:

Proof-of-Stake (PoS)

• Sepolia - the network that transitioned to the PoS mechanism. It represents
Ethereum’s default testnet for application development.

• Goerli - another network that transitioned to the PoS mechanism. It is the
recommended default testnet for testing of validating and staking.

Deprecated Networks

• Ropsten

• Rinkeby

• Kovan

38



7.1. Blockchain Properties

The Neo blockchain uses, similar to Ethereum’s Proof-of-Stake (PoS), a highly advanced
consensus mechanism called Delegated Byzantine Fault Tolerance (dBFT). Although
testing on multiple environments ensures a software’s robustness, Neo has only one test
network in addition to its main network. [21]
The economic model of Neo consists of two native tokens, NEO and GAS, which signifi-
cantly differs from Ethereum’s model. NEO represents the primary means for payment
settlement on the platform and also represents the right to manage the network, i.e.,
the right to vote for bookkeeping and the right to change Neo network parameters. On
the other side, GAS is used to pay transaction fees and incentivize consensus nodes
to generate new blocks. [25] This dual token model has its advantages which will be
discussed in the next chapter.

The core service daemon, nodeos, operates on each EOSIO node and can be customized
to execute smart contracts, authenticate transactions, generate blocks that encompass
legitimate transactions, and verify blocks for their addition to the blockchain. Based on
a specific goal and how nodeos is configured, it is possible to setup following development
environments in EOS:

1. Local Single-Node Testnet

2. Local Multi-Node Testnet

Besides EOS also have EOSIO Public Blockchain representing main network and several
test networks:

1. Official Testnet - offline at the time of the writing

2. Third-party test networks

• Jungle Testnet
• CryptoKylin Testnet
• Telos Testnet

The EOS Public Blockchain operates on Delegated Proof of Stake, whereas additional
information about EOS test networks were not available.[15] [13]

Similar to the NEO blockchain, the Algorand blockchain employs a decentralized
Byzantine Agreement protocol that utilizes pure proof of stake (Pure POS). Additionally,
like most smart contract platforms, Algorand provides public networks for anyone to use.
These networks encompass the following:

1. MainNet - The main network of Algorand, wherein Algo tokens are utilized as a
form of currency

39



7. Comparison of Platforms from a Development Perspective

2. TestNet - The test network with conditions that closely mirror real-world scenarios,
on which applications are deployed before being launched on the main network

3. BetaNet - The beta network where applications can be deployed with access to the
newest protocol-level features

The final platform in our discussion, which holds equal importance, is Cardano. In
addition to its main network (public network), Cardano provides various early-stage
and pre-production networks that enable active testing of core Cardano features before
deployment on the mainnet. To join Cardano test networks, one must configure the
Cardano node and Command Line Interface (CLI), create keys and addresses, and fund
them with the test currency (ADA). Below is a list of all the test environments available
according to the Cardano’s official documentation page [5]:

1. Early-stage testing networks

• Devnet - a network designed for early involvement and testing of functionality
before a release candidate becomes mature. It is intended for projects such as
DApps that want to explore new features as soon as they are released.

• Preview - a network environment that is used for extended testing of release
candidates and for conducting more comprehensive test scenarios.

2. Late-stage testing networks

• Pre-production - the most advanced network environment utilized for testing
that closely resembles a production (mainnet) environment. It is intended
for exchanges, SPOs, pre-deployment DApps, and wallets that want to test
release functionality before deployment on mainnet.

7.1.2 Permission Type
Different companies have different policies and use-cases regarding the blockchain, so
they will have different approaches when selecting a suitable smart contract platform.
As described in Chapter 4, we refer to a public and private blockchain. Furthermore,
we explain the exact meaning, advantages, and disadvantages and elaborate on their
potential usages to understand and clearly distinguish between the two types.

Private blockchains are permissioned networks and are often used in business settings
where only a specific group of people or organizations are allowed to read and write to
the blockchain. This group participates as validators or members. Organizations may
opt for a private blockchain for several reasons:

• Enhanced privacy: Private blockchains offer enhanced privacy to participants,
as transactions are not visible to the public
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• Customizability: These types of chains can be customized to meet the specific
needs and requirements of an organization

• Improved security: Since only authorized parties can access a private blockchain,
it can be more secure than a public blockchain

• Increased speed: They can potentially be faster than public blockchains since
they can prioritize transactions and do not have a need to incentivize their validators

Overall, private blockchains can be a good fit for organizations that need to maintain
control over their data and transactions and do not need public blockchain’s transparency
and censorship resistance. This way, participants still utilize distributed system technology
while maintaining and controlling other aspects of an enterprise.

However, private blockchains have limitations that need to be considered when choosing
between public and private chains. Some limitations are listed and explained below:

• Centralization: These chains are typically owned and operated by a specific orga-
nization, which makes them more centralized in comparison with public blockchains

• Limited scalability: It can become hard to scale private blockchains since they
have a smaller and limited number of operating nodes

• Limited interoperability: By being owned by a single organization, with a
focus on privacy, it is hard for private chains to become interoperable and utilize
blockchain technology’s full potential

• High costs: Setting up and maintaining a private blockchain can come with high
costs, as it requires a lot of resources and technical knowledge.

On the contrary, public blockchains have different advantages and challenges, offering a
better utilization of blockchain technology with couple trade-offs regarding privacy and
control.

Public blockchains are:

• Highly available: Public blockchains have many nodes and are distributed across
a large network of computers, meaning they can continue to operate even if some
nodes go offline

• Decentralized: Public blockchains are not controlled by a single entity or an
organization, making them resistant to censorship and tampering

• Transparent: All transactions on a network are visible to everyone
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• Interoperable: Being public and decentralized facilitates higher interoperability
with other chains and fully taking advantage of blockchain technology

• Accessible: Public blockchains are accessible to everyone without additional costs
making them easy to integrate

Some of the features of public blockchains might be a drawback for a particular use-case
for the following reasons

• Slow performance: Public blockchains, as large as they are, might be less efficient
and slower than private ones, as they require a larger number of nodes to reach
consensus

• Lack of privacy: Being transparent and open to everyone does not offer the same
level of privacy as private chains

• Scalability: They can struggle to handle a large number of transactions, which
can lead to slow transaction times and high fees

These are only some of the issues one might encounter when using a public blockchain.
Hence, by analyzing the benefits and drawbacks of public and private blockchains, we
can conclude that there is no one-size-fits-all approach. Instead, it depends on the
combination of functional and non-functional requirements.
Ethereum’s main and test networks are public since they are accessible to anyone with
an internet connection. However, there are possibilities to use Ethereum as a private
network. One is the so-called "Consortium Network", where a pre-defined set of trusted
nodes controls the consensus process. This approach, as specified above, has its benefits
and drawbacks. Another approach presented by Ethereum is a Development Network,
i.e., a private network where an application can be deployed before it is deployed to
a public instance of blockchain.[16] Of course, such a network means creating a local
blockchain instance, but this approach will be discussed in detail in the next section.

Neo also has publicly available main and test networks. In addition to the test network,
Neo suggests testing an application on a local private chain. In this case, there are two
options when setting up a private chain, i.e., setting it up with one node or multiple nodes.
Setting up a private chain with the selected set of multiple trusted nodes, where strict
rules for reaching a consensus can be applied, makes it possible to have a consortium
network. [21]

In contrast to Neo and Ethereum, EOS does not offer any additional details concerning
the organization of a blockchain structure for a closed network of stakeholders, specifically
a private blockchain. Besides the information related to official test networks and the
main network mentioned earlier, EOS provides a list of blockchain networks operating on
EOSIO Software. These networks suit particular business use-cases and processes. Some
of them are listed below.
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• BOSCore - providing users with easy-to-access and easy-to-use blockchain services

• COFFE Network - EOSIO platform form

• eosiofinex - a scalable and transparent platform for digital asset trading

Due to its high level of configurability and flexibility, EOSIO software promotes the
development of customized blockchain networks built on top of it rather than offering
a range of deployment options. However, this might lead to higher effort and costs to
achieve desired results.

Algorand offers two methods for creating a private blockchain. The first option involves
establishing a network of nodes limited to select participants, such as a specific group of
trusted individuals or organizations. These nodes can be customized to adhere to partic-
ular rules and consensus mechanisms based on specific requirements. Alternatively, Silvio
Micali, Sergey Gorbunov, and Maurice Herlihy introduced the Co-Chain architecture.
In their research paper, Micali and his colleagues argue that permissioned blockchains
can risk isolating their users. As a result, enabling interoperability between public and
private blockchains is beneficial for organizations. This approach allows them to maintain
control over their sensitive data on a private blockchain while also securely engaging with
the broader world through an interoperable public blockchain. [47] Below is the list what
Algorand Co-Chains provide:

• Public chain independence

• Its own consensus algorithm

• Fine-grained access control

• Interoperation with Algorand main chain to communicate and transact with other
co-chains

• Its own validators

• Private transactions

Cardano, sharing similarities with Ethereum, also offers the capability to establish
a consortium network on its blockchain, allowing a private group of stakeholders to
communicate and collaborate through the platform. To establish a consortium network,
it is necessary to set up and configure Cardano nodes where each organization would
need to run its own node. In addition, the consensus mechanism should also be defined
to suit the specific needs of the consortium.
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7.1.3 Local Blockhain Instance Setup
When developing a prototype of a decentralized application or experimenting with
blockchain technology, organization or single parties could benefit from a secure, fast,
and cost-effective way to explore the capabilities of technology. To make this possible,
most smart contract platforms offer a local blockchain instance. In this way, an iterative
way of building and testing decentralized applications becomes smoother as it decreases
costs and time to interact with the blockchain network.
In Ethereum, local blockchain instances are also called development networks. So these
are Ethereum clients explicitly designed for local development.[16] Benefits of running a
local instance instead of running a standard node locally are:

• Local blockchain automatically creates and fills accounts with ETH that can be
used for testing

• It provides enhanced debugging and logging functionality

• It processes transactions in order as they arrive, with no delay

There are couple of options to set up a local blockchain instance - some of them are listed
below:

• Ganache - is Ethereum simulator that is used to run, test and execute commands

• Hardhat Network - comes with a built-in Ethereum environment for professionals

• Local Beacon Chains - there exists several Ethereum consensus clients that offer
built-in tools for spinning up local beacon chain for testing purposes

Additionally, Ethereum offers a variety of tools and frameworks that contain a basic
stack needed to get started, including a local blockchain instance. We will discuss these
in detail in the future.
To develop and test use-cases we defined previously, we chose a framework called Truffle
Suite. Truffle Suite comes with a built-in Ganache client and is one of the most popular
frameworks for Ethereum development. There were no limitations or issues that could
impede the implementation, and the setup went without any issues by following the
official documentation provided by Truffle.

As discussed previously, Neo offers multiple ways to set up a local blockchain instance.
These include setting up and running a private chain with one node or setting up and
running a private chain with multiple nodes (consortium network). Since we are not
building a consortium network and for our use-cases, one node is sufficient, we chose the
first option. Furthermore, Neo offers multiple options when setting a private blockchain
with one node. These are
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1. Neo-CLI

2. neo-express

Neo-CLI is a command line interface developed by Neo and supports generating blocks
without consensus nodes. It can also be used to build a private blockchain with one node
from scratch, which is a more complicated process and require additional setups. On
the other side, neo-express offers a much simpler process to run a private blockchain. It
is a private network optimized for development scenarios and provides wallet and asset
management, smart contract management, and blockchain instance management, among
other features. [23] We chose the second option (neo-express) as it required less setup
and was easier to get the blockchain up and running. In addition, even though the tool
is not thoroughly documented, it offers clear instructions on how to start.

EOS defines two sets of instructions for setting up the local EOSIO development
environment. The faster and easier method is a pre-configured development environment
Quickstart Web IDE which uses Gitpod.io and Docker. The IDE provides a personal
single-node EOSIO blockchain running in a docker container and is accessible from a web
browser. On the other hand, there is a possibility to set up the environment from the
ground up. First, it is necessary to run the local blockchain instance that runs nodeos1.
Further steps include installing EOSIO binaries, EOSIO Contracts Development Kit
(CDT), which acts as a compiler, creating wallets, starting keosd2 and nodeos, and in
the end, creating development accounts.

Algorand suggests using AlgoKit to start a local network and develop, test, and
deploy smart contracts on the Algorand blockchain. AlgoKit LocalNet feature runs
a sandboxed private Algorand network on a local machine and includes tasks such
as starting, stopping, resetting, and managing the network. This capability enables
modification and engagement with the personalized Algorand network without any
concern of needing to finance TestNet accounts, the risk of the information provided
being exposed to the public, or requiring an active internet connection after the network’s
initiation.

Cardano employs the term "local testnet" for a local blockchain instance. There are
several options for creating a local test network. One approach involves using Plutip
(a tool for private network creation), while another relies on Nix (a tool for package
management and system configuration). Furthermore, Plutip offers multiple methods to
facilitate the creation of a private network to run Plutus contracts. These methods are
listed below:

• Utilizing the Plutip tool in a configuration that includes an executable for initiating
a private network and establishing wallets with preloaded funds.

1Nodeos is the core EOSIO node deamon
2Keosd is a key manager deamon for storing private keys and signing digital messages
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• Utilizing a different branch of Plutip, which provides a customized configuration
for hard forks and directions on how to perform them.

• Executing Plutip alongside cardano-transaction-lib, which offers a declarative
interface to local clusters for integration in test suites.

7.2 Official Documentation and Support
Choosing a technical stack is an important initial step in software development. Developers
and architects need to select a combination of tools, languages, frameworks, and libraries
that meet their specific project needs. Familiarity with programming languages is often
a factor in the selection process. Choosing well-documented, up-to-date frameworks and
libraries with active development is crucial, as it minimizes the learning curve, reduces
time and costs, and ensures security updates. The selection of a smart-contract platform
should not be any different. Therefore this section concentrates on what languages the
specific platform supports and how well it is documented.

7.2.1 Language Support
As stated in Ethereum’s official documentation, smart contracts in Ethereum can be
written in developer-friendly languages. Specifically, developers that are familiar with
Python or any curly-bracket language could easily pick up the two most active and
maintained languages

1. Solidity

2. Vyper

Solidity is a high-level, object-oriented programming language. Although it uses ECMAScript-
like syntax, it is statically typed (i.e., the variable type is/need to be known at compile
time), unlike JavaScript, which is a dynamically typed language. Solidity offers a variety
of complex features and concepts like the inheritance of other contracts, user-defined
types, and the creation of custom libraries to be reused by other contracts.

On the other side, Vyper is a Python-like programming language with strong typing.
Unlike Solidity, it has a limited set of features to provide an additional layer of security.
Hence, Vyper does not support concepts among which are inheritance, modifiers, recursive
calling, and function overloading.
Although Ethereum lists these two as the most popular and well-maintained programming
languages, there are also several others for more experienced developers or those who
want to help test new languages still under development. The following list shortly
describes these languages and their purpose. [16]

• Yul
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– A low-level programming language
– Intermediate language for Ethereum
– Supports Ethereum Virtual Machine (EVM) and Ethereum flavored We-

bAssembly (Ewasm)
– Allows more fine-grained control over the EVM’s resources

• Yul+

– Can be seen as an experimental upgrade to Yul with additional features
– Purposefully designed for an optimistic rollup contract

• FE

– The new programming language in its early stages, released in 2021
– Statically typed language for EVM
– Based on Python and Rust and aims to be easy to learn.

Similar to Ethereum Virtual Machine, Neo also utilizes Neo Virtual Machine (NeoVM)
for executing smart contracts. According to Neo Documentation, the Neo Compiler allows
source code written in Java or C# to be converted into a standardized NeoVM instruction
set, enabling cross-platform compatibility. Furthermore, Neo’s documentation briefly
mentions other languages that can be used to develop smart contracts, like Go, Python,
and JavaScript. While there is limited information available regarding the maintenance
status of specific programming languages, it is known that the infrastructure for C#
and Python in the current ecosystem is highly advanced, and developers have access to
various compilers. [21]

As Jansen et al. observe in their publication, NEO has not created a new programming
language for creating smart contracts. Instead, it focused on the integration of already
established and widely-used programming languages. This approach aims to increase
accessibility to the blockchain community by providing interfaces to the blockchain
using languages that developers are already familiar with, therefore reducing the need
for developers to learn new languages to interact with the technology. Furthermore,
this approach helps to reduce the risks associated with smart contract development, as
developers can use their usual IDE debugging tools and are less likely to introduce bugs
that could affect the contract’s behavior during runtime.[41]

EOSIO supports multiple programming languages, including C++ and WebAssembly
(WASM). C++ is the primary language used to develop smart contracts for EOSIO and
the language used to develop the EOSIO core software. WASM is a binary instruction
format that is designed to be executed in a virtual machine. It is used to create portable,
efficient, and secure code that can be run on various platforms, including EOSIO. With
WASM, developers can write smart contracts in languages such as C++ and JavaScript,
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which can be compiled to WASM bytecode. That being said, EOSIO also offers Software
Development Kits (SDK) for different programming languages, enabling the interaction
with the EOSIO blockchain using Javascript, Java, and Swift.[14]

The Algorand Virtual Machine (AVM) is a central component of the Algorand blockchain,
providing a virtual execution environment for processing transactions and executing
smart contracts on the network. The Algorand Virtual Machine (AVM) interprets the
Transaction Execution Approval Language (TEAL) to process transactions and execute
smart contracts. TEAL is a low-level language, and it is not a general-purpose program-
ming language like Python, JavaScript, or Java. Instead, TEAL is designed to be efficient,
secure, and deterministic, focusing on providing predictable transaction execution on
the Algorand blockchain. The official Algorand documentation states that, although it
is possible to write smart contracts directly in TEAL, developers may prefer to write
them using the PyTeal library in Python, which provides a more familiar syntax. [1]
Algorand blockchain also provides several SDKs that enable external applications written
in different programming languages to interact with the blockchain. These SDKs support
various languages, including Java, Go, JavaScript, and Python.

While Cardano provides a variety of programming languages for developing smart
contracts, numerous options are either tailored for particular purposes or still under
development, making them unsuitable for production use. The two most commonly
utilized languages in Cardano are Marlowe and Plutus. Marlowe is a non-Turing complete,
domain-specific language (DSL) that enables users to develop decentralized applications
primarily focusing on financial contracts. Marlowe can be used through JavaScript,
Haskell, or Blockly, providing multiple options for developers. However, Marlowe is
also one of the languages that are not advisable to be used on the mainnet, since its
audit needs to be completed. Alternatively, Plutus is a general-purpose language for
creating smart contracts. Based on Haskell, a functional programming language, Plutus
inherits features like strong typing and mathematical rigor, ensuring security, reliability,
and maintainability in smart contract development. Therefore, Plutus is suitable for
developers familiar with Haskell or those who desire a high level of control and flexibility
when creating smart contracts. Among other less popular languages, there are Aiken
and opshin. Aiken is a new programming language for developing smart contracts based
on modern languages such as Gleam, Rust, and Elm. It is specifically used for creating
the on-chain validator scripts. As a result, any off-chain code for generating transactions
can be written in other languages, such as JavaScript, Python, and more. Opshin, on
the other hand, is a Python-compatible programming language and, therefore, suitable
for Python developers.
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Main Language(s) Support other
languages Other languages

Ethereum Solidity, Vyper Yes Yul, Yul+, FE

Neo C#, Python Yes Java, Go,
JavaScript

Cardano Marlowe, Plutus Yes Aiken, opshin

EOS C++ Yes Java, Swift,
Javascript

Algorand TEAL Yes Python

Table 7.1: Summary of supported programming languages on a specific platform

7.2.2 Documentation
In Chapter 4, we elaborated on why documentation plays an important role when choosing
a smart contract platform. We also presented several aspects based on which we will
assess how good the documentation is. These aspects include:

• Basic concepts (e.g., smart contract)

• Technology stack (e.g., what technologies are used)

• Basic development concepts (e.g., how-to develop, compile, test, deploy)

• Advanced topics (e.g., complex applications, use-cases)

Ethereum’s documentation for developers provides a rich set of well-organized resources.
It classifies its documentation into the following three categories

Foundational Topics gives a detailed overview of basic concepts starting from the
introduction to blockchain, covering what Ethereum is, what Ether is, and slowly going
deeper, explaining some of the terminology, including nodes, transactions, and accounts.

Ethereum Stack introduces us to the fundamental components of Ethereum that can
help understand the different ways of how to integrate it in software projects. The Smart
Contract section is divided into several subcategories, each covering specific elements of
smart contract technology. The subcategories are of a technical nature and include

• Smart Contract languages - covers programming languages
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• Smart Contract anatomy - covers variable types, data types, functions

• Libraries - covers already available libraries

• Testing - covers technical details of testing a smart contract

• Deploying - covers steps on how to deploy the contract

• Smart Contract security - covers a security aspect, access control and audits

These are just some smart contract subcategories we found relevant to our evaluation
process. In addition, Ethereum Stack offers insights in different development networks
and frameworks we discussed previously that can be used to integrate Ethereum into
software development.

Advanced Topics part of Ethereum’s documentation gives a comprehensive overview of
different concepts that could be useful for more complex and sophisticated applications.
For example, it discusses the need for bridges, their benefits, trade-offs, and security and
risk aspects. It also elaborates on standards, which we will discuss later on. Among other
topics, oracles and diverse scaling solutions and approaches like sharding, Layer2 scaling,
rollups and side-chains are well documented.
As said in the beginning, Ethereum’s documentation is a valuable, well-organized resource
that could benefit developers of all skill levels. It is easy to follow and easy to understand,
which could be the most critical aspect for developers who either develop on or integrate
Ethereum in their software system.

Although founded around the same time, the difference between Ethereum’s and Neo’s
documentation could not be neglected. Neo’s documentation is classified into following
categories: Getting Started, Neo Basics, Neo Node, Development Guide, Reference and
Support for Exchanges

Getting Started immediately starts with an example of releasing a NEP17 asset on
the Neo blockchain, setting up a local environment, compiling, deploying and invoking a
contract on a local chain. Then, it gives step-by-step instructions on preparing a wallet
and needed tools for creating a contract project without detailed explanation what the
NEP17 standard represents, let alone smart contract as a concept. However, in the
beginning, Neo’s documentation provides Glossary, briefly describing the terms (smart
contract, NEP17)

Neo Basics covers the basics of the Neo blockchain. These are further divided into four
subcategories: Main Concepts, Consensus, Governance and Incentives, NeoVM. The first
subcategory explains the theory behind the block, Neo’s native tokens, different types
of cryptography algorithms wallets and transactions. Consensus category gives a good
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theoretical background about Neo’s consensus mechanism, the algorithm behind it and
the system model.

Neo Node section offers insights on two full-node programs: Neo-CLI and Neo-GUI.
It compares the two ways of running a full-node, explains them in detail and provide
instructions on setting them up and running.

Development Guide starts with types of Neo networks. We already discussed the Main
and Test networks Neo offers. In addition, it also gives guidance on writing, deploying,
and invoking smart contracts. However, Neo does not explain a concept of a smart
contract, but it immediately dives into contract property, storage property, and technical
details, including data types in C#, events and triggers. In these sections, Neo explains
its two token standards, NEP-11 and NEP-17.

Reference and Support for Exchanges sections provide API definitions and guidance
on integrating a Neo node with an exchange.
Concerning advanced topics, Neo only describes its Neo Oracle Service without explaining
such concepts in general.

The EOSIO Developer Portal serves as a documentation platform for EOSIO, offering a
diverse selection of technical product resources that are designed and maintained by the
EOSIO blockchain developer community. The introductory section gives an overview of
the platform and toolchain’s fundamental concepts, including a detailed explanation of a
command line interface, a key management system, and the core EOSIO node daemon.
Subsequently, the core concepts that comprise the EOSIO ecosystem, such as accounts,
wallets, and permissions, are elaborated on. This is followed by a discussion of techni-
cal features, including the stacking mechanism, WebAssembly C++ compilation, and
upgradability. The term "Smart Contract" is shortly described as part of core concepts.

The Getting Started Guide focuses on configuring the local environment and creating
and deploying a "Hello World" smart contract. In contrast, the Smart Contract
Guides section provides a more extensive explanation of smart contracts and introduces
the concept of tokens. It also provides specific instructions for deploying, issuing,
and transferring tokens. Furthermore, the section discusses crucial smart contract
security concepts, such as secure coding practices, smart contract auditing, and managing
vulnerabilities and exploits. Additionally, the Smart Contract Guides section covers
certain EOSIO-specific smart contract concepts, including inline action and secondary
indices.

While the platform does not offer many examples on writing smart contracts using C++,
it does have a specific section Software Manuals that provides sample applications for
various programming language SDKs.
Beside providing a couple of tutorials for different games, that might represent a more
complex use-case, EOSIO does not provide any documentation on more advanced topics.
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Similar to the previously mentioned platforms, Algorand has a dedicated developer
portal that provides structured and organized documentation on various topics. The
documentation is divided into several sections, each covering a specific topic.

The Get Started section provides theoretical background followed by practical examples
on tokenization, including fungible and non-fungible tokens. In addition, the section
provides information on blockchain basics, such as what a blockchain is, what a dApp is,
and why Algorand is a good choice for developing blockchain-based applications.

Within the Get Details section of Algorand’s developer portal, several subsections
focus on specific concepts related to the Algorand blockchain. These subsections provide
detailed explanations of topics such as accounts, transactions, and smart contracts. More
specifically, the subsection "Smart Contracts" contains details on how to start writing a
smart contracts, build them and deploy on the blockchain network. Additionally, these
subsections also include more advanced concepts for experienced developers, e.g., account
rekeying, offline transaction signatures, atomic transfers. Other sections that might could
be beneficial include SDKs for various languages, REST APIs, CLI tools and guidelines
on how to run a node.

The documentation provided by Algorand is extensive and provides a wealth of detailed
technical instructions. However, due to its vast scope, it is not feasible to comprehensively
describe every aspect. Therefore, this research paper will focus solely on the essential
elements of the documentation pertinent to developers beginning to work with the
Algorand platform.

The documentation for Cardano ecosystem is extensive and rich. Unlike some previous
platforms, Cardano distinguishes between ecosystem documentation and a portal for
developers. The official documentation for the ecosystem covers a theoretical background
related to the Cardano blockchain. In contrast, the developer portal supports developers
in integrating the Cardano blockchain by offering more in-depth technical explanations
of concepts and components.

Similar to Algorand, New to Cardano section introduces us to the basic terms such as
blockchain, cryptocurrency and explain why Cardano is a good choice. It also explains
what is a smart contract and gives an introduction to the available tools to develop smart
contracts. The rest of the documentation covers different topics specific to the Cardano
chain, e.g., Cardano architecture, components, sidechains, etc. Since our emphasis in
this paper is on the more technically-oriented aspects, we transitioned to the developer’s
portal.

Again, in the Create Smart Contract section, an overview of smart contracts is
provided, and the available programming languages are listed. Each subsection contains
more detailed explanations of a specific language, i.e., it gives instructions on developing,
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deploying, and testing smart contracts. However, these subsections provide many external
resources and lack the structure to progress easier.

As of the Advanced Topics, the developer portal covers various aspects such as
"Security Best Practices" and "Build with Transaction Metadata." Additionally, it features
a segment on operating stake pools. However, the developer’s portal does not cover more
advanced topics from a practical standpoint, although they are covered in the ecosystem
documentation (e.g., sidechains).

7.3 Extended Documentation
The following types of unofficial documentation might be of greater significance than
official documentation for developers developing on a particular platform. This could be
a strong indication of the level of commitment from the team supporting the platform,
as providing such information could results in increased platform usage and reliability.

7.3.1 Community
Many platforms have dedicated community sections on their websites, showcasing various
ways to get involved and upcoming events or to ask questions and contribute to the
platform. Some of the reasons why community is so important for particular platforms
are listed below:

• Adoption: A strong community can drive adoption

• Ideas and Feedback: A community can generate new ideas and provide feedback,
thus help to improve the platform

• Development: A large community can lead to more development of a platform
making it more valuable

• Support: A thriving community can provide support to developers and users of the
platform, helping them overcome potential technical challenges

Ethereum offers multiple ways to get involved. For example, they offer online commu-
nities, different Ethereum events, and various ways to contribute to a project or seek
grants. In this section, we focus on the online community and examine its activity level
and interaction modes.
Ethereum community is divided into three categories

1. Forums

Various Reddit forums with over 4 million members are available to users and
developers. Some of them are listed below
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• r/ethereum (Main Ethereum subreddit, 1.6m builders)
• r/ethfinance (Community for Ethereum investors, 86.1K members)
• r/ethdev (Focused on Ethereum development, 99K members)
• r/ethtrader (Trends and Market analysis, 2.3m members)

2. Chat Rooms

Ethereum also has multiple discord chat rooms for different purposes. They are
counting over 70 thousand members in total.

• Ethereum Cat Herders (Community offering project management support
to Ethereum development)

• Ethereum Hackers (Community run by ETHGlobal)
• CryptoDevs (Development focused community)
• EthStaker Discord
• Solidity Gitter (Chat for Solidity development)

3. Youtube and Twitter

• Ethereum Foundation (Youtube, 62.2K subscribers)
• Twitter (Official account of the Ethereum foundation, 3m followers)
• Twitter (The portal to Ethereum, global community account, 31.5K followers)

To analyze the responsiveness of the community, we asked a use-case specific question
that we had. Since Ethereum has its own Stackexchange, we decided to ask our question
there. It is important to mention that our profile did not have any reputation, so we took
into account that we might have a limited reach. However, the question was answered
after one day and the discussion continued until we solved our problem.

Neo has multiple means to interact with their community. They have several social
media accounts with a large number of followers dedicated to content posting, i.e., news,
monthly reports, and announcements. Currently, for this purpose, they are using

• Twitter (425.6K followers)

• Facebook (29K followers)

• Medium (1.7K followers)

Furthermore, they also have different channels where the same kind of posts are possible,
but they primarily serve as a two-way communication channel between the community
and the team. These include
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• Reddit (∼117K members)

• Telegram (∼8.3K members)

• Discord (∼8K members)

In addition to the official community channels presented on the Neo page, we also searched
for different terms and tags on one of the most popular sites for developers - Stackoverflow
3 to even better try to gauge the usage of the platform.
We present you the terms we searched for and the number of results retrieved. The term
in square brackets refers to a tag ([]), whereas the word refers to a keyword.

• [Neo] - 0 results

• Neo [smartcontracts] - 7 results

• Neo [blockchain] - 14 results

Again, we posted a specific question related to our task during the implementation of
one of the use-cases. Since Discord had the most online members at the moment, we
decided to ask our question on this platform. The question referred to implementing an
NFT contract from the official documentation page, where we asked someone to confirm
if the contract is valid and up-to-date. After several days of no response, we reached out
to one of the group members, who had been asking similar questions, and resolved the
issue through private discussion.

EOSIO leverages many different channels to interact with its community of developers,
enthusiasts, entrepreneurs. Some of the official channels are represented by following
mediums:

• Youtube (∼13.5K subscribers)

• Twitter (∼254K followers)

Regarding channels where the aforementioned audience can communicate, EOSIO has
multiple Telegram channels for different purposes. So with that, they are running:

• EOS General Chat (∼10.4K members)

• Meetup Channels:

– EOS New York
– EOS London

3https://stackoverflow.com/ - Last accessed: 30/01/2023
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– EOS Nairobi

– EOS Hong Kong

– EOS Nation

• EOS Developers

– EOS Index

– EOS Game Developers

– ...

However, it is important to state that EOSIO has many channels listed, but not all are
up-to-date, and many have expired. On the other side, EOS Network Foundation also
provides several means of communication:

• Youtube (∼4.8K subscribers)

• Twitter (∼27.8K followers)

• Discord (∼12.6K members)

• Telegram (∼2.6K members)

In line with the previously mentioned platforms, Algorand also provides a comparable
range of communication channels. These are listed below:

• Youtube (∼16.1K subscribers)

• Twitter (∼333.1K followers)

• Facebook (∼130K followers)

Communication channels:

• Discord (∼37K members)

• Forum (unknown number of users)

• Telegram (∼20.5K members)

• Reddit (∼70.9K members)
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It is crucial to recognize that Algorand is supported by a dynamic and highly responsive
community that readily extends help and assistance for a diverse range of inquiries and
concerns. As a result, there was no necessity to seek solutions for issues on external
platforms such as StackOverflow or StackExchange.

Cardano has a massive community with numerous groups of people speaking different
languages (e.g., China Cardano Telegram, South Korea Telegram, and more) who are
interested in the project. However, this paper focuses on official community channels
and those dedicated to developers. Below are the official channels associated with the
Cardano Foundation:

• Telegram (∼65.8K members)

• Facebook (∼230K followers)

• Youtube (∼25.9K subscribers)

• Twitter (∼1.3M followers)

• Reddit (∼690K members)

• Discord (∼10.2K members)

The channels listed above serve the entire community, while the following channels are
designed to unite the developer community and provide support:

• IOG Technical Discord (∼11.9K members)

• Telegram (∼1.8K members)

• Developer Portal Discord (∼1K members)

• Reddit (∼13.3K members)

Moreover, the Cardano Foundation maintains a developer forum, though the precise
membership count remains undisclosed. It also supports Cardano StackExchange, which
features approximately 2,600 questions. For comparison, Ethereum StackExchange
comprises over 50,000 questions.

7.3.2 Exemplary Contracts
As mentioned in one of the previous sections, Ethereum offers a deep dive into smart
contract topics, providing essential information and resources that serve as a guide when
developing smart contracts. One of the resources that provide exemplary contracts is
OpenZeppelin. OpenZeppelin is a company that develops and maintains a library for
secure smart contract development. Their GitHub page states they are "built on a solid
foundation of community-vetted code." 4

4https://github.com/OpenZeppelin/openzeppelin-contracts
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Their smart contract examples and implementations can be categorized as follows:

• Access Control - provides contract module for implementing ownership in smart
contracts

• Tokens - different kinds of token implementations (e.g., ERC-20, ERC-721)

• Utilities - generic useful tools (e.g., Cryptography, Math, Payment)

Neo has a dedicated section called "Examples and Tutorials", authored by their global
developer community. However, not many examples are available. As they support
multiple programming languages, many NEP-17 contracts examples are implemented
using these languages (Python, C#, Go, Java).[22] They also cover a couple of other
topics like

• Hello World Python Smart Contract

• Token Sale Python Smart Contract

• Wrapped NEO Python Smart Contract

• Using Oracles in Smart Contracts

Developers can find reference smart contracts for common use-cases in EOSIO’s section
"For Developers", leading to a GitHub repository where some of the contracts are stored.
As stated in their GitHub README file: "The design of the EOSIO blockchain calls
for a number of smart contracts that are run at a privileged permission level in order
to support functions such as block producer registration and voting, token staking for
CPU and network bandwidth, RAM purchasing, multi-sig, etc. These smart contracts
are referred to as the bios, system, msig, wrap (formerly known as sudo) and token
contracts." [11]
Although these contracts represent helpful contracts for more complex use-case implemen-
tations, these are not exemplary contracts for implementing certain concepts or utilizing
some of the EOSIO functionality (e.g., storage, indices, etc.).

The Algorand platform includes official examples in various programming languages as
part of explanation of a particular topic, such as Atomic Transfers or Algorand Standard
Assets. The section "Writing Smart Contracts" covers PyTeal and the Beaker framework.
PyTeal official documentation page 5 provides tutorials for several aspects, e.g.:

• Atomic Swap

• Split Payment
5https://pyteal.readthedocs.io/en/latest/examples.html

58

https://pyteal.readthedocs.io/en/latest/examples.html


7.3. Extended Documentation

• Periodic Payment

• Voting

• Asset

• Security Token

In addition, the Beaker framework 6 also offers its own set of illustrative examples
showcasing the implementation of diverse components. Some of these examples cover:

• Boxes

• Account Storage

• States

• Structures

The documentation of Cardano related to programming languages is divided into
sections. Each section represents a language and includes several examples of contracts
in that specific language. For instance, as part of its "Playground", Marlowe offers
pre-defined examples written in Javascript, Haskell, Marlowe, and Blocky. As Marlove is
designed for financial contracts, these examples are based on simple financial use-cases,
such as:

• Escrow

• Escrow with Collateral

• Zero Coupon Bond

• Swap

Additionally, Marlowe offers subsection "Examples" with links to different GitHub re-
sources containing examples of contracts. However, the official documentation for Plutus
provides only one example - "Plutus Script for an auction smart contract" - along with
several links to "How-to" guides and additional GitHub tutorials.

6https://github.com/algorand-devrel/beaker/tree/master/examples
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7.3.3 Educational Material and Tutorials
Often, official documentation is insufficient to grasp concepts and understand how more
complex use-cases could be implemented on some platforms. Therefore, educational
materials and additional tutorials, where users publicly publish their code base or example
of a particular topic (e.g., crowdfunding application) can immensely help developers.

For this purpose, Ethereum community has written and collected numerous tutorials
on various topics, like different standards ERC-20, ERC-721, DAO, Uniswap, Chainlink,
and many more. Tutorials can be filtered based on tags. We listed some of the most
popular tags below, including some of the tutorials:

• Solidity - contains 53 tutorials, e.g.:

– Decentralized Staking App
– Aave Flash Loan Tutorial
– Create your own ERC-20 Blockchain Token
– Solidity and Truffle CI setup

• Security - contains 7 tutorials, e.g.:

– A guide to smart contract security tools
– Smart contract security checklist
– How to use Slither to find smart contract bugs

• Some other popular tags include: Alchemy, Ethersjs, ERC-20, ERC-721, Testing

Apart from collected tutorials on the official Ethereum website, the Ethereum community’s
presence on both EthereumStackExchange and GitHub makes it easy for beginners and
experienced developers to access numerous tutorials and educational resources that
provide reliable assistance.[17]

Neo also provides a couple of tutorials on their official website besides the aforementioned
examples. The official list of tutorials includes the following:

• Getting familiar with NEO-CLI commands

• Learn how to write a NEP-17 contract

• The basics of Neo’s native Oracle

Nevertheless, Neo also features a multitude of tutorials that encompass an array of topics,
which are included as part of the Neo Global Development GitHub repository. It is worth
noting, however, that this particular repository appears to function as an augmentation
to the official documentation, rather than as a standalone tutorial source. In its current
state, this repository comprehensively covers the following areas:
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• Introduction to Neo

• Wallet

• Transactions

• Blocks

• Network

• Persistence

• Consensus

• NVM

• Smart Contract

Despite its number of tutorial resources, online repositories containing concrete use-case
implementations, building blocks, and real-world examples for Neo are comparatively
sparse.

As we said in the previous section, there is a lack of practical examples and tutorials
on how to implement and utilize some of the basic concepts that are described in the
documentation (e.g., key-value map). Nevertheless, EOSIO offers couple of Webinars as
learning resources. Following webinars date from 2020:

• Build a Full-stack Web Application Using EOSIO

• Build Your First Smart Contract on EOSIO

• Learn about Blockchain & EOSIO

Furthermore, there are also official training and certifications offered by EOSIO in Spanish
and English. Although all courses are free, one must enroll to participate. These courses
include Smart Contracts 101, Smart Contracts 201, Blockchain Foundations, EOSIO
Blockchain Security, and many more. In addition to the official training and certifications,
EOSIO has a couple of tutorials on its official website. There are four tutorials in total,
and they cover the following topics:

• Blockchain setup, loading system contracts, and adding multiple block producers

• Running a tic-tac-toe game on the blockchain using single node blockchain and
testnet; in general, building, deploying, and using smart contract

• Building a game-alike EOSIO full-stack application
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There is a large number of tutorials on Algorand’s page that can be filtered by languages,
tools, levels and time to complete. While some tutorials are authored by the Algorand
team, the majority are contributed by the community of developers. These tutorials offer
step-by-step guides but focus on various specific topics, including but not limited to:

• Deploying a bet dapp powered by Beaker

• Crowdfunding Dapp with Reach

• Run Algorand Indexer on Azure with Azure CLI

• Sending Rewards to ICO Investors Using Batch Transactions in Python

A different category of tutorials, called Solutions, provides code repositories for various
implementations based on community contributions. Some of them include the following:

• Build an employee loan arrangement dApp

• Artificial Intelligence on Algorand

• Minting NFTs on Algorand using IPFS

• Algorand QR Code Generator

• and many more ...

It is worth mentioning that anyone can contribute by creating tutorials or providing a
code repository.

As noted in the previous subsection, Cardano offers a few tutorials within its subsections
pertaining to different programming languages. Plutus provides several courses that can
be completed such as:

• Plutus Project-Based Learning - a hands-on course from Gimbalabs

• Plutus Pioneer Program - core principles of Haskell and Plutus

Furthermore, it offers some basic tutorials like "Writing basic validator scripts", "Writing
basic minting policies", "Property-based testing of Plutus contracts", and similar. Unfor-
tunately, while there are some official tutorials on Cardano’s documentation page, the
available documentation, implementation examples, and unofficial tutorials are scarce
and difficult to find.
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7.4 Platform Development

7.4.1 Tools
Tools play a critical role in programming smart contracts due to their ability to simplify
and streamline the development process. Smart contracts are inherently complex, and
programming them can be a daunting task for even the most experienced developers.
Utilizing appropriate tools, such as integrated development environments (IDEs), testing
frameworks, and deployment platforms, can significantly enhance a developer’s efficiency,
accuracy, and overall productivity. By leveraging these tools, developers can more easily
create, test, and deploy their smart contracts, which ultimately helps to ensure that the
contracts are secure, reliable, and functional. Additionally, utilizing the right tools can
minimize the risk of errors, reduce development time, and improve the overall quality of
the code.

When setting up a local environment and developing on Ethereum, Ethereum’s frame-
works and pre-made stacks are recommended starting points. This is because they cover
a lot of out-of-the-box functionality like spinning up a local blockchain instance, utilities
to compile and test smart contracts, or integration with storage options like IPFS, among
others. In addition, many of these frameworks offer a complete development environment
like Truffle, Hardhat, and Embark. These are all focused on Javascript/Typescript and
Solidity. However, there are also some that offer support and environments for Java
Virtual Machine (Epirus), Rust (Foundry), and Python (Brownie).

Neo also has several pre-made stacks for developers. Their dedicated section, "Tooling,"
categorized these tools into Nodes, Explorer, Smart Contract Compilers, Smart Contract
Dev and Debug, SDK, and dApp Integration. As we primarily focus on smart contract
compiling, development, and debugging, we shall explore these two categories. Neo
has furnished various compilers to enable support for multiple programming languages.
NeoGo is a comprehensive and well-documented alternative implementation of the Neo
stack written in Go. Additionally, the Neo-devpack-dotnet provides support for C#,
whereas Boa is designed specifically for Python developers. Moreover, the Neow3j
compiler facilitates the conversion of Java contracts into NEF and manifest files, enabling
their deployment to the N3 network.
For smart contract developing and deploying Neo has multiple out-of-the-box solutions.
Neo Blockchain Toolkit is a tool integrated with Visual Studio Code where developers
can easily deploy private networks, compile, deploy and invoke smart contracts. Another
similar tool is NEO-ONE - an end-to-end development framework for Neo applications
created with TypeScript or JavaScript.
On the contrary, the Neo Compiler Eco platform empowers developers to code and
compile smart contracts through a web interface, eliminating the need to install other
development tools. Furthermore, the platform facilitates the deployment of the compiled
contracts to a TestNet. Designed to streamline the onboarding process for developers,
the Neo Playground platform offers an effortless means to spawn temporary development
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environments for a variety of supported languages, including Java, C#, and Go. This
platform enables developers to write, deploy, and test smart contracts hassle-free.

As highlighted in a previous section, EOSIO has developed a Quickstart Web IDE,
which streamlines the process for developers to begin building on the EOSIO platform.
This tool simplifies the initial setup and configuration, allowing developers to dive into
the development process quickly. Similarly, EOS Network Foundation promotes DUNE
(Docker Utilities for Node Execution), a client tool designed to aid blockchain developers
and node operators in performing essential tasks related to smart contract development
and node management. [10]
Other tools serve different purposes, e.g., eosio-explorer provides Web GUI to communicate
with EOSIO blockchain in a local development environment; eosio-helm streamlines
the deployment process of EOSIO nodes via Kubernetes through Docker Desktop for
local deployments or via different cloud providers (Amazon Web Service, Google Cloud
Platform, etc.) for cloud deployments; demux-js, a backend infrastructure pattern for
sourcing blockchain events; history-tools is a suite of performance-optimized search
tools, coded in C++, enabling efficient and scalable data sifting through terabytes of
information from the complete history of EOSIO blockchain; eosio-toppings represents a
monorepo with various packages making a web-based tool for easier application creation
on EOSIO blockchain. Furthermore, the Community Developer Tools section lists a
couple of development, testing, and deploying frameworks for EOSIO, like Azakazam,
Lamington, EOSFactory, Hydra, and Tank.

As a robust and mature blockchain platform, Algorand offers a wide array of tools that
simplify the development of decentralized applications (dApps). On their dedicated page
for tools and ecosystems, it is possible to choose among tags, some of which are smart
contracts, IDEs, teal, wallets, frameworks. Nevertheless, with a plethora of tools available
in the Algorand ecosystem, it would be impractical to list them all. Therefore, for the
purpose of this paper, our focus will be on tools that streamline the development process,
including those for smart contract development, testing, debugging, and deployment,
similar to the platforms mentioned earlier. Two of the leading frameworks, as they appear
in the Get Started page for developing Algo applications, are:

1. AlgoKit - the primary tool used by the Algorand community to develop, test, and
deploy Algorand smart contracts.

2. Beaker - a frameowrk for building smart contracts using PyTeal. It is also designed
to make developing, testing and deploying easier.

Other useful tools include two Algorand IDEs - algoDEA and Algodesk.io and some
smart contract utilities like PyTeal (Python language), Reach (Javascript-like language),
Tealang (C-like high-level language).In addition to the tools mentioned, it’s worth noting
that Algorand also provides a range of software development kits (SDKs), including
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.NET, Dart, PHP, Rust, Swift, Vertices, and Unity, that enable seamless integration with
the Algorand blockchain.

Additional information and tools in the ecosystem can be found on the official Algorand
page. 7

In addition to explaining its programming languages and their specific applications,
Cardano also offers a selection of valuable tools to assist developers in beginning their
development journey. For Marlowe, the language for financial contracts, there are several
tools listed on the official Cardano documentation page such as:

• Marlowe Playground - an online environment for writing, simulating, and analyzing
Marlowe contracts. It supports both the textual (Haskell and JavaScript) and
visual (Blockly) representations of Marlowe code.

• Marlowe Runtime - an application backend for managing contracts.

• Marlowe CLI - a command-line interface for running contracts.

• Marlowe Lambda - a Marlowe Runtime client for AWS Lambda services

Similarly, for Plutus developers, there is a tool called Demeter. Demeter is an online
development platform that offers a comprehensive set of tools for constructing Cardano
dApps from start to finish. It includes starter kits for various project types, such as
Plutus.

Furthermore, Cardano features a specialized section known as "Builder Tools," which offers
a variety of tools that, while not directly associated with smart contract development,
are still valuable resources. These include wallet SDKs, bridge interfaces, and libraries.
Some of the tools are Aiken, Blockfrost, cardanocli-js, cardano-wallet-js, Ogmios, and
many more. [5]

7.4.2 Standards
Standards play important role in smart contract platforms for variety of reasons. They
help to ensure interoperability between different smart contract platforms, allowing
them to seamlessly communicate and interact with one another. They also promote
security and reliability by establishing best practices for development. Furthermore, by
specifying guidelines for contract design, code quality and security measures, the risk of
vulnerabilities and exploits is reduced.

With the same objective in mind, the Ethereum community has implemented a range
of standards to ensure the composability of smart contracts and dapps.n general, the

7https://developer.algorand.org/ecosystem-projects/
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introduction of standards within the Ethereum community follows a standardized process,
wherein proposals for these standards are presented as Ethereum Improvement Proposals
(EIPs). These EIPs are then subject to discussion and analysis by members of the
community. 8 These standards are divided into following categories:

1. Standard Track: refers to any modification that has an impact on the majority, if
not all, of the Ethereum implementations. It is also further divided into 4 categories:
Core, Networking, Interface, ERC

2. Meta Track: processes surrounding Ethereum

3. Informational Track: pertains to an Ethereum-related matter that requires attention
or offers general advice or insights to the Ethereum community.

Moreover, Ethereum defines several token standards, some of which are:

• ERC-20 - a standard interface for fungible (interchangeable) tokens, like voting
tokens, staking tokens or virtual currencies.

• ERC-721 - a standard interface for non-fungible tokens. Additional standards like
ERC-2309, ERC-4400, and ERC-4907 containing some more specific functions with
regard to non-fungible token have also been developed.

• ERC-1155 - a token standard which can contain both fungible and non-fungible
assets.

• ERC-4626 - a tokenized vault standard with aim to optimize the technical parameters
of yield-bearing results. [16]

On the contrary, Neo does not explicitly lists its standards. The only two standards
mentioned on the Neo’s official website are NEP-17 and NEP-11, i.e., a standard for
fungible and non-fungible token, respectively. NEO Enhancement Proposals (NEPs)
outline guidelines for the Neo platform that cover various aspects such as core protocol
specifications, client APIs, and contract standards. Their GitHub profile provides a
repository that contains both active and accepted proposals for various standards. The
accepted proposals include:

• NEP-2 - Passphrase-protected private key

• NEP-6 - Wallet Standard

• NEP-9 - URI Scheme

• NEP-14 - NeoContract ABI
8https://ethereum.org/en/eips/
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• NEP-15 - NeoContract Manifest

• NEP-16 - NEO Executable Format (NEF)

• NEP-18 - Neo Address Resolution

• NEP-19 - Debug Info Specifications

• NEP-20 - Authentication Scheme

• NEP-21 - Dapi for N3

• NEP-22 - Contract Basic Method Guideline

In the same section mentioned earlier, the Community Developer Tools, EOSIO provides
several standards for different purposes. These are listed and briefly explained below:

• dGoods - a freely available and open-source protocol for managing virtual represen-
tations of both digital and physical items

• Marble - a lightweight, highly customizable digital item standard

• Atomic Assets - RAM efficiency and usability focused NFT standard

• Simple Assets - a standard for digital assets on EOSIO, whether fungible, non-
fungible, or non-transferable.

Algorand provides a built-in standard for different kinds of assets called Algorand
Standard Asset (ASA). ASAs are a type of digital asset that can be created, issued, and
transferred on the Algorand blockchain. They are tokens representing ownership of a
digital or physical asset, such as cryptocurrencies, real estate, intellectual property, or
even loyalty points. Furthermore, they are designed to be highly scalable, fast, and secure,
leveraging the Algorand blockchain’s features, including its pure proof-of-stake consensus
algorithm, fast transaction finality, and low transaction fees. They can be used for various
use-cases and customized to meet specific requirements. ASAs have different properties,
such as fungible or non-fungible, and can be configured with various parameters, including
total supply, decimals, and freezing, which allow for flexible tokenization and management
of digital assets. ASAs also support standard Algorand transaction features, such as
atomic transfers, which enable complex and secure multi-party transactions. [1]

Like NEO, Cardano does not explicitly specify standards on its documentation page
except for Cardano Improvement Proposals (CIPs). Cardano Improvement Proposals are
formal documents proposing changes, improvements, or new features for the Cardano
ecosystem. CIPs help create a standardized process for community-driven development
and decision-making. Nevertheless, upon reviewing CIPs, numerous standards have
already been put into effect, while several others remain open for discussion. Therefore,
we have Wallet Key Generation Standard, BECH32 address format, which enhances error
detection and ensures better human readability, URI scheme, and more.
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CHAPTER 8
Discussion

In Chapter 6, we collected findings regarding the technical implementation and evaluated
them based on our comparison metric. In the previous chapter, we examined the
attributes of selected platforms using the criteria outlined in the established catalog.
This chapter integrates the insights from both chapters and expands upon the strengths
and weaknesses of the platforms. In addition, we clarify the distinctions between the
platforms and discuss which aspects of the catalog hold relevance for developers. We
consolidate our findings for each platform, including reflections and experiences from the
implementation of different use-cases.

8.1 Key characteristics, strengths and weaknesses
Ethereum is a mature platform with a large and active developer community. Its
maturity may be its most considerable strength, considering the number of decentralized
applications developed and deployed on it covering a variety of use-cases. Ethereum’s
Turing-complete programming language, Solidity, allows developers to create complex
applications encompassing custom logic within the smart contracts. By having multi-
ple test networks and an easy-to-set-up local blockchain instance, Ethereum enables
extensive testing opportunities before any application is deployed to production. On the
official page, Ethereum offers numerous development and testing tools and frameworks.
Furthermore, it also provides many tutorials and code samples categorized in different
groups. Despite the learning curve associated with new programming languages such
as Solidity and Vyper, numerous official and unofficial resources are available to aid
in quickly understanding it. For fungible and non-fungible token use-cases, Ethereum
was an easy-to-use platform, as many examples and clearly defined ERC standards
are provided as mentioned before. However, some platforms required less knowledge
and made the process more straightforward. On the contrary, Ethereum has a more
complicated structure and multiple configurations that one needs to know, such as migra-
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tions configurations, deployment scripts, and similar, which may be challenging for new
developers. Additionally, the main disadvantage of the platform is its high fees, i.e., a
direct relationship between the price of the native token and the level of network usage.

Neo is a smart contract platform with short transaction times and low transaction
fees. Unlike Ethereum, Neo utilizes a dual token system consisting of NEO and GAS
tokens. The GAS token serves as the payment method for transaction fees and smart
contract execution costs. Decoupling these costs from the NEO token helps ensure
a stable value for NEO, as its price is not directly influenced by network usage and
vice versa. By offering support for widely-used programming languages such as C#,
Java, and Python, Neo eliminates the need for additional learning efforts, potentially
reducing costs when initiating a new project. Another strength of Neo worth considering
when choosing this platform is the ability to update a contract without changing its
transaction hash. Speaking of documentation, although Neo provides a developer portal
where documentation and tutorials can be found, only basic examples are available.
The implementation of token use-cases did not require much effort due to the clear
explanations of the standards. However, finding more advanced examples was challenging
as they are scarce in both the official documentation and online resources. One of the
technical limitations is that developers cannot utilize the full range of C# features due
to the disparity between the Neo Virtual Machine (NeoVM) and the .NET Intermediate
Language (IL). To ensure compatibility and security within the Neo blockchain ecosystem,
the Neo development team has created a limited version of the C# programming language
called NeoContract, which is tailored for smart contract development. NeoContract
restricts certain features of the C# language and provides its own set of rules, conventions,
and optimizations. Furthermore, it should be noted that the community was unresponsive
when inquiries were made.

EOS is designed to provide low latency and to handle a high volume of transactions by
utilizing a delegated proof-of-stake (DPoS) consensus mechanism. This enables faster
transaction processing and higher throughput compared to some other blockchain plat-
forms. Furthermore, in technical terms, EOS offers developers the ability to explicitly
manage CPU and RAM resources, providing a high level of efficiency in resource man-
agement and performance optimization and thus ensuring predictable and consistent
performance for smart contracts. EOS supports C++ as its primary language for smart
contract development, which is a widely adopted and powerful language known for
its performance, efficiency, and extensive developer community. The developer portal
provides a good theoretical background, however, it lacks practical examples. During
the process of searching and exploring EOS documentation, it was unclear whether
EOS.IO is still actively maintained and if EOS itself is being actively developed. As a
result, it may be advisable to follow the official page of the EOS Network Foundation
for the most up-to-date information. Moreover, developing selected use-cases required
the highest effort, as there was no official standard for non-fungible tokens, but rather
several implementations from multiple companies. Additionally, challenges arose during
the development of the supply chain management solution. For instance, certain features
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were inaccessible during testing on a local network and required additional activation.
This information was only revealed when attempting to initiate a genesis node. Another
aspect worth noting is that, despite the use of C++, EOS does not provide access to all
standard data structures. This means that adapting a solution to work with the available
resources in EOS may require additional time and effort.

Cardano is another smart contract platform utilizing Proof-of-Stake (PoS) consensus
mechanism, called Ouroboros. This algorithm provides security and scalability while
minimizing energy consumption. Considering the token use-cases Cardano differs from
other mentioned platforms in the way that tokens are not built with smart contracts
but are rather considered native assets and live on the ledger. In Cardano, native assets
are generated through Cardano-CLI by defining policies and various parameters. While
this token generation approach may initially appear more straightforward compared
to creating smart contracts, it required significant effort to create tokens, particularly
non-fungible ones. This was primarily due to a lack of structure and detailed explanations
in the Cardano documentation. Moreover, since several parts of the process require
manual entry, there are numerous stages during implementation that are susceptible to
errors. On the other side, Cardano offers several languages to write smart contracts. One
of Cardano’s languages, Marlowe, is a domain-specific language designed specifically for
financial contracts. It is not Turing-complete, making it less suitable for complex use-cases
beyond the financial domain. However, it offers distinct advantages such as enhanced
security, certainty, termination guarantees, and behavior correctness. Its second language,
Plutus, is based on the functional programming language Haskell. This association
reduces the complexity of smart contracts and enhances their readability. Nevertheless,
it should be noted that if developers are not already familiar with Haskell, it may require
additional effort and incur higher training costs during the learning period. Due to the
same reason, we could not fully implement our third use-case, supply chain, in a given
time frame. Overall, the main disadvantage of the Cardano platform is the utilization of
specific languages and approaches, for which there is not enough resources or community
support outside of the Cardano developer portal.

Algorand is a blockchain platform with several key advantages. It utilizes a Pure
Proof-of-Stake (PPoS) consensus mechanism, ensuring decentralization, security, and
scalability. By employing PPoS, Algorand achieves fast block confirmation times, enabling
a high volume of transactions per second, resulting in high throughput. The platform’s
commitment to supporting developers is evident through its provision of a well-structured
and extensive range of resources. From the theoretical perspective, Algorand offers
detailed documentation, whitepapers, and research materials explaining the basics and
more advanced concepts. In addition to theoretical content, Algorand offers many
practical examples and use cases. Developers can access sample code, tutorials, and
hands-on guides that demonstrate how to implement various features and functionalities
on the Algorand blockchain. Furthermore, Algorand sets an excellent example of how
official and unofficial documentation should complement each other, which stands as one
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of the platform’s most significant advantages. While some details may not be thoroughly
explained in the official documentation, the Algorand community demonstrates high
responsiveness in its communication channels such as Discord and the Algorand Developer
Forum. As a result, any doubts or issues encountered by developers can be resolved
within a matter of hours.
The smart contract language for Algorand, Python, along with the PyTeal library, may
initially appear challenging due to the absence of standard data structures. However, the
Beaker Framework offers a straightforward and user-friendly entry point for developers,
making the development process simpler and more accessible. Despite the need for an
adjustment and learning period, the learning curve during the implementation process
was gradual, primarily thanks to the factors mentioned earlier. These factors contribute
to making Algorand a highly competitive platform, positioning it as one of the top choices
after Ethereum.

# Platform Advantages Disadvantages

1 Ethereum
mature, large community,

rich and structured
documentation

seems complex and
challenging for new

developers, new language,
high fees

2 Algorand
detailed documentation,
responsive community,

transaction finality

limited language support,
lack of common data

structures

3 Neo

dual token system, language
support, low transaction
fees, ability to update a

contract

limited documentation,
unresponsive community,

C# limitations

4 Cardano
tokens as native assets,

multiple languages,
scalability

lack of structured
documentation, new

languages, resource scarcity,
small community

5 EOS
high transactions

throughput, flexibility
through C++

no NFT standard, no
support for Windows OS,

scarce documentation, lack
of common data structures

Table 8.1: Ranking of Smart Contract Platforms: Advantages and Disadvantages
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The table above summarizes the advantages and disadvantages of various platforms that
can be considered during the decision-making process. The platforms listed in the table
are also ranked based on our experience during the implementation process, with the
first being the most comprehensive and the last being the most challenging.

8.2 Implications for Developers
Although the previous table provides a ranking, it’s clear that there is no definitive ’best’
platform. As with any field, selecting one option out of many involves making trade-offs.
Indeed, the concept of a ’best’ platform is highly dependent on specific factors that vary
significantly from one scenario to another.

Even though the longevity of a platform may seem like a safe choice, our analysis has
shown that this is not always the case. However, one characteristic that can definitely
be marked as critically important for a platform is its adoption, evidenced by high
development activity. Furthermore, having high development activity suggests an active,
responsive community that can offer substantial support. Such a diverse and dynamic
environment increases the likelihood that many different use-cases have been implemented,
or that common issues, such as those related to syntax, standards, and compilers, have
already been addressed and solved. An example of such an environment is Algorand.
Although founded in 2019, it surpasses many more mature platforms like Neo, Eos or
Cardano. However, it’s worth noting that all the factors in our catalogue are interrelated.
For example, a platform might experience high development activity because it supports
widely used languages like Java, C#, or Python, thereby appealing to a broader audience.

Other factors that may influence the choice of platforms can be grouped into three
categories:

1. Requirements of the use-case: The characteristics of the project at hand play
a critical role in guiding the platform choice. Certain platforms may be more
suitable for particular types of projects. For example, if the project is small-scale or
represents a proof-of-concept for fungible or non-fungible tokens, it might be more
appealing to choose Algorand or Cardano. These platforms enable the creation of
tokens as standard assets, thereby avoiding the additional effort of writing smart
contracts. On the other hand, if the project is constrained by a limited amount of
hardware resources or requires additional optimization, then EOS or Neo might be
good choices. Furthermore, Ethereum offers multiple test networks, a substantial
set of development tools, and various standards that could be helpful in defining,
developing, and simulating more complex real-world use-cases.

2. Team Competence: The team’s familiarity with and knowledge of the different
platforms can profoundly impact the selection process. Developers with extensive
experience in a particular programming language may favor platforms that support
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that language. For instance, Neo, which supports multiple languages including
Java and C#, may be a more appealing choice to developers proficient in these
languages. Furthermore, a team with previous experience on a specific platform
may prefer to continue using it due to their understanding of its features and best
practices.

3. Time constraints: The availability of time is a crucial factor in the platform
selection process. Some platforms, with comprehensive documentation, robust
development tools, and supportive communities, can significantly shorten the
learning curve and speed up the development process. On the other hand, platforms
with steep learning curves might offer greater long-term benefits but could be
unsuitable for projects with tight deadlines.

8.3 Limitations and Future Work
This research paper examines three specific use-cases: fungible tokens, non-fungible
tokens, and supply chain management. As blockchain technology continues to evolve,
it proves increasingly applicable and beneficial across a range of sectors, such as real
estate, financial services, and identity verification, to name a few. These sectors present
a variety of use-cases that fall outside the scope of our implementation. Moreover, our
study focused on five specific smart contract platforms. However, as mentioned before,
the field of blockchain technology is vast and continually expanding, with many other
platforms available that were not included in our research. Some of these alternatives
could be more suitable for a particular use-case, offering unique features, benefits, or
capabilities that align more closely with the specific requirements of a given application.
As such, while our research provides valuable insights into Algorand, Ethereum, Neo,
EOS, and Cardano capabilities, it’s essential to recognize that these findings may not
necessarily generalize to other platforms or scenarios.
Furthermore, we restricted our investigation to a developer’s perspective. While this
focus allows for an in-depth analysis of these platforms’ technical and community aspects,
it does not provide a holistic view that includes end-user experiences or considers broader
economic and regulatory impacts.

Future research could extend its scope to consider a broader range of use-cases and
include diverse blockchain platforms. This approach would provide a more comprehen-
sive understanding of the strengths and limitations inherent in various smart contract
environments.

For example, Artha et al. explore the implementation of smart contracts for e-certificates
as non-fungible tokens using the Solana network [29]. They argue that Solana is attract-
ing new users to the Web 3.0 ecosystem by reducing transaction costs and accelerating
transaction speeds. On the other hand, with the rise of cross-chain interoperability solu-
tions, studying the possibility of implementing these use-cases across multiple platforms
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could be considered. Morháč et al. suggest a system for fungible asset sharing across
blockchains, explicitly designed to enable asset transfers among the distinct Parachains
within the Polkadot paraverse ecosystem. [51]
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CHAPTER 9
Conclusion

The primary objective of this thesis is to compare various smart contract platforms, with
a particular focus on the development aspect. These platforms include Ethereum, Neo,
Cardano, Algorand, and EOS. The aim is to highlight their strengths and weaknesses
and to elaborate on their differences.

To enhance our understanding of the fundamental distinctions in their core protocols
and properties, we conducted a brief review of the technical components of the selected
platforms with the help of a technical catalogue of criteria.

Furthermore, to facilitate a structured comparison, we defined a new catalogue of criteria
with a focus on development aspects. Additionally, we identified three use-cases to
implement on each platform and established corresponding implementation metrics that
are applied to these use-cases. In doing so, we contributed to the comparison from both
theoretical and practical perspective. Our work confirms that it is challenging to select
one platform that is suitable for all solutions; instead, there are trade-offs depending on
various requirements.

In Chapter 8, we examined the differences between the platforms, evaluating their
strengths and weaknesses. Moreover, we provided a ranking table based on their advan-
tages and disadvantages and considered implications for developers. To shortly summarize
our general findings: Ethereum is the most mature platform with a large community and
high development activity. Neo offers fast transaction times and multi-language support,
while Cardano is designed for enhanced security and scalability. Algorand emerged as a
significant alternative to Ethereum due to its simplicity and active community, and EOS
benefits from high throughputs and affords greater flexibility through its usage of the
C++ language.
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Our evaluation of three use-cases revealed that the least amount of code and time was
required for Ethereum, whereas EOS proved to be the most demanding, largely due to poor
documentation and a less engaged community. While Cardano demonstrated simplicity in
token implementations, the third use-case could not be accomplished within the allotted
30-hour time frame. Overcoming challenges was most straightforward with Ethereum
and Algorand, largely attributed to their responsive communities and comprehensive
documentation, while EOS, along with Cardano, again proved to be the most difficult.
However, the least experience was needed to implement use-cases with Algorand, and to
a certain degree with Cardano, specifically for token use-cases.

As mentioned in previous sections, the longstanding existence of a platform might appear
to be a reliable choice, but we have seen that it isn’t always so. Our research paper
highlights the critical importance of a platform’s adoption, signifying the role of an active
and responsive community in providing significant support. To conclude our thesis, we
posit that the selection of the platform is primarily influenced by a range of use-case
requirements (whether the use-case is a novel application or a standard solution), team
competence (as experienced teams require less support and can tackle more complex
applications), and time constraints (such as project duration and go-live deadlines).
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APPENDIX A
Implementation notes

A.1 Ethereum
Question asked on the Ethereum StackExchange: "NFT implementation of OpenZeppelin
ERC721 ownerOf always returns "ERC721: owner query for nonexistent token";

Positive remarks:

• Ethereum provides a most structured way of programming with a clear documenta-
tion, examples and community

• Easy to implement and follow any examplary use-case

• Plenty of threads on different forums and definitely the most widespread platform

• Multiple test networks for different purposes

Negative remarks / Problems encountered:

• More complicated structure

• Solidity as a new language

• Multiple configurations

• Example: What is "migrations.ts", etc.
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A.2 Algorand
Blockchain consensus: Pure Proof of Stake (solving the blockchain trilemma – not having
to sacrifice scalability, security nor decentralization)

Question asked on Discord: "Is it possible to fund a generated account in code from a
sandbox account list (./sandbox goal account list) and if yes, how?”

Positive remarks:

• Algorand Developer Forum

– well organized/structured

– get to choose categories, tags, latest or hot topics

– active community

– multiple topics answered one day ago (at that time)

• Plenty of tutorials

• Most serious project after Ethereum, offering constant support

• Every problem we came across there was an answer on Algorand’s developer forum

• Didn’t know what can be used instead of maps -> we got an answer on discord
almost instantly where to look and which examples might be helpful

Negative remarks / Problems encountered:

• Lack of data structure to manipulate the date

• No maps, structs, objects

• It takes time to adjust thought process

• Not able to find in the official documentation:

– How to fund an account from private network account

– How to get the mnemonic and create a secret key from a private network
account
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A.3 Neo
Question asked on Discord: "Could not implement NFT contract from the official
documentation page – asked multiple questions on discord if someone can confirm
if the contract is valid or not. After several days reached out to one of the group members
asking similar question and discussed the problem privately."

Positive remarks:

• Usage of C#

• Possibility to use multiple widespread languages

Negative remarks / Problems encountered:

• Not very well documented

• No quality resources for help, only basic ones available

• Not standard C# can be used, due to the difference between NeoVM and .NET IL

• Supply chain management: Not that many examples with more complicated
contracts available

• Discord invite link expired

• No guidelines on how to deal with exceptions

• Unresponsive community

A.4 Cardano
Positive remarks:

• Cardano supports creation of fungible and non-fungible token without using smart
contracts, but rather native tokens

Negative remarks / Problems encountered:

• Cardano node installation guide for Windows still in progress

• Setting up the node was the most time-consuming setup

• Can’t fund two accounts without getting too many requests error

• Need to wait 24h to be able to fund another account
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• A complex process of minting native tokens

• Too many variables to handle (many places prone to error)

• No explanations of parameters (–change address=???)

• Marlowe: hard to work with strings

• Plutus:

– Hard to understand
– Lack of resources and tutorials
– Lack of support

A.5 EOS
Question asked on StackExchange: "Cannot deploy contract containing KV Map API"

Negative remarks / Problems encountered:

• Only supports Linux and MacOS operating systems

• Bad error message logs (cannot tell what exactly is wrong)

• No official NFT standard

• Contract code/variables/members are retained on every action call

• No state, variables need to be saved into a map or a table

• Lack of data structures

• Documentation poorly written

• Some features were not available (need to be imported but that is only mentioned
when starting a genesis node)

• No community support

• No adoption

• GitHub repository archived

• Hard to find syntax rules

• Not everything is written in a C++ manner (functions declarations)
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