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Abstract

Cyber-Physical Systems (CPSs) present increasingly complex challenges, particularly
within safety-critical domains. Ensuring the correctness of safety-critical CPSs is crucial
for maintaining their viability and full operational capacity, as undetected failures can
be not only costly but also life-threatening. The timely detection and diagnosis of
faults are essential in the CPS development cycle, given the prohibitively high costs
of rectifying faults post-hardware integration. Consequently, thorough testing of CPSs
becomes paramount, underscoring the necessity for advanced fault diagnosis procedures
that can accurately detect, explain, and rectify faults.

In this thesis, we develop innovative tools and methods tailored for CPSs, aimed at
facilitating swift and accurate fault diagnosis. Our contributions encompass fault injection,
global optimization, search-based testing for fault localization, mutation testing against
formal properties, and signal feature coverage-based testing. This holistic approach offers
significant advantages over existing methods, ensuring thorough testing across various
scenarios.

The proposed solutions have been evaluated using publicly available benchmarks from
diverse domains, demonstrating the applicability and effectiveness of our research. The
findings of this thesis advance the knowledge in CPS testing, paving the way for more
reliable and safe CPSs in the future.
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Kurzfassung

Cyber-Physical Systems (CPSs) stellen immer komplexere Herausforderungen dar, ins-
besondere in sicherheitskritischen Bereichen. Die Gewährleistung der Korrektheit sicher-
heitskritischer CPS ist von entscheidender Bedeutung für die Aufrechterhaltung ihrer
Funktionsfähigkeit und vollen Betriebskapazität, da unentdeckte Ausfälle nicht nur kost-
spielig, sondern auch lebensbedrohlich sein können. Angesichts der unerschwinglich hohen
Kosten für die Behebung von Fehlern nach der Hardwareintegration ist die rechtzeitige
Erkennung und Diagnose von Fehlern im CPS-Entwicklungszyklus von entscheidender
Bedeutung. Daher ist eine gründliche Prüfung von CPS von größter Bedeutung, was die
Notwendigkeit fortschrittlicher Fehlerdiagnoseverfahren unterstreicht, mit denen Fehler
genau erkannt, erklärt und behoben werden können.

In dieser Arbeit entwickeln wir innovative Werkzeuge und Methoden, die auf CPSs
zugeschnitten sind und darauf abzielen, eine schnelle und genaue Fehlerdiagnose zu
ermöglichen. Unsere Beiträge umfassen Fehlerinjektion, globale Optimierung, suchbasierte
Tests zur Fehlerlokalisierung, Mutationstests anhand formaler Eigenschaften und auf der
Abdeckung von Signalmerkmalen basierende Tests. Dieser ganzheitliche Ansatz bietet
erhebliche Vorteile gegenüber bestehenden Methoden und gewährleistet gründliche Tests
in verschiedenen Szenarien.

Die vorgeschlagenen Lösungen wurden anhand öffentlich verfügbarer Benchmarks aus
verschiedenen Bereichen bewertet, was die Anwendbarkeit und Wirksamkeit unserer
Forschung belegt. Die Ergebnisse dieser Arbeit erweitern das Wissen über CPS-Tests
und ebnen den Weg für zuverlässigere und sicherere CPSs in der Zukunft.
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CHAPTER 1
Introduction

In an era defined by relentless innovation and technological advancement, the impact
of Science and Technology on society has been profound and far-reaching. From the
intricate machinery powering our daily lives to the vast network of interconnected systems
shaping our collective future, the emergence of Cyber-Physical Systems (CPSs) stands
as a testament to humanity’s relentless pursuit of innovation and progress [OJL+22].
These systems, seamlessly integrating the digital and physical realms, have revolutionized
countless aspects of society, from transportation and manufacturing to infrastructure and
healthcare. Artificial Intelligence (AI), Robotics, Drones, and a multitude of intercon-
nected devices form the foundation of CPSs, harmonizing a complex interplay of data
and operations to enhance efficiency, safety, and convenience [Um19,SS22].

At the forefront of this technological revolution lie pillars such as autonomous driving,
smart factories driving Industry 4.0, and the paradigm shift in urban living epitomized by
smart mobility and buildings. For example, recent strides in technological advancements
within CPSs have garnered considerable momentum, evidenced by initiatives like the
Austrian “5G Playground,” [5G 24] which is pioneering innovative solutions in intelligent
transportation systems, robots and smart cities. Also, initiatives like the “Austrian Action
Programme on Automated Mobility” [FM24] and “Digibus Austria” [oTG24] spearhead
the development of autonomous vehicle technology, promising safer and more efficient
transportation solutions for tomorrow’s cities. These groundbreaking and transformative
technologies are not exclusive to developed nations but are also being embraced by
developing countries. For instance, India’s “Smart Cities Mission” [MoHUAGoI24] seeks
to harness CPSs to optimize urban infrastructure and enhance quality of life. Besides, the

©2024 Copyright held by the owner/author(s). Parts Reproduced, Reused, Reprinted, with permis-
sion, from Drishti Yadav. 2024. From Fault Injection to Formal Verification: A Holistic Approach to
Fault Diagnosis in Cyber-Physical Systems. In Proceedings of the 33rd ACM SIGSOFT International
Symposium on Software Testing and Analysis (ISSTA 2024), Vienna, Austria, September 16-20, 2024.
ACM, New York, NY, USA, 1896–1900. https://doi.org/10.1145/3650212.3685552
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1. Introduction

seamless integration of CPSs stands as a cornerstone in India’s endeavors towards space
exploration, notably demonstrated in historic missions like “Chandrayaan-3” [ISRO24b]
and “Aditya-L1” [ISRO24a] by India’s space agency: Indian Space Research Organisation.

Cyber-Physical Systems (CPSs), by definition, transcend the boundaries between the
digital and physical realms, embodying a symbiotic relationship between hardware and
software. Beyond the rudimentary definition lies a complex interplay of sensors, actuators,
AI algorithms, and communication networks, orchestrating a symphony of data and actions
to achieve predetermined goals [Lee15]. More specifically, CPSs represent a cutting-edge
fusion of computational prowess, communication capabilities, and control mechanisms,
embodying highly collaborative, intelligent and automated systems [YZH20]. Unlike
conventional systems, CPSs operate at a level of complexity that demands sophisticated
design methodologies. These systems are tasked with orchestrating intricate interactions
not only within their own subsystems but also with the external environment. In essence,
CPSs transcend conventional engineering boundaries, focusing on the convergence of cyber
and physical worlds to create dynamic, interconnected systems capable of adapting and
responding to real-world challenges with unprecedented efficiency and precision [PZL12].

However, with technological progress comes heightened complexity. The proliferation of
interconnected devices, coupled with the exponential growth of data and computational
power, has ushered in an era where CPSs operate at unprecedented scales and intricacies.
Sources of complexity abound, from the heterogeneity of system components to the
dynamic and unpredictable nature of real-world environments. Amidst this complexity,
the imperative for CPSs to be safe and reliable cannot be overstated. Mission-critical
and safety-critical applications such as autonomous vehicles and medical devices hinge
on flawless operation, with the slightest error carrying potentially catastrophic conse-
quences. In essence, the following incidents stand as poignant reminders of the gravity
of the situation and the possible repercussions of failure, encompassing both financial
ramifications and human casualties.

1. Northeast Blackout (2003): The Northeast blackout of 2003, caused by a software
bug in the alarm system of the control room at FirstEnergy Corporation in Ohio,
resulted in the loss of power for over 50 million people in the northeastern United
States and parts of Canada1. This CPS failure led to widespread disruptions,
economic losses, and compromised public safety.

2. SpaceX CRS-7 Mission Failure (2015): In June 2015, SpaceX’s Falcon 9 rocket
carrying a Dragon spacecraft exploded shortly after liftoff during the CRS-7 mission
to resupply the International Space Station (ISS). The failure resulted in the loss
of valuable cargo and dealt a blow to space exploration efforts2.

3. Tesla Autopilot Crashes: Incidents involving Tesla vehicles using the Autopilot
feature have resulted in collisions and fatalities. Notable incidents include a 2016

1Source: Final Report on the August 14, 2003 Blackout
2Source: SpaceX CRS-7 Mission Failure Investigation Report
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crash where a Tesla Model S in Autopilot mode collided with a tractor-trailer,
resulting in the death of the Tesla driver3.

4. Uber Self-Driving Car Crash (2018): In March 2018, an Uber autonomous vehicle
struck and killed a pedestrian in Tempe, Arizona. The vehicle was in self-driving
mode at the time of the accident4.

5. Boeing 737 MAX Crashes (2018-2019): The crashes of Lion Air Flight 610 in
October 2018 and Ethiopian Airlines Flight 302 in March 2019, both involving
Boeing 737 MAX aircraft, resulted in a total of 346 fatalities. Investigations revealed
flaws in the aircraft’s Maneuvering Characteristics Augmentation System (MCAS),
a CPS designed to enhance flight stability5. Following the occurrence of these two
fatal crashes, Boeing encountered significant penalties, legal actions, and incurred
substantial costs, amounting to billions of dollars, in efforts to enhance the safety
of its products and restore its public image.

These examples serve as stark reminders of the need for robust design and testing to
ensure the safety and reliability of CPSs across various domains, lest they lead to further
loss of life, economic turmoil, and disruptions to essential services.

In order to address the risks associated with CPS failures, it is crucial to implement
comprehensive design and Verification and Validation (V&V) procedures. With the advent
of intelligent CPSs, verification needs to be conducted across different levels, encompassing
both hardware and software components, and system-wide functionalities. Consequently,
to streamline the development process and alleviate the complexities encountered by
engineers during the design phase, novel frameworks have been established. These
frameworks, including formal methods, simulation-based testing, and hybrid approaches,
offer promising avenues for enhancing the effectiveness of V&V processes in ensuring the
reliability and safety of CPSs. Among these approaches, Model-Based Design (MBD) has
emerged as a pivotal strategy, with researchers and practitioners increasingly embracing
model-based development as a cornerstone of this endeavor [JCL11]. By adopting a
model-centric framework, engineers can simulate and analyze CPS behavior in a controlled
environment under various conditions, facilitating early identification and resolution of
potential issues before deployment, thus mitigating risks and enhancing system robustness.
The benefits of this approach are manifold, ranging from early error detection and reduced
development costs to streamlined collaboration and decision-making.

More precisely, MBD is a methodology that employs simulation to comprehend the
behavior of either a forthcoming or an existing physical system. This approach, facilitated
by model-based development tools, expedites the development of smarter connected
systems by enabling engineers to simulate intricate products as systems-of-systems
across the entire development life cycle [ARM17, TTT21]. Contrary to traditional
design methodologies, MBD offers a distinct approach. Instead of relying on complex

3Source: National Highway Traffic Safety Administration (NHTSA) Investigation Report
4Source: National Transportation Safety Board (NTSB) Report
5Source: Final Report on Lion Air Flight 610, Final Report on Ethiopian Airlines Flight 302
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1. Introduction

structures and extensive software code, designers utilize MBD to craft plant models
with sophisticated functional attributes using continuous-time and discrete-time building
blocks. These models, when integrated with simulation tools, foster rapid prototyping,
software testing, and verification [NM18,PGZ+23].

The importance of MBD for CPSs becomes particularly evident given the plethora of
tools available for development. Numerous MBD tools support various facets of CPS
development, each offering unique capabilities. For instance, SysML6 and AADL7 provide
comprehensive modeling languages tailored for CPS design, while LabVIEW8 offers
a versatile platform for developing and deploying measurement and control systems.
MATLAB™/Simulink®9 from MathWorks®, widely favored by researchers, facilitates
model-based development and simulation, enabling fail-safe design strategies for CPSs.
Additionally, Modelica10 enables multi-domain modeling and simulation, and dSPACE11

provides real-time simulation and testing solutions. Besides, Ansys SCADE Suite12

offers capabilities for graphical modeling, simulation, verification, and automatic code
generation, ensuring the reliability and safety of CPS software. In addition to these
tools, the academic community has devised various hybrid automata modeling frame-
works to effectively capture the complexities of CPSs. These frameworks, including
HyVisual [LZ06], Petri Nets [DA94], PowerDEVS [BK11], and Shift [DGV96], offer
versatile approaches to modeling CPS dynamics. Collectively, these tools and frameworks
empower engineers and researchers to efficiently design, simulate, and validate CPSs,
underscoring the pivotal role of MBD in advancing CPS technologies. Among the arsenal
of model-based development tools, MATLAB™/Simulink® stands out as a ubiquitous
choice, offering a comprehensive suite of functionalities tailored to the intricacies of CPS
design. Its robust simulation capabilities, coupled with extensive libraries and intuitive
interfaces, make it indispensable for engineers and researchers navigating the complexities
of modern CPSs.

It is imperative to acknowledge that achieving a bug-free state in a CPS is challenging.
The heterogeneity of CPS components gives rise to various classes of faults, each demand-
ing meticulous debugging and testing. These faults, whether permanent or transient,
contribute to the complexity of CPS and necessitate rigorous debugging processes. As
development progresses, the cost of error detection and correction escalates at each
stage, underscoring the importance of ensuring system correctness as early as possible.
Timely fault detection holds utmost importance, as addressing faults after hardware
integration proves to be excessively costly. This has prompted the adoption of “shift-left”
testing, emphasizing the need to address V&V concerns early in the development lifecycle
and advocating for early intervention to preempt potential issues. By adhering to this

6https://sysml.org/
7https://insights.sei.cmu.edu/library/architecture-analysis-and-design-language-aadl-tool/
8https://www.ni.com/en/shop/labview.html
9https://in.mathworks.com/products/simulink.html

10https://modelica.org/
11https://www.dspace.com/en/ltd/home.cfm
12https://www.ansys.com/products/embedded-software/ansys-scade-suite
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1.1. Research Gaps and Problem Statement

approach, test suites are positioned to be robust, effectively identifying defects before they
are introduced into the production environment. Consequently, adopting the shift-left
mindset facilitates the timely detection and resolution of issues, contributing to the
overall quality and reliability of the software product.

V&V techniques, particularly with the adoption of Shift-left testing (aka Design-time
testing), are pivotal in ensuring a CPS’s adherence to design constraints and performance
expectations. These techniques, whether exhaustive or simulation-based, serve as essential
checkpoints throughout the development process, helping to identify and rectify potential
issues early on. However, the heterogeneous and intricate nature of CPSs introduces a
myriad of theoretical and practical challenges to the verification process.

1.1 Research Gaps and Problem Statement
As discussed above, ensuring the rapid and accurate detection and diagnosis of faults is
paramount in guaranteeing the viability and full operational capacity of safety-critical
CPSs. The consequences of undetected failures in such systems can be both costly and
life-threatening. Therefore, comprehensive testing is indispensable in CPS development
to ensure fault-free operation and rectify faults before product release. In verifying the
safety aspects of CPSs, it is essential that fault diagnostics are highly advanced, capable of
precisely identifying the location and nature of faults. This advanced capability facilitates
efficient fault rectification, contributing to the overall reliability and safety of the system.

Despite the increasing complexity of CPSs and advancements in test methodologies,
there remains a notable gap in the provision of automated and effective tools and
methodologies for systematic fault-based testing, including fault detection and
analysis. This deficiency limits the ability of engineers to conduct comprehensive
fault diagnostics of CPSs, thereby jeopardizing their reliability and safety in critical
applications. Consequently, there is a pressing need for the development of efficient
tools and methodologies to assist engineers in apt fault diagnostics of safety-critical
CPSs, addressing this critical gap in current CPSs development practices and
ensuring their robustness and integrity in real-world scenarios.

Under the umbrella of fault diagnostics and fault-based testing for CPSs, fault injection,
optimization-based falsification, fault localization, mutation testing, coverage-based
testing and formal verification form a cohesive network of activities, as illustrated in
Figure 1.1. Rather than existing as isolated processes, these activities complement and
reinforce each other synergistically, enhancing fault analysis and system testing. Each of
these activities is integral, contributing significantly to the evaluation of CPS robustness,
reliability, and fault tolerance. Fault injection involves deliberately introducing faults or
errors into the system to evaluate how it responds under adverse conditions. Once faults
are injected, Fault Localization (FL) comes into play, aiming to pinpoint the precise
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1. Introduction

location of these faults within the system. This step is essential for understanding the
root causes of system failures and facilitating targeted debugging and rectification efforts.
Optimization-based falsification, aka Falsification Testing (FT), employs (meta-)heuristic
strategies to systematically search for inputs that violate specified safety properties,
enhancing the effectiveness of fault detection. By leveraging (meta-)heuristic strategies,
this approach effectively explores the system’s behavior space to uncover potential failures.
Mutation Testing (MT) complements fault injection and localization by assessing the
effectiveness of test cases in detecting and addressing faults. It involves introducing small
changes or mutations to the system’s code or specifications to evaluate the adequacy of
existing test cases. This process helps identify weaknesses in the testing approach and
ensures comprehensive coverage of potential fault scenarios. Besides, Coverage-Based
Testing focuses on creating test cases that thoroughly exercise different parts of the
system to (i) achieve maximum coverage, and (ii) validate the behavior and functionality
of the system under various operating conditions, including normal operation and fault
scenarios. By generating diverse and comprehensive test cases, engineers can uncover
latent faults and vulnerabilities in the system, enhancing its reliability and resilience.

Fault Diagnosis
of CPS

Model-Based
Development

Model-Based
Design

Model-Based
Testing

Fault-Based
Testing

Formal
Verification

Fault
Localization

Mutation
Testing

Coverage-
Based Testing

Falsification
Testing

Optimization
(Meta-)heuristics

Fault
Injection

Formal
Specification

Figure 1.1: Overview of Fault Diagnosis of CPSs.

Formal Verification and Formal Specifications are also crucial elements in this network.
Formal Specifications are detailed and precise descriptions of the behavior and properties
that a system or component should exhibit. These specifications use formal languages
and mathematical notation to define what the system is supposed to do, often in terms
of its desired properties and constraints, serving as a benchmark for correctness. Formal
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1.1. Research Gaps and Problem Statement

Verification then uses mathematical techniques to prove or disprove whether the system
meets these specifications. This process provides a rigorous method for validating the
system’s adherence to its requirements, complementing other testing activities by ensuring
that the system meets formally defined criteria. Altogether, these activities create an
integrated and interconnected network of processes that work in tandem to assess the
robustness, reliability, and safety of CPSs. By integrating these approaches, engineers
can effectively identify, analyze, and mitigate faults, ultimately enhancing the overall
quality of CPSs.

In practice, fault diagnostics of CPSs can benefit from a structured methodology that
preselects and prioritizes the most suitable techniques for identifying and addressing sys-
tem faults. Building on the interconnected network of activities (illustrated in Figure 1.1)
that can be flexibly applied in various sequences depending on the system’s specific needs,
a possible methodology would begin with fault injection to simulate potential faults and
assess the system’s response under controlled conditions, providing a basis for further fault
analysis and testing. Preselecting fault injection allows the identification of vulnerable
components or behaviors in the CPS, which lays the groundwork for the subsequent
stages of the methodology. Once fault injection has been carried out, optimization-based
falsification is employed to generate test inputs that could potentially lead the system into
unsafe states. Falsification serves as a bridge between fault injection and other testing
activities, enriching the exploration of the system’s behavioral space to uncover a broader
range of possible failures. After identifying faulty behaviors through fault injection
and falsification, the focus is on fault localization to precisely identify the location of
faults within the CPS, thereby providing a detailed fault map of the system. With
potential faults identified and localized, mutation testing is used to assess the quality
and robustness of the test cases, providing valuable feedback on the comprehensiveness
of the testing approach and highlighting areas that may require more focused testing
efforts. Building on the outcomes of mutation testing, coverage-based testing is employed
to ensure maximum exploration of the system’s behavior. Coverage-based testing not
only seeks to validate the system’s functionality under varied conditions but also aims to
uncover latent faults that may have been overlooked in previous stages. Finally, formal
verification serves as the conclusive step in the methodology: This step complements
all previous activities by providing a high level of assurance that the system meets its
formally defined requirements, thereby confirming its overall robustness and integrity.

The methodology outlined above integrates these activities where each stage builds upon
the results of the previous ones. Fault injection sets the stage for exploring system
vulnerabilities, optimization-based falsification enriches fault scenarios, fault localization
identifies specific issues, mutation testing evaluates the testing adequacy, coverage-based
testing ensures thorough validation, and formal verification provides a rigorous check
against formal specifications. Note that this methodology is designed to be flexible,
allowing the sequence of activities to be adjusted depending on the CPS’s characteristics
and specific fault diagnosis goals. For example, in some cases, starting with fault
injection may be more appropriate to explore the system’s response to faults before
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1. Introduction

formal verification. Alternatively, if the system’s design is highly complex, performing
formal verification upfront can help define the constraints and expectations that guide
all subsequent testing efforts.

It is worth mentioning that the quality of a test suite is closely linked to its ability to
pinpoint faults (fault localization) and detect them accurately. Additionally, there is a
strong correlation between the extent of test coverage and the suite’s capacity to identify
faults effectively. Moreover, the thoroughness with which a test suite exercises the internal
behavior of a system directly influences its ability to reveal faults. Consequently, it is
imperative to pursue several strategies: (1) developing tools for automatically injecting
faults into CPS models, thereby facilitating fault diagnostics; (2) improving the search-
based testing of CPS using advanced meta-heuristic approaches; (3) designing methods
to automatically generate test suites that possess high fault-localization capabilities;
(4) devising test generation procedures that effectively uncover faults; and (5) creating
effective strategies for generating tests that ensure maximum coverage of the system’s
behavior.

1.2 Scientific Goals and Objectives
This thesis focuses on the development of tools and techniques to verify the safety
aspects of CPSs, thereby facilitating efficient fault diagnostics. Below, we delineate the
primary research objectives, providing a succinct summary13 of the current state-of-the-
art limitations for each objective. Additionally, for each research objective, we pose a
corresponding Research Question (RQ) and articulate the intended scientific goal.

1. Injecting faults and mutating CPS models
Safety-critical CPSs must function reliably under both normal and adverse conditions,
where components may exhibit unexpected behaviors. To ensure these systems meet
stringent safety and reliability standards, adherence to industrial safety guidelines
like ISO 26262 and IEC 61508 is crucial. These standards are designed to validate
that the systems conform to necessary safety requirements and are built with fail-
safe mechanisms to prevent catastrophic failures. Ensuring safety, a non-negotiable
requirement in these systems, often involves evaluating how the system behaves
under abnormal conditions, such as the presence of faults [BV07]. Techniques like
fault injection and mutation testing are advocated by industrial safety standards to
advance the development of CPSs, particularly in safety-critical fields such as the
automotive industry [PFK+13]. These methodologies help assess a system’s fault
tolerance and dependability [ALRL04], enabling a thorough verification of its safety
and correctness [EL17].
Automated and programmatic fault injection mechanisms are essential prerequisites
for conducting large-scale mutation testing evaluations effectively. These mechanisms
enable the injection of faults of various types into the system model in an automated

13In the upcoming chapters, we will provide a comprehensive reference list (Related Work section).
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fashion, i.e., without requiring human intervention during the injection process. For
an effective fault injection process, several key requirements must be fulfilled:

• Automation: The process should support fully automated fault injection without
requiring human intervention, allowing for extensive evaluations.

• Diversity of Fault Types: It must allow the injection of a wide variety of faults to
comprehensively test the system.

• Scalability: The mechanism should be scalable to accommodate complex and
large-scale Simulink models typical of CPSs.

• Seamless Integration: It should integrate smoothly with existing simulation
environments and testing frameworks used for Simulink models, facilitating a
streamlined testing workflow.

• Reproducibility: Fault injections must be repeatable and consistent to ensure the
reliability of the testing outcomes.

Currently, there is a notable absence of a fault injection solution for Simulink that
fulfills all identified requirements. This deficiency contributes to the lack of systematic
experiments on CPS testing approaches, leading us to the following research question:
RQ1: How to leverage automated and systematic injection of faults in CPS
models to allow scalable experiments?
Goal: The objective is to develop a solution for automatically injecting faults and
mutations into CPS Simulink models, meeting the specified requirements outlined above.
Specifically, our focus is on leveraging existing state-of-the-art tools for fault injection
and mutation to create a fault injection mechanism. This mechanism will offer a
diverse range of faults and detailed options for fault configuration, enabling scalable14

experiments.

2. Improving search-based testing
Extensive research has been conducted on verifying CPSs through exhaustive sim-
ulations and monitoring algorithms. Safety assessments in CPSs are grounded in
high-level system requirements expressed as formal temporal logic specifications, such
as Signal Temporal Logic (STL) [DM10]. STL facilitates the representation of real-
time properties over dense-time and real-valued behaviors of CPS, providing both
qualitative and quantitative semantics. The quantitative robustness semantics of STL
indicate how robustly a property15 is satisfied or violated.
In the context of CPSs, optimization algorithms, particularly metaheuristics, are
essential for effective testing. These algorithms can systematically navigate the complex

14In this context, “scalable” refers to the fault injection process’s ability to handle increasing complexity
and size of CPS models without a significant loss in performance or effectiveness. The process should
be capable of injecting faults into large-scale Simulink models with numerous components, signals, and
intricate interactions while maintaining accuracy, efficiency, and automation.

15Throughout this thesis, we use the terms specification, formal requirement, (formal) property, and
temporal logic formula interchangeably.
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input spaces of CPSs, uncovering faults and ensuring system robustness. Particularly,
falsification is an effective method for identifying violations of a specification through
counterexamples [ZLA+21]. For automatic test generation in CPS safety evaluation,
optimization-based falsification, or search-based testing, is frequently employed. This
approach aims to identify a falsifying input that triggers a violation of the STL
property. Despite the use of various metaheuristic strategies in falsification, such
as Simulated Annealing [AF12] and Tabu Search [DJKM15], the trade-off between
intensification (exploitation) and diversification (exploration), remains a significant
challenge. Consequently, the development of new algorithms is crucial to address the
unique and varied challenges presented by CPSs, guided by the necessity to not only
balance exploration and exploitation in the search process, but also achieve faster
convergence, and perform well in both constrained and high-dimensional spaces. By
continuously innovating and refining these algorithms, we can significantly enhance the
reliability and safety of CPSs in practical applications. This leads us to the following
question:
RQ2: How can optimization algorithms be further refined to enhance
testing of CPSs in practical applications?
Goal: The objective is to develop a high-level heuristic strategy to efficiently tackle the
exploration-exploitation trade-off in search-based testing, also capable of handling high-
dimensional search spaces and constrained optimization tasks, as those encountered in
advanced CPS controllers.

3. Accurately localizing faults in CPS models
Run-time monitoring techniques are effective for detecting faulty or spurious behaviors
in systems by utilizing monitors for STL properties [FMN15]. Numerous efforts have
been made to pinpoint faults in a system-under-test (SUT) by analyzing observed
violating and falsifying traces. However, fault localization in the presence of multiple
faults remains largely unaddressed in the literature. Besides, existing fault localization
methods are often time-consuming and resource-intensive. Therefore, there is a need
to develop methods that can accurately localize faults with lower costs and greater
efficiency. This brings us to the following research question:
RQ3: How to use the observed behaviors of a system to localize multiple
faults (potentially large in number) accurately?
Goal: The objective is to develop an accurate fault localization method closely integrated
with testing, capable of maintaining robustness even when confronted with numerous
faults in the SUT, potentially of varying types, while also being cost-effective.

4. Mutation Testing of CPS models against formal specifications
Mutation testing, a recognized software quality assurance technique for evaluating
test suites, is proficient at estimating the overall fault-revealing capacity of a test
suite. However, its practicality and informativeness diminish when validating software
against specific requirements, a common necessity for embedded software subjected to
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rigorous safety property validation. In such cases, traditional mutation testing proves
impractical and inefficient in fault detection. This leads us to the following research
question:

RQ4: How can mutation testing be adapted or enhanced to effectively
reveal faults in embedded software subjected to rigorous safety property
validation?

Goal: The objective is to propose a new approach for mutation testing of CPS models
against formal properties. More specifically, we aim to provide a formal definition for
killing mutants with respect to properties. In addition, for CPS models, we focus on
designing a test generation strategy to generate test cases that can kill the mutants
with respect to formal properties effectively.

5. Defining new notion of coverage for testing CPS models
Within the domain of embedded software testing, practitioners commonly assess
the effectiveness of test suites by examining their code coverage and fault-revealing
capabilities. Various metrics, such as input coverage, output coverage, and structural
coverage, are employed to measure coverage adequacy. Structural coverage metrics,
widely utilized in both research and industry [FA11,YLW06, IPJF19], offer insights
into how thoroughly a test suite exercises system elements, thus identifying potential
shortcomings in test cases. However, studies suggest that solely relying on struc-
tural coverage criteria may be insufficient for fault detection in software models and
programs [GRS+16, IH14, NA09, SP10]. Particularly for CPS dataflow models, the
interconnected nature of elements in these models means that executing a test case
to cover one element may trigger the execution of numerous others. Consequently,
depending solely on these metrics for CPS dataflow model testing may yield limited
benefits, failing to provide a comprehensive understanding of how well the system’s
internal behavior has been tested.

To adequately test CPS models, it is crucial to utilize more sophisticated and refined
coverage metrics tailored to capture the intricate behaviors and interactions inherent
in these models. By refining coverage metrics in this manner, we can ensure that
the testing efforts adequately explore the full spectrum of system functionalities and
potential failure modes. This leads us to the following research question:

RQ5: How can coverage metrics be refined and advanced to effectively
capture the nuanced behaviors and interactions within CPS models?

Goal: The objective is to design a new coverage metric that thoroughly exercises the
internal behavior of a CPS model. Additionally, we aim to (i) design a test generation
strategy that maximizes our coverage metric, and (ii) investigate the effectiveness of
the generated test cases in revealing faults.
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1.3 Methodology
The research outlined in this thesis predominantly adopts the Design Science Research
(DSR) methodology [Hev07] to address the aforementioned research questions. Design
science is a research approach centered on crafting and validating prescriptive knowledge.
Particularly suited for practical engineering challenges, it furnishes frameworks for devising
and assessing solutions to specific problems.

Conducting a
Systematic

Literature Review
Identifying the
Research gaps

Defining the
Research

contributions

Methodology
(Design Science Research)

Relevance Cycle

Defining the research
problem

Defining the research
scope

Defining the assessment
and acceptance criteria

Rigor Cycle
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expertise that define
the state-of-the-art in

CPS testing

Identifying the existing
artifacts and processes
related to the research

problem

Design Cycle

Awareness,
Suggestions,
Development,
Evaluation,
Finalization

Figure 1.2: Steps of research development methodology (Design Science Research).

Figure 1.2 illustrates the steps of the research development methodology. We addressed the
problem identification and motivation in Section 1.1, and the objectives for the envisioned
solution in Section 1.2. These activities were informed by Systematic Literature Reviews
(SLRs) [KBB+09], allowing for a comprehensive understanding of the current state-of-the-
art and related work in the field. Our SLR on fault diagnostics and fault-based testing of
CPSs, explored the extensive works on topics including, but not limited to: CPSs, V&V,
testing, falsification, fault- and mutation-analysis, STL, fault identification and diagnosis.

Additionally, we outlined the artifacts that are planned to be designed and developed
in the research in Section 1.2. Their contribution, encompassing tools and methods, to
the body of knowledge in the realm of CPS testing, is encapsulated in Section 1.4. To
assess our developed tools and methods, we employed Simulink benchmarks sourced from
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different venues as our experimental subjects. Further information on these case studies
and our experiments is provided in the subsequent chapters.

The prototypes and tools for the work detailed in Chapters 3-7 were developed using
CPS models across different platforms and MATLAB versions. Additionally, we utilized
different tools, including those for monitoring STL specifications, to implement our
approaches. Each chapter will provide specifics regarding the platforms and tools used in
the implementation process.

Lastly, the dissemination of the findings is addressed in “List of Publications”. Generally,
each response to the RQ yields a valuable artifact (either tools or methods), which is
shared through publications in scientific conferences and journals.

1.4 Thesis Contributions
This thesis endeavors to construct a fault-based testing framework customized for safety-
critical CPSs, streamlining and enhancing fault diagnosis in these systems. Specifically, it
targets CPS Simulink models with safety requirements articulated using Signal Temporal
Logic (STL). The thesis introduces innovative tools and methodologies that surpass
conventional approaches, enabling thorough CPS testing. Illustrated in Figure 1.3, the
thesis unfolds with the following distinctive contributions:

Enhanced Fault Injection and Mutation Framework for Simulink Models. One
of the principal contributions of this thesis is the introduction of an open-source tool
named FIM for systematic Fault Injection and Mutation in Simulink models. Unlike
previous approaches, FIM offers automated and programmable fault injection capabilities,
eliminating the need for manual intervention during the injection process. FIM offers
a broader range of faults and mutations for CPS Simulink models and streamlines
automated fault injection. Additionally, FIM is highly scalable, generating numerous
mutants quickly via configuration files. Moreover, it enables testers to control fault block
activation and parameter adjustment, enhancing rigorous testing of the SUT against
failures to assess its fault tolerance.

Introducing Blood Coagulation Algorithm: A Bio-inspired Global Optimizer.
This thesis presents a novel bio-inspired optimization algorithm inspired by the biological
process of blood coagulation, called the Blood Coagulation Algorithm (BCA), which
surpasses other state-of-the-art optimizers in terms of exploration, exploitation, avoidance
of local optima, and convergence. As the thesis unfolds, we will illustrate BCA’s efficacy
in navigating high-dimensional search spaces, handling constrained optimization tasks,
and facilitating the optimization-based falsification (i.e., search-based testing) of CPS
models. These qualities position BCA as a competitive solution for addressing real-world
optimization challenges, including those encountered in CPS testing.

Improving Fault Localization with Search-based Testing. As another significant
contribution, this thesis presents a novel search-based testing method for precisely
localizing faults in CPS Simulink models. The method leverages two test executions
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Figure 1.3: Overview of the Thesis: Mapping Contributions to Research Questions and
Dependencies.

with contrasting outcomes (one passing and the other failing) to provide precise details
about the fault location, thereby reducing the scope and effort required for debugging.
Furthermore, our method demonstrates the capability to effectively localize multiple
faults while enhancing fault localization cost and computational efficiency, as detailed
later in this thesis.

Enhancing Test Suite Evaluation with Property-Based Mutation Testing.
This thesis introduces Property-Based Mutation Testing (PBMT), a novel extension
to traditional mutation testing method, to evaluate the effectiveness of test suites in
relation to properties, a previously unexplored area in mutation-based testing literature.
Additionally, this research proposes a search-based approach for generating test cases to
automatically identify mutants relevant to PBMT experiments, supported by empirical
findings for CPS Simulink models.

Introducing Signal Feature Coverage for Enhanced CPS Testing. Another key
contribution of this thesis is the introduction of the innovative concept of signal feature
coverage, a coverage criterion specifically designed for CPS dataflow models. Signal
feature coverage is based on standard signal features and involves exercising the internal
signals of a CPS dataflow model concerning their various time and frequency domain
characteristics. Furthermore, this thesis proposes a search-based test generation strategy
aimed at maximizing this coverage. As elaborated upon in subsequent chapters of the
thesis, we will evaluate the performance of existing test generation strategies in terms
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of signal feature coverage and demonstrate how test suites designed to maximize this
coverage can enhance fault detection.

1.5 Thesis Organization
This thesis presents significant contributions (outlined in Section 1.4) aimed at enhancing
fault diagnosis in safety-critical CPS. The contents of the thesis stem from four published
conference papers [BMNY22a, BMNY22c, BMNY23, Yad24], one published journal pa-
per [Yad21] and one unpublished work (which is under submission and review), reflecting
research conducted between the years 2020 and 2024. In this introductory chapter, we
have delved into the context and motivations behind this thesis. The subsequent chapters
are structured as follows:

Chapter 2. This chapter lays the groundwork for subsequent chapters, introducing
foundational concepts essential for the analyses and implementations ahead. We begin
by exploring the basics and syntax of Signal Temporal Logic (STL). Following this, we
delve into a detailed examination of CPS Simulink models, covering their structure and
functionalities. Additionally, we establish foundational definitions pertinent to mutation
testing. Finally, we explore methods for conducting mutations on Simulink models. The
material presented in this chapter comes from [BMNY22c] and [BMNY23].

Chapter 3. In this chapter, we introduce our fault injection and mutation tool, referred
to as FIM, which holds a central role in this thesis. We begin by elucidating the rationale
behind developing FIM. Next, we delve into the conceptual challenges that informed and
influenced the features of FIM, followed by an exploration of its architecture. We illustrate
the tool’s application through a case study, present evaluation findings, review related
work on fault injection and mutation, and conclude by summarizing our contributions.
The content of this chapter is primarily derived from [BMNY22a], with the exception
of certain details regarding tool usage. Note that FIM is the foundational tool for fault
seeding and mutant generation in the subsequent chapters (i.e., Chapters 5, 6 and 7).

Chapter 4. In this chapter, we introduce the Blood Coagulation Algorithm (BCA), our
bio-inspired optimization algorithm, which stands as another significant contribution of
this thesis. We delve into the inspiration behind the algorithm and its workings, followed
by a comprehensive assessment of BCA’s performance across various mathematical
functions, real-world engineering design challenges, and falsification task involving CPS
Simulink model. The chapter closes with a summary of the contributions and findings.
All the content in this chapter is sourced from [Yad21]. Note that the BCA optimizer will
be utilized for handling optimization tasks in the following chapters (i.e., Chapters 5, 6
and 7).

Chapter 5. In this chapter, we introduce a search-based testing method aimed at
precisely localizing faults within CPS Simulink models, constituting another fundamental
contribution of this thesis. We tackle fault localization in scenarios involving both explicit
specifications (i.e., when formal properties are present) and implicit specifications (i.e.,
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when formal properties are absent). Following this, we present the results of our evaluation
on CPS Simulink models, illustrating the effectiveness of our approach compared to a
state-of-the-art fault localization technique. The chapter concludes with an examination
of related research and a summary highlighting the primary contributions and findings.
All information in this chapter comes from [BMNY22c].

Chapter 6. In this chapter, we delve into our novel approach to mutation testing,
called Property-Based Mutation Testing (PBMT), which evaluates software against formal
properties, adding a new dimension to traditional mutation testing. We start by explaining
the motivation behind PBMT, followed by formally defining how to kill a mutant with
respect to a property. Next, we explore a search-based test generation strategy aimed at
creating mutation-adequate test cases. Then, we present the evaluation results obtained
from applying our approach to Simulink models, comparing them with state-of-the-art
testing techniques and discussing the insights obtained from our experiments. Finally,
we wrap up the chapter with a discussion on related work and a brief summary of our
contributions and findings. The content in this chapter is sourced from [BMNY23].

Chapter 7. In this chapter, we introduce signal feature coverage, a new coverage criterion
for evaluating the thoroughness of test suites for testing CPS dataflow models. We also
present feature-coverage testing, a search-based test generation strategy specifically
designed to maximize signal feature coverage. Additionally, we apply our feature-coverage
testing approach to various sets of target signals and their respective features, including
scenarios where CPS models are tested against STL specifications. We then present our
evaluation results through experiments with various Simulink models and comparisons
to current testing methods. Lastly, we discuss the related work and conclude the chapter
with a concise summary of our contributions and findings. The content of this chapter is
unpublished and currently under submission.

Chapter 8. This chapter serves as the conclusion of this thesis, recapitulating the
primary outcomes and research findings, and proposing future research avenues aimed at
advancing fault diagnosis in CPSs.
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CHAPTER 2
Background

In this chapter, we provide essential background information necessary for understanding
the rest of this thesis. Additionally, we introduce the notations and fundamental concepts
utilized consistently throughout this work.

2.1 Signal Temporal Logic (STL)
In recent years, researchers have employed temporal logic formalisms to express safety
properties for the verification of safety-critical CPSs. Signal Temporal Logic (STL) [MN13]
is a prominent formalism for specifying temporal properties of dense-time real-valued
behaviors in hybrid systems, which include both continuous and discrete dynamics, such
as those found in safety-critical CPSs. The formal syntax of STL is defined as follows:

Φ := f(x(j)) > 0 | ¬Φ | Φ1 ∧ Φ2 | □IΦ | ♦IΦ | Φ1UIΦ2

In this context, the formula f(x(j)) > 0 represents a signal predicate, where x(j) denotes
the value of signal x at time instant j, and f is a function mapping the signal domain
D to R. The interval I ⊆ R≥0 specifies an arbitrary time period. The propositional
logic operators ¬ and ∧ follow standard logical semantics, with ¬ indicating logical
negation and ∧ indicating logical conjunction. Additional temporal operators are defined
as follows:

©2022 IEEE. Parts Reproduced, Reused, Reprinted, with permission, from Ezio Bartocci, Leonardo
Mariani, Dejan Ničković and Drishti Yadav, “Search-based Testing for Accurate Fault Localization in
CPS,” 2022 IEEE 33rd International Symposium on Software Reliability Engineering (ISSRE), Charlotte,
NC, USA, 2022, pp. 145-156, https://doi.org/10.1109/ISSRE55969.2022.00024

©2023 IEEE. Parts Reproduced, Reused, Reprinted, with permission, from Ezio Bartocci, Leonardo
Mariani, Dejan Ničković and Drishti Yadav, “Property-Based Mutation Testing,” 2023 IEEE Conference
on Software Testing, Verification and Validation (ICST), Dublin, Ireland, 2023, pp. 222-233, https:
//doi.org/10.1109/ICST57152.2023.00029
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• The always operator denoted by □: □IΦ signifies that Φ must be true for every
sample within the interval I.

• The eventually operator denoted by ♦: ♦IΦ means that Φ must be true at least
once during the interval I.

• The until operator denoted by U : Φ1UIΦ2 means that Φ1 must hold continuously
within the interval I until Φ2 becomes true.

The Boolean satisfaction semantics, also known as qualitative semantics, of STL provides
a boolean evaluation of the property Φ. If the signal predicate is satisfied, its Boolean
satisfaction is ⊤; otherwise, it is ⊥. We use the operators U , ♦, and □ to represent UI ,
♦I , and □I when the interval I is [0, ∞).

In addition to qualitative semantics, STL provides quantitative robust semantics [DM10],
which enables the computation of the degree to which the traces generated by a system
satisfy the property Φ when executed against a test input. More in details, the quantitative
robust semantics of STL offer a robustness degree, indicating the distance between the
observed behavior and the set of behaviors specified by Φ. For an STL formula Φ, the
robustness quantifies the satisfaction of a trace w with respect to Φ. This is expressed as a
real-valued quantity ρ : R(w, Φ), such that: (1) ρ > 0 ⇒ w |= Φ, and (2) ρ < 0 ⇒ w |= ¬Φ.
For a comprehensive understanding of the quantitative robust semantics of STL properties,
we refer the reader to the work by Donze and Maler [DM10].

2.2 CPS Simulink Models
In the preceding chapter, we discussed the prevalent use of the MathWorks™ Simulink® en-
vironment in the MBD of CPSs [Mat22e,Mat22b]. Simulink enables non-software engineers
to craft intricate systems, compile them into low-level code, and simulate the models
to observe their performance with various test inputs. During the MBD of a CPS in
the MathWorks™ Simulink® environment, engineers construct a Simulink model M
representing the system as a block diagram. Below, Figure 2.1 presents an example of
a Simulink model along with its key components. A Simulink model M comprises the
following components:

• A collection of blocks B: These serve as the fundamental units within a Simulink
model. The functional behavior of each block delineates the cause-effect relationship,
defining its operational role.

• A series of ports P : Blocks receive data through their input ports and transmit it via
their output ports. It is worth noting that blocks may also include trigger, action,
enable, and reset ports, which we omit from our examination.

• An array of lines L: These represent connections that indicate the flow of data or
signal propagation from one block to another. The block transmitting data is termed
the source block, while the receiving block is the target block. Every line l ∈ L is
distinctly identified by the output ports of its source block and the input ports of its
target block.
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2.2. CPS Simulink Models

Figure 2.1: Example of a Simulink model. Black nodes indicate input ports while white
nodes indicate output ports. Blocks b4, b8, b12 are hierarchical; remaining blocks are
atomic. ©2022 IEEE.

Each of the mentioned components is assigned a unique numeric identifier within the
model, referred to as its handle. This handle serves as a pointer to access and modify
the corresponding component within the model. Typically, a model M retrieves inputs
from designated input blocks or sources (e.g., as illustrated by the In1 and In2 blocks in
Figure 2.1) and generates outputs through designated output blocks or sinks (e.g., the
Out1, Out2, and Out3 blocks in Figure 2.1). Additionally, M comprises a set of state
variables V = {VI , VH , VO} s.t. VI , VH and VO represent the input, hidden or internal
and output state variables respectively, and a set of signals S, where signals are defined
as the mapping S : L → V .

Additionally, blocks in a Simulink model can be classified into two types: atomic and
hierarchical. An atomic block does not contain any other blocks within it, whereas a
hierarchical block encompasses atomic blocks as well as other hierarchical blocks. A
block is considered the parent of one or more blocks when it encapsulates them as its
subsystems. In Figure 2.1, the top-level model M is at hierarchy level 1. Furthermore, b1
to b3, b8, and b9 to b11 are children of M at hierarchy level 2, while b5 to b7 are children
of M at hierarchy level 3.

Moreover, Simulink provides numerous libraries containing built-in blocks that streamline
the design and rapid development of CPS. Users also have the option to create and
integrate custom libraries and blocks tailored to their specific requirements, including
user-defined functionalities and customizable parameters.

Upon completing the CPS design in Simulink, users proceed to compile and simulate the
model M using a specified test case t, which represents an input to the system. We define
a function Simulate that takes M and t as inputs, executes the simulation of M, and
returns traces of all input-internal-output (IIO) signals as the final output. Assuming the
model employs fixed-length sampling, representing a broad category of Simulink models,
a trace consists of a sequence of (timestamp, value) pairs, with a constant period between
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consecutive samples. We denote all traces generated for M for a given test case t as
out(M, t). Symbolically, out(M, t) = Simulate(M, t). Generally, a trace refers to the
progression of the states of M over discrete time steps, from q = 0 to q = qT , where the
finite time horizon qT > 0. The values in a simulation trace are recorded in chronological
order of signal evolution, ranging from q = 0 to q = qT .

2.3 Mutation Testing
In this section, we introduce the foundational principles and background information
regarding regular mutation testing (MT).

MT is based on the following two foundational assumptions [ABD+79,DLS78]: (1) the
Competent Programmer Hypothesis which posits that “programmers create programs
that differ from the correct one mostly by small syntactic errors” [BMNY23], and (2)
the Coupling Effect which suggests that “complex faults are coupled to simple faults in
such a way that a test data set that detects all simple faults in a program will detect a
high percentage of the complex faults” [GJG17]. Numerous studies have explored these
hypotheses, demonstrating that MT results can reliably predict a significant portion of
high-priority real bugs [PIFJ21,JJI+14,ABLN06,ABL15]. While not every bug is coupled
with mutants, MT remains a valuable tool for assessing the quality of a test suite.

Now, let us delve into the fundamental concepts of MT.

Definition 2.3.1 (Mutation operator). “A mutation operator is a source-code transfor-
mation that introduces a modification in the program-under-test. More rigorously, given
a program P , a mutation operator op is a function that takes as inputs P and a location
k inside P and creates a syntactic alteration of P at location k, if the location can be
mutated with op.” [BMNY23]

Definition 2.3.2 (Mutant). “For a given program P and a set of mutation operators O =
{op1, op2, ..., opn}, a mutant p is the result of the application of a mutation operator op ∈ O
to P at a specified location k. A mutant created by the application of only one mutation
operator to P is known as First Order Mutant (FOM). The application of multiple
mutation operators to P results in a Higher Order Mutant (HOM) [JH09].” [BMNY23]

For a test suite T and a test t in T , we denote t |= p when the test passes on the mutant
p, and t ̸|= p when the test fails on the mutant p. The output generated by p with t is
represented by O(t, p), and T p

U denotes the universal set comprising every possible valid
test case for p.

Definition 2.3.3 (Killed Mutant). “A mutant p is said to be killed by T if at least one
test case t in T fails when exercising p, i.e., ∃t ∈ T : t ̸|= p.” [BMNY23]

Definition 2.3.4 (Live Mutant). “Mutants that do not lead to the failure of any test
case t ∈ T are said to be live or survived. Formally, p is said to be live if ∀t ∈ T , t |=
p.” [BMNY23]
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Definition 2.3.5 (Equivalent Mutant). A mutant p is considered equivalent to the
original program P if they produce identical outputs for every possible input. Formally, p
is equivalent to P if ∀t ∈ T P

U , O(t, p) = O(t, P). Essentially, no test case can differentiate
between an equivalent mutant and the original program [DPV+20]. It is important to
note that detecting equivalent mutants is an undecidable problem.

Definition 2.3.6 (Invalid Mutant). “A mutant p is considered invalid if it cannot be
compiled [VDB+22]. Such a mutant is not included in the mutation coverage.” [BMNY23]

Definition 2.3.7 (Mutation coverage). The adequacy of a test suite T can be gauged
using the mutation coverage (referred to as the mutation score MS), which is calculated
as the ratio of killed mutants to the total number of valid non-equivalent mutants:

Mutation coverage = #killed mutants
#valid mutants − #equivalent mutants

T is considered to achieve complete (i.e., 100%) mutation test adequacy if it successfully
kills all non-equivalent valid mutants. Achieving full mutation coverage guarantees that T
is both robust against the modeled mutation types and responsive to minor modifications
in the program-under-test (P).

Definition 2.3.8 (Redundant Mutant). Redundant mutants are not beneficial as they
utilize resources without adding value to the testing process since they are killed whenever
other mutants are killed. This redundancy can be characterized by duplicate and subsumed
mutants [PKZ+19]. Duplicate mutants are equivalent to each other but not equivalent to
the original program [OPB21]. On the other hand, Subsumed mutants are not equivalent
to each other but are killed by the same test cases. The subsumption relation is defined
as follows [KAO15]: We say that pi subsumes pj , denoted pi → pj , if and only if the
following two conditions are met:

1. ∃t ∈ T P
U : t ̸|= pi. More simply, there is a test case t for which pi and P produce

distinct outputs, indicating that pi is not equivalent to P.
2. ∀t ∈ T P

U , if t ̸|= pi, then t ̸|= pj . Essentially, if pi produces a different output than
P for any possible test case t applied to P, the same holds true for pj .

In Regular MT, for a test case t ∈ T to kill a mutant p, it must satisfy the following
three conditions [OP97,OU01]:

1. Reachability: the test case t should reach the mutated statement in p.
2. Necessity: the test case t should infect the program state, leading to distinct program

states for p and P.
3. Sufficiency: the incorrect (or erroneous) program state should propagate to the output

of p and be checked by t, demonstrating a noticeable variation in the outputs of p and
P for t.
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The aforementioned three conditions are referred to as the Reach-Infect-Propagate (RIP)
model. The effectiveness of a test case t ∈ T in killing a mutant p is influenced by the
observability of the program state, resulting in the following two prevalent types of MT:

1. Weak MT : A test case t ∈ T kills a mutant p if only the first two conditions of the
RIP model are satisfied.

2. Strong MT : A test case t ∈ T kills a mutant p iff all three conditions of the RIP model
are fulfilled.

Automated tests, commonly equipped with an oracle, typically check particular segments
of the output state by comparing the observed program behavior with the expected
one. Nonetheless, if the oracle fails to check the specific portion of the output state that
contains the erroneous value, it will not detect the failure. Thus, the oracle should also
reveal the failure [LO16], according to the Reach-Infect-Propagate-Reveal (RIPR) model.

2.4 Faults and Mutations in Simulink
In the preceding section (Section 2.3), we provided a general overview of Mutation
Testing. When applying these concepts to Simulink models, the program P corresponds
to the Simulink model, and mutations represent changes made to the model’s components
or signal paths. In this context, the location k in the program P where the mutation
operator is applied is either a model’s component or a signal path.

Simply put, mutations in Simulink models involve making changes to the behavior of a
Simulink model. Typically, there are two primary methods to make these alterations:

1. Line mutations: Modifying the behavior of signals that travel through lines connecting
different blocks (as shown in ‘Fault in line’ in Figure 2.2).

2. Block mutations: Altering the behavior of a block, such as changing its functionality
(illustrated by ‘Faults in block’ in Figure 2.2).

Figure 2.2: Mutations in a SUT (the seeded fault blocks F are highlighted in red). A,
B and C are blocks of original SUT. Internal signals s and s′ provide knowledge of the
fault location. ©2023 IEEE.
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CHAPTER 3
Fault Injection

We present FIM, an open-source toolkit designed for automated fault injection and
mutant generation within Simulink models. FIM enables the injection of faults into
specific components, accommodating various common fault types and mutation
operators. Users can customize parameters to regulate fault actuation timing and
persistence. Moreover, additional flags empower users to activate individual fault
blocks during testing, facilitating the observation of their impacts on overall system
reliability. We offer insights into FIM’s design and architecture, along with an
evaluation of its performance using a case study derived from the avionics domain.

3.1 Introduction
Safety-critical CPSs are required to maintain reliability even during unexpected scenarios.
Consequently, adherence to relevant industrial standards (like ISO 26262 and IEC 61508)
is imperative to ensure that such systems meet the necessary safety requirements.

To address the increasing complexity of modern CPS, researchers and industry profes-
sionals have embraced model-based design and development coupled with a lightweight
verification approach based on simulation and testing. The MATLAB™ Simulink® ecosys-
tem from MathWorks® has emerged as the predominant standard for MBD in the CPS
domain. Over the past decade, the formal methods and control theory communities

©2022 Copyright held by the owner/author(s). Parts Reproduced, Reused, Reprinted, with per-
mission, from Ezio Bartocci, Leonardo Mariani, Dejan Ničković, and Drishti Yadav. 2022. FIM: Fault
Injection and Mutation for Simulink. In Proceedings of the 30th ACM Joint European Software Engineering
Conference and Symposium on the Foundations of Software Engineering (ESEC/FSE’22), November 14-18,
2022, Singapore, Singapore. ACM, New York, NY, USA, 5 pages. https://doi.org/10.1145/3540250.3558932
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have introduced more systematic approaches to simulation-based verification. Notably,
falsification testing has gained traction in this context [NSF+10]. This line of research has
yielded numerous publications, including contributions featured in prominent conferences
such as CAV [AH15,ADD+17,ZHA19,ZLA+21].

While methods like falsification testing have demonstrated success in identifying bugs
within CPS designs, it is notable that these methods are often assessed using a limited
number of examples and in an ad-hoc manner. A systematic evaluation of a testing strat-
egy typically involves analyzing its ability to detect undesirable system behaviors in the
presence of faults [BV07,BBC+16]. This evaluation is typically conducted through fault
injection [ALRL04] and mutation testing [JH11], activities recommended by industrial
safety standards, particularly in safety-critical domains [PFK+13]. For large-scale muta-
tion testing evaluations to be conducted effectively, it is essential to have a mechanism
for automatically and programmatically injecting faults of various types into the system
model, without manual intervention during the injection process. Currently, there is
a lack of a fault injection solution tailored for Simulink that fulfills all the identified
requirements, which explains the absence of systematic experiments in evaluating CPS
testing approaches.

To address this issue, we introduce FIM (Fault Injection and Mutation Engine), an
open-source tool designed to inject faults into Simulink models in a manner that meets
the specified requirements. FIM offers the following programmable features:

• A comprehensive fault model encompassing sensor, hardware, and network faults,
alongside a mutation operator library;

• Systematic fault injection across various segments of a model:
– Creation of multiple copies of the original model, with each copy containing a

single injected fault, or
– Generation of a single copy of the original model, with all faults injected into

that specific copy;
• Option to confine fault injection to specific sections of the model;
• Dynamic activation and deactivation of faults

Chapter organization. Section 3.2 offers an overview of FIM’s architecture, core
features, and operational flow. The utility of the tool is outlined in Section 3.3. Section 3.4
assesses the tool’s efficacy through experimental data derived from an aerospace domain
example. In Section 3.5, we delve into the related literature. Finally, Section 3.6 provides
concluding remarks.

3.2 Architecture and Implementation of FIM
In the process of designing and implementing our fault injection and mutation framework,
we encountered several conceptual challenges that motivated and shaped the features of
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FIM:

• Understanding the Specifics of Simulink: We grappled with the intricacies of Simulink
models, delving into the programmatic editing of model components and grasping
the nuances of masking. This understanding was crucial for designing a compre-
hensive fault injection library with parameterized blocks.

• Exploring Injection Strategies: We experimented with various injection strategies
before settling on the addition of new blocks as the preferred mechanism. This
approach offered the highest level of control without compromising the ability to
observe and alter variable values.

• Enabling Large-Scale Experiments: We prioritized the capability to conduct large-
scale experiments, developing an interface that minimizes the need for manual
interactions during experiments.

• Handling a Large Set of Injected Faults: We explored multiple strategies for man-
aging a large set of injected faults, ultimately supporting two complementary
approaches: generating multiple models with one fault each and generating a single
model with all faults included.

Now, we walk through the tool architecture and workflow, emphasizing its essential
features. Figure 3.1 illustrates the architecture of FIM, with its three primary compo-
nents: (1) the Fault Injection Library, (2) the Fault Injection Module, and (3) the Fault
Configuration.
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Figure 3.1: Workflow and Structure of FIM.
License: CC BY 4.0
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3.2.1 Fault Injection Library

The Fault Library in FIM is a specialized Simulink library browser that contains various
parameterized blocks designed for different types of faults and mutation operators. Users
have the flexibility to expand this library with additional faults and mutation operators as
needed. Depending on the fault type specified by the user in the list of desired mutations
(referred to as fault_list1), the insertion or replacement of blocks occurs accordingly.
Blocks labeled as “Faults” in Table 3.1 represent the insertion of fault blocks, while those
associated with “Block mutations” indicate the replacement of the corresponding block
with the specified block mutation operator. Figure 3.2 illustrates an instance of both line
mutation and block mutation within the Simulink model of a system.

Table 3.1: Faults and mutation operators.

Type Name Description

Faults
(Line
mutations)

Negate changes a signal u to −u
Invert inverts a non-zero signal u to 0; if u is 0, makes

0 to 1
Stuck-at 0 makes the signal value zero
Absolute changes a signal u to |u|
Noise adds a band limited white noise to the input

signal based on specified fault value [noise power]
Bias/Offset adds a predefined +ve or −ve offset (bias) value

to input
Stuck-at the signal value stucks at the last correct value

before fault occurrence
Time Delay introduces a delay of specified duration. During

the delay, the value of the signal is the same as
the last value observed before the time of fault
occurrence.

Bit Flip Bitwise NOT operation on boolean signal
Package Drop replaces the input by the specified fault value

Block
mutations

ROR Relational Operator Replacement
LOR Logical Operator Replacement
S2P Sum to Product mutation
P2S Product to Sum mutation
ASR Arithmetic Sign Replacement (for 2-Input Sum

Block)
License: CC BY 4.0

It is worth noting that FIM supports commonly used faults and mutation operators,
based on existing literature. Specifically, fault types such as Stuck-at, Package

1The fault_list is a user-specified list detailing the desired faults/mutations.
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drop, Bias/Offset, Noise, Time delay, and Bit flips are adapted from Error-
Sim [SMSJ17], MODIFI [SVET10], SIMULTATE [PRWN16], and FIBlock [FMMJ21].
Additionally, faults like Negate, Invert, and Absolute, along with Block mutation
operations such as ROR, LOR, and P2S, are derived from SIMULTATE [PRWN16]. Stan-
dard arithmetic operator replacements like S2P and ASR are commonly used in mutation
testing.
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Figure 3.2: Illustration of some faults/mutations in a SUT (the injected fault blocks are
highlighted in red).
License: CC BY 4.0

Each fault block in FIM is implemented as a masked subsystem featuring distinct block
parameters. A flag named FIEnableflag is incorporated into each fault block, allowing
users to activate or deactivate it as needed. Since FIM is designed to handle deterministic
faults, all fault blocks include the parameter FaultOccurenceTime to specify when the
fault should be triggered. Additionally, the block parameter FaultEffect dictates the
duration for which the fault persists.

FIM offers two types of fault effects:

• Infinite time: This effect causes the fault block to produce erroneous output from
the FaultOccurenceTime until the end of the simulation.

• Constant time: In this case, the fault occurs at the specified FaultOccurenceTime
and persists for the duration specified by the block parameter FaultDuration.

Furthermore, fault blocks related to Noise, Bias/Offset, and Package Drop include
an extra block parameter called FaultValue, which allows users to adjust the fault value.
Similarly, blocks associated with ROR, LOR, and ASR have an additional parameter
called OperatorNum to select the relevant operator. The correspondence between various
operators and their respective numbers is detailed in Table 3.2.
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Table 3.2: List of operators for block mutations.

Mutation Operator number : Corresponding Operation
ROR 1 : >, 2 : <, 3 : <=, 4 : >=, 5 : ==, 6 : ̸=
LOR 1 : AND, 2 : OR, 3 : NAND, 4 : NOR, 5 : XOR, 6 : XNOR
ASR 1 : +−, 2 : −−, 3 : ++, 4 : −+

3.2.2 Fault Injection
The Fault Injection Module is tasked with injecting faults based on the specified mu-
tations (fault_list). In the SINGLE-MODEL scenario, which involves mutations with
a single model, FIM duplicates the SUT and injects all desired faults into the copied
file. Conversely, in the MULTI-MODEL scenario, which entails mutations with multiple
models, FIM duplicates the SUT and injects a single fault into each copied file. This
process repeats until all desired faults are injected, resulting in multiple copies of the
SUT with one fault injected per copy.

SINGLE-MODEL mode offers two main advantages: (i) it generates and compiles a
single model, and (ii) it allows for the examination of the simultaneous effects of multiple
faults within a single mutated SUT. On the other hand, MULTI-MODEL mode offers
simplicity and smaller individual model sizes.

The Fault Injection Module leverages the fundamentals of programmatic editing of
Simulink models to inject faults into the mutated SUT. It stores information such as line
handles, block handles, and source-destination blocks (along with their respective ports)
in a persistent cache for fault injection. During fault injection, it also preserves signal
logging information and enhances the model layout to comply with modeling guidelines
and improve model readability.

Once all desired faults are injected, the Fault Injection Module generates a fault table
(.xlsx file) containing detailed information about the injected fault blocks. Each injected
fault block is assigned a unique name, which is later used by the Fault Configuration
component to control its activation.

3.2.3 Fault Configuration
Utilizing the generated fault table, users can now customize the faults to be uti-
lized in an experiment. FIM enables users to input another configuration file, termed
fault_enable_list, which is a table (in .csv or .xlsx format) containing fields to define the
block(s) to be activated alongside the relevant fault parameters. Following the specifica-
tions outlined in the fault_enable_list, the Fault Configuration component activates the
corresponding fault blocks within the mutated SUT and configures them based on the
specified fault parameters. The fault block earmarked for activation is identified by its
unique identifier (fault number) as listed in the fault table.
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3.3 Tool Usage
A specific requirement for FIM is that users must have a licensed installation of MATLAB™
and Simulink®. We have developed FIM in MATLAB™ R2020b, providing a command-
line interface that enables users to execute the tool from the command prompt. In both
SINGLE- and MULTI-MODEL modes, the Fault Injection and Fault Configuration tasks
are managed by distinct customized functions. Essentially, user-defined configuration
files and the output directory control the overall behavior of FIM.

For fault injection, FIM utilizes the functions FISingle and FIMulti for SINGLE-
MODEL and MULTI-MODEL scenarios, respectively. Each of these functions requires
two arguments: a configuration file, defining the set of faults to be injected, and an
output directory, specifying where the output will be saved. Typically, the configuration
file contains details about the SUT and the fault_list. The fault_list is a table that
specifies the target fault location and the desired type of fault/mutation. The target fault
location can be identified using the names of source, destination, or parent blocks, or by
specifying the hierarchy levels of the SUT. This flexibility allows the user to control the
fault injection space. Depending on the selected mode (SINGLE- or MULTI-MODEL),
FIM generates either a single mutated model with all desired faults injected in one model
copy or a set of mutated models, each with one fault injected. Additionally, FIM outputs
the generated fault table to the user-specified output directory.

After fault injection, the user can review the generated fault table to identify which
fault blocks to activate and configure. In the fault configuration process, FIM employs
the functions FCSingle and FCMulti for SINGLE-MODEL and MULTI-MODEL
cases, respectively. These functions include an additional argument, fault_enable_list,
which outlines the faults to be activated in the subsequent run and their activation
strategy. As output, the selected fault blocks are activated, and the corresponding
fault parameters are configured upon executing the appropriate command based on the
SINGLE-/MULTI-MODEL mode.

For a step-by-step demonstration of our tool, we present a case study based on the Aircraft
Elevator Control System (AECS) from the avionics-aerospace domain [GM05]. This
Simulink model comprises various hierarchical subsystems, such as the Controller, Plant,
and Sensors. The model’s input variable is the ‘Pilot Command,’ which governs the
positions of the left and right actuators, resulting in two output variables. Additionally, the
model includes various types of signals, including real-valued, Boolean, and enumerated
(state machine) variables. Mutations in any of these signals have the potential to induce
faulty behavior in the model.

Injecting faults. Through the following steps, we systematically inject desired faults
into the AECS (our System Under Test, SUT) using our tool, resulting in a mutated SUT.
In this example, we focus solely on the SINGLE-MODEL approach, where all mutants
are accessible through a single Simulink model. Let us assume our input configuration
file is named ‘FIMConfigur_sfaircraft.txt’.
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Table 3.3 provides an example fault_list. The level_final column specifies the hier-
archy depth to which we restrict our fault injection. The Src_or_InportName col-
umn indicates that faults are injected into all lines whose Input port/Source is named
“Src_or_InportName”. The Dst_or_OutportName column indicates that all lines whose
Output port/Destination is named “Dst_or_OutportName” will be mutated. The Par-
entBlock column specifies the name of the block to select all lines originating from or
included within this ParentBlock. The Faulttype_ft column indicates the type of fault/mu-
tation. Since block mutations (e.g., ASR, S2P, P2S, ROR, LOR) operate on blocks
rather than lines (signals), we denote “NA” and do not specify any Src_or_InportName,
Dst_or_OutportName, or ParentBlock.

Table 3.3: A sample fault_list for the AECS.

level_final Src_or
_Inport
Name

Dst_or
_Outport
Name

Parent
Block

Fault
type_ft

Controller NA NA Left
Control
Laws

Bias/
Offset

Plant/Actuators/Right Outer Hy-
draulic Actuator

NA NA NA Negate

Plant/Actuators/Left Outer Hy-
draulic Actuator/Hydraulic Actuator

NA NA NA ASR

Controller/Right Control Laws/IO
Control Law

NA NA NA S2P

Plant/Actuators/Right Inner Hy-
draulic Actuator/Hydraulic Actuator

NA NA NA P2S

Controller/Right Control Laws/ Sub-
system

NA NA NA ROR

Let us now assume that we want to save the information of all the mutants in the
folder ‘Results’. After setting up the configuration file, we start the fault injection
in the MATLAB environment using the following command at the command prompt:
FISingle(‘FIMConfigur_sfaircraft.txt’,‘Results’). As soon as the command
is entered, FIM initializes, loads the FInjLib, creates a copy of the original model and
starts injecting faults in the copied file. Note that by default, all the injected faults are
turned off. When the command has executed, the mutated SUT (single Simulink model
with all mutants) is saved, and the generated fault table (see Table 3.4) is stored in
the folder ‘Results’. In Table 3.4, Column My_faulty_model indicates the name of the
mutated SUT. Column My_faulty_block indicates the unique name of the fault block
added in the SUT. Column Parentblock indicates the subsystem within which the fault is
injected. Column Fault_Type gives the name of the fault or block mutation operator.
Columns SRC_details and DST_details respectively provide the full names of the source
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3.3. Tool Usage

and destination blocks corresponding to the line in which the fault is injected. Columns
SRC_port_number and DST_port_number specify the respective port numbers of the
source and destination. Such a detailed description of the injected faults will assist the
user to identify the exact location of the fault block in the mutated SUT.

The first fault injected into the mutated SUT is Bias/Offset s.t. the fault block
(Offset1) is placed between the lines connecting the source (pointed by SRC_details and
SRC_port_number) to the corresponding destination. Note that the source/destination
information for block mutations (e.g., ASR, ROR, etc.) are not given by the fault
table in Table 3.4 since they are faults in blocks and not in signals (or lines). Some
mutations (or injected faults) are shown in Figure 3.3.

+-

set point

(a) Original SUT

-K-
set point

pos
Offset3

1 1

0.000325

(b) Mutated SUT

1

2

1

pos
2 1

Offset4

1 1 +-

Offset1

1 1

Offset2

1 1 1

Figure 3.3: Mutations in the ‘Controller/Left Control Laws/Direct Link Control Law’
subsystem of AECS.

Configuring faults. After fault injection, we can look into the generated fault
table to identify the fault blocks which we want to turn on. Let us assume that we
want to turn on the blocks Offset1 and ArSignReplOperator38 and, configure them for
desired fault parameters. We now define the fault_enable_list which is a table (see
Table 3.5) with the following properties: Column FaultBlock_Num specifies the unique
number of the fault block in accordance with the fault table. Column Faultvalue_fv
indicates the amplitude of the fault (valid only for Noise, Bias/Offset and Package
Drop faults; otherwise “NA”). Column FaultOccurenceTime_fot indicates the time of
fault occurence. Column FaultEffect_fe indicates the fault effect (either ‘Infinite time’ or
‘Constant time’). Column FaultDuration_fd specifies the fault persistence time (valid
only for ‘Constant time’ fault effect; otherwise “NA”). Column FaultOperatorNumber_fo
specifies the operator in case of the block mutations: ROR, LOR and ASR.

Let us assume that we save this fault_enable_list in ‘Faultlist_Aircraft.csv’
file. The selected fault blocks are switched on and the respective fault parameters are
configured after the execution of the following command:
FCSingle(‘FIMConfigur_sfaircraft.txt’,‘Results’, ‘Faultlist_Aircraft.csv’).
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3.4 Tool Evaluation
To evaluate the performance of our tool, we conducted experiments on the AECS for
both the SINGLE-MODEL and MULTI-MODEL modes. These experiments were carried
out on a MacBook Pro equipped with an Apple M1 chip, 16 GB RAM, and macOS Big
Sur running MATLAB™ R2020b.

The fault injection times, averaged over ten independent runs, for both scenarios are
summarized in Table 3.6. The Target and Fault type columns indicate the target fault
location and fault type, respectively. Column n displays the number of faults injected.
Please note that (i) n is determined by the structure of the target location, and (ii) the fault
generation time is influenced by both the fault type and the target location. Our results
demonstrate that the fault injection process is faster and requires less computational
resources in the SINGLE-MODEL scenario compared to the MULTI-MODEL case. In
particular, with regards to the AECS model, FIM requires an average of 0.92 seconds
for injecting a single fault in the SINGLE-MODEL mode, while in the MULTI-MODEL
mode, it requires an average of 2.87 seconds for single fault injection.

In summary, based on our fault injection experiments and the resulting findings, we draw
the following conclusions:

1. The MULTI-MODEL approach requires more resources, making SINGLE-MODEL
the preferred option when efficiency is paramount.

2. However, while SINGLE-MODEL offers efficiency, it may present challenges in terms
of model size and complexity, potentially complicating visualization, debugging, and
analysis. In contrast, the MULTI-MODEL approach, by creating smaller models,
often makes it easier to analyze fault injection results. Each model can be examined
individually, which simplifies understanding the impact of individual faults on the
system and improves the overall interpretability of the results.

3. In contrast to the MULTI-MODEL scenario, the SINGLE-MODEL setup is advanta-
geous for investigating the interplay between multiple faults, which may potentially
be activated at different points in time.

4. To leverage the advantages of both modes, users can initially utilize the SINGLE-
MODEL approach by default. If specific faults warrant further investigation, users
can switch to the MULTI-MODEL mode to analyze their individual effects, enhancing
the interpretability and comprehensibility of the analysis.

3.5 Related Work
A multitude of fault injection tools and techniques are available, tailored to specific
fault types, SUT characteristics, and injection methodologies [HTI97,KDN14,NCM16,
SVS14,VS05,ZAV+04]. Notably, numerous tools have been developed for fault injection
in Simulink models [PRWN16,SVET10,SMSJ17,FMMJ21], albeit with certain limita-
tions and drawbacks. For instance, MODIFI [SVET10] and ErrorSim [SMSJ17] provide
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3.6. Conclusion

limited options for fault types and are not publicly accessible. Meanwhile, SIMUL-
TATE [PRWN16] offers an interactive user interface using Python and MATLAB, which,
while user-friendly, may impede scalability for experiments requiring the injection of
numerous faults. Additionally, another model-based fault injection method [FMMJ21]
supports typical fault injections but lacks automated support for fault block placement
within the SUT.

In contrast, FIM surpasses existing tools in several aspects: (i) it encompasses a broader
range of faults and mutations (see Section 3.2), (ii) it facilitates automated fault injection
through a seamless user interface directly within the MATLAB environment without
requiring additional setup, and (iii) it boasts unparalleled scalability in fault injection,
allowing experiment design through configuration files for the generation of a vast number
of mutants within seconds.

3.6 Conclusion
We introduced FIM, an open-source toolkit designed for the automated injection of faults
and generation of mutants in Simulink models. Testers can manage the activation of
fault blocks according to their specific tasks and fine-tune fault parameters to thoroughly
assess the SUT’s fault tolerance. We believe FIM represents a significant advancement
in the verification process for safety-critical CPSs. Verification experts and testers can
utilize and customize our tool to meet their safety evaluation and testing requirements.
Besides, our tool provides testers with the flexibility to update it by (i) modifying the
automated scripts for fault injection and configuration, and (ii) expanding the fault
library with additional operators, including conditional and cascaded faults.

Data Availability Statement. FIM is openly available at https://gitlab.com/DrishtiYadav/
fimtool and is also available on the Zenodo repository [BMNY22b] via https://doi.org/
10.5281/zenodo.6554973. Tool demonstration video is available at https://youtu.be/
0EJri93Y_Gg. A detailed, step-by-step demonstration of FIM, including specific com-
mands for two usage scenarios, is also available online.
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CHAPTER 4
Blood Coagulation Algorithm: A

Global Optimizer

We present a new population-based bio-inspired metaheuristic optimization al-
gorithm named the Blood Coagulation Algorithm (BCA). BCA is inspired by
the process of blood coagulation in the human body, leveraging the cooperative
behavior of thrombocytes and their efficient strategy of clot formation. These
biological principles are modeled to enhance intensification and diversification
within a search space.

A thorough comparison with various leading metaheuristic algorithms was con-
ducted using a suite of 23 well-known benchmark functions, showcasing BCA’s
effectiveness. Our extensive evaluation covers performance and convergence be-
havior of BCA. The comparative analysis and statistical testing indicate that
BCA delivers highly competitive and statistically significant results relative to
other prominent metaheuristic algorithms. Additionally, experimental outcomes
highlight BCA’s consistent performance in high-dimensional search spaces. We
further demonstrate BCA’s practicality by applying it to solve several real-world
engineering problems, including Falsification testing of CPSs.

4.1 Introduction
In recent years, researchers have developed numerous nature-inspired and bio-inspired
optimization algorithms, drawing from the collective behaviors of organisms. These

©2021 Copyright held by the author. Parts Reproduced, Reused, Reprinted, with permission, from
Drishti Yadav. 2021. Blood Coagulation Algorithm: A Novel Bio-Inspired metaHeuristic Algorithm for
Global Optimization. Mathematics 2021, 9(23), 3011. https://doi.org/10.3390/math9233011.

37

https://doi.org/10.3390/math9233011


4. Blood Coagulation Algorithm: A Global Optimizer

algorithms effectively address complex optimization problems across diverse fields, in-
cluding engineering design, digital image processing, networks and communications,
power and energy management, data analysis, machine learning, robotics, and medical
diagnosis [FROC+20]. Recently, there has been increased interest in the effective use
of evolutionary and swarm intelligence-based algorithms. Their popularity stems from
their simplicity, ease of implementation, flexibility, ability to avoid local optima, and
gradient-free nature [BLS13].

Nature-inspired metaheuristic1 algorithms address optimization problems by mimicking
natural processes. These algorithms are classified into four categories: evolution-based,
swarm-based, physics-based, and human behavior-based, as outlined in Table 4.1.

Population-based metaheuristic optimization algorithms, despite their diversity, share a
fundamental characteristic: they all strive to balance diversification (exploration) and
intensification (exploitation) [ČLM13].

1. Diversification maintains diversity and enables exploration of various promising
regions within the search space. Utilizing randomized operators effectively aids in
comprehensive and global exploration by applying random perturbations to the search
agents (or design variables). Consequently, an efficient optimization algorithm should
incorporate sufficient randomization to generate a larger number of solutions spread
across the problem landscape during the initial stages of optimization. Without
adequate diversification, an optimizer may prematurely converge to local optima.

2. Intensification demonstrates the ability to conduct a detailed local search within the
promising regions identified during the diversification phase of the problem landscape
(i.e., the search space). This characteristic focuses the search process on local areas,
specifically around higher-quality solutions, rather than spanning broad areas of the
search landscape. Without sufficient intensification, the optimizer may fail to achieve
convergence.

Therefore, achieving an appropriate balance between diversification and intensification is
crucial for any metaheuristic algorithm to find the global optimum. Without this balance,
the algorithm risks getting trapped in local optima and converging prematurely.

Despite the abundance of existing metaheuristic approaches and their applications in
various techno-scientific and industrial domains, the question remains: Is there a need
for new optimization algorithms? The answer is yes. The effectiveness of metaheuristic
techniques in solving optimization problems hinges on the balance between diversification
and intensification [ČLM13]. Each metaheuristic approach employs a unique method
to achieve this balance. According to the No-Free-Lunch (NFL) theorem [WM97], no
single optimization algorithm is universally efficient for all types of problems. This
theorem asserts that while a particular optimizer might excel across many problems,
it may perform poorly on specific problems, making it ineffective overall. Essentially,

1The Greek prefix “meta” in “metaheuristics” signifies that these algorithms operate at a “higher
level” compared to problem-specific heuristics. Metaheuristics are typically employed for problems lacking
an adequate problem-specific solution algorithm [BLS13].
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4. Blood Coagulation Algorithm: A Global Optimizer

when considering all possible optimization problems, the average performance of all
algorithms is equal. Therefore, the NFL theorem supports the continuous development
of new metaheuristic optimizers to address a broader range of complex and unsolved
problems. This rationale underpins the ongoing effort to create new and powerful nature-
or bio-inspired metaheuristic algorithms and to enhance existing ones, either to solve
current complex problems more efficiently or to tackle new challenges. This motivation
drives our proposal of a novel optimizer to compete with existing algorithms.

More specifically, in the context of CPSs, optimization algorithms, particularly meta-
heuristics, are crucial for effective testing. These algorithms can systematically navigate
the complex input spaces of CPSs, uncovering faults and ensuring system robustness. The
development of new algorithms is essential to cater to the unique and varied challenges
presented by CPSs, guided by the insights from the NFL theorem and the necessity to
balance exploration and exploitation in the search process. By continually innovating
and refining these algorithms, we can significantly improve the reliability and safety of
CPSs in practical applications.

Contributions. We introduce Blood Coagulation Algorithm (BCA), a new bio-inspired
metaheuristic optimization algorithm. To our knowledge, no previous study in this
context is available in the optimization literature. The core concept of BCA is to mimic
the cooperative behavior of thrombocytes during blood coagulation, which leads to
hemostasis. Thrombocytes work together, moving towards the injury site to form a
stable clot. BCA emulates this process to efficiently solve single-objective optimization
problems and locate optima within a complex search space.

The efficiency of BCA is tested on a set of 23 mathematical benchmark functions,
including unimodal, multimodal, and fixed-dimensional problems. Additionally, we assess
BCA’s performance on high-dimensional functions to demonstrate its robustness for
larger problems. To further validate its effectiveness and applicability, we apply BCA
to six standard engineering design optimization problems and test its efficiency in the
falsification of CPSs. The results reveal that BCA is highly competitive with state-of-the-
art algorithms, showcasing exceptional performance and optimization capabilities across
all benchmark test functions and real-world engineering problems evaluated in this study.

To summarize, the main contributions of this chapter are as follows:

1. Introduction of the bio-inspired Blood Coagulation Algorithm (BCA), which mimics
the behavior of thrombocytes during blood coagulation.

2. Implementation and evaluation of the BCA using 23 mathematical benchmark func-
tions, demonstrating its competitiveness with state-of-the-art algorithms.

3. Validation of the BCA’s effectiveness through application to real-world challenges,
including six engineering design problems and a falsification testing problem on a CPS
from the automotive domain.

Chapter Organization. Section 4.2 delves into the background and inspiration drawn
from the human blood coagulation process, providing essential information along with
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4.2. Blood Coagulation Algorithm

the mathematical model and computational procedures of the proposed BCA. Section 4.3
describes the testbed of 23 benchmark optimization functions used in this study and
details the experimental setup employed for the optimization tasks. The results of these
experiments are discussed in Section 4.4. In Section 4.5, the performance of BCA is
evaluated using six standard engineering optimization problems. Additionally, Section 4.6
examines BCA’s effectiveness in a real-world case study involving the falsification of
CPSs. Finally, Section 4.7 concludes the chapter.

4.2 Blood Coagulation Algorithm
In this section, we begin by introducing the inspiration behind the proposed Blood
Coagulation Algorithm (BCA). Next, we delve into the mathematical model detailing
the intensification and diversification phases of the BCA. Notably, BCA is a population-
based, derivative-free optimization method, making it suitable for solving a wide range
of well-defined optimization problems.

4.2.1 Inspiration
The proposed BCA draws inspiration from the natural biological process of blood
coagulation in the human body. Blood is vital for transporting essential nutrients and
oxygen to cells and removing metabolic waste. It is primarily composed of blood cells and
plasma. Blood cells include erythrocytes (red blood cells), leukocytes (white blood cells),
and thrombocytes (platelets). Thrombocytes play a critical role in coagulation (clotting),
the process that transforms blood from a liquid to a gel, resulting in the formation of
a blood clot [Cha14]. This coagulation process is essential for hemostasis, which stops
blood loss from a damaged vessel and initiates repair. Thus, thrombocytes are essential
in hemostasis, sealing ruptured blood vessels and preventing further blood loss.

The blood coagulation mechanism involves the stimulation, linkage and aggregation of
thrombocytes, along with the accumulation and maturation of fibrin [GBB20]. Hemostasis
begins with vasoconstriction, where the blood vessel wall constricts to reduce blood flow
to the injury site and minimize blood loss. Thrombocytes then adhere to the injured
blood vessel, forming a soft plug. Subsequently, thrombocytes trigger the final stage of
hemostasis: blood coagulation, illustrated in Figure 4.1.

Two distinct biological models have been proposed to explain hemostasis: the Coagulation
Cascade model and the Cell-Centric model. The Coagulation Cascade model, developed in
the mid-1960s, was the first widely accepted explanation of the coagulation process [DR64,
Mac64]. However, it has significant limitations when compared to the physiological
coagulation model and cannot adequately account for all phenomena related to in
vivo hemostasis. In the early 2000s, the Cell-Centric model was introduced as an
alternative [HMI01]. This model replaces the traditional “cascade” hypothesis, proposing
that coagulation occurs on various cell surfaces in four phases: initiation, amplification,
propagation, and termination [FSDC10]. The four phases of the Cell-Centric model,
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Injury
• Damage to blood vessel
• Leakage of blood (and its

components)

Step 1

Vascular spasm
• Muscular contraction

near the point of injury
• Reduction in blood loss

Step 2

Thrombocyte plug formation
• Activation of thrombocytes by

chemicals released from the site
of injury

• Release of chemicals by bound
thrombocytes to activate and
attract other thrombocytes

• Migration of thrombocytes
towards the site of injury

Step 3

Final stage of Coagulation
• Formation of a stable

clot

Step 4

Figure 4.1: Schematic of Hemostasis illustrating the general steps of blood clotting.
License: CC BY 4.0

which form the foundation of the current theory of coagulation centered on cell surfaces,
are outlined below [OL11]:

1. Initiation phase: The clotting process begins when tissue factor (TF) from suben-
dothelial cells activates the production of small amounts of clotting factors, including
thrombin, which is crucial for coagulation.

2. Amplification phase: Once sufficient procoagulant substances are produced, this
phase extends the coagulation process from TF-bearing cells to thrombocytes. Throm-
bin from the initiation phase activates thrombocytes, causing them to adhere and
start forming a clot.

3. Propagation phase: Activated thrombocytes bind with other essential clotting
factors. These interactions, driven by a feedback mechanism, lead to increased
thrombin production. This phase only occurs once a certain threshold of thrombin is
reached [JB05].

4. Termination phase: The coagulation process concludes with the formation of a
stable blood clot.

Our proposed algorithm, the Blood Coagulation Algorithm (BCA), is inspired by the
cell-centric model of hemostasis for blood coagulation. This model involves the activation
of thrombocytes and their migration to the injury site, guided by stochastic chemotactic
mechanisms.
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4.2. Blood Coagulation Algorithm

4.2.2 Mathematical Model and Optimization Algorithm
We now outline the steps of the proposed BCA, detailing how the different phases of the
blood coagulation process are mathematically modeled. We use a simple mapping to
replicate the cell-centric model of hemostasis within the algorithm. Table 4.2 provides a
description of the variables used in the mathematical formulation of BCA.

Table 4.2: Description of variables utilized in the mathematical formulation of BCA.

Variable(s) Description
AR Activation rate
θ Threshold
Pf Propagation factor
NP op Population size
n Number of dimensions/variables
x Position vector of the thrombocyte
x∗ Position vector of the best thrombocyte obtained so far
xrand Random position vector (a random thrombocyte) selected from

the current population
dbest Distance of a thrombocyte from the best thrombocyte
p1 Uniformly distributed random number in the range [0, 1]
p2 Uniformly distributed random number in the range [0, 1]
Max_iter Maximum number of iterations
t Current iteration
r1 Uniformly distributed random number in the range [0, 1]
License: CC BY 4.0

4.2.2.1 Initialization phase

The BCA begins by defining the objective function and delineating the solution space.
Additionally, the parameters of the BCA are initialized. The optimization problem is
formulated in terms of an objective function f(x) as follows:

min
x

f(x) x ∈ [LB, UB] (4.1)

To address an optimization problem using population-based meta-heuristic techniques,
the variables are structured as an array. In the BCA, this array is referred to as the
thrombocyte position (analogous to the chromosome in Genetic Algorithms or the particle
position in Particle Swarm Optimization). For an n-dimensional problem, the thrombocyte
position is represented by a 1 × n array, mathematically expressed as follows:

Thrombocyte position, x = [x1, x2, x3, ...., xn] (4.2)

It is important to note that each thrombocyte position xi must lie within a specified range,
[LBi, UBi], where LBi and UBi represent the lower and upper bounds, respectively.
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During the initialization phase, a population of thrombocyte positions (i.e., solutions2)
is generated, as shown in Equation (4.3). These positions are randomly generated
(uniformly distributed) and are mathematically represented as a matrix of size NPop × n,
where the number of rows corresponds to the population size and the number of columns
corresponds to the dimensions of the optimization problem. These dimensions are also
referred to as the design, decision, or optimization variables.

Population of solutions =


thrombocyte position1
thrombocyte position2
thrombocyte position3

...
thrombocyte positionNP op

 =


x1

1 x1
2 . . . x1

n

x2
1 x2

2 . . . x2
n

...
... . . . ...

x
NP op

1 x
NP op

2 . . . x
NP op
n


(4.3)

The values for each decision variable [x1, x2, x3, . . . , xn] can be represented as real numbers
(floating-point values) for continuous problems, or as elements from a predefined set
for discrete problems. The cost (or fitness) of a thrombocyte position is determined by
evaluating the cost function, which is expressed as follows:

Costi = f(xi
1, xi

2, ..., xi
n), ∀i = 1, 2, 3, ...., NP op (4.4)

The thrombocyte position with the lowest cost (fitness) value is identified as the best
solution, denoted as x∗. This marks the end of the initialization phase and the begin-
ning of the updating phase in the BCA. During this phase, the algorithm undertakes
intensification and diversification tasks to pursue optimal solutions.

4.2.2.2 Updating phase

Figure 4.2 illustrates all the stages of the updating phase in the BCA. To update the
positions of the thrombocytes, we utilize the Activation Rate (AR). After an injury,
thrombocytes are activated by chemicals released at the injury site. If the thrombocytes
are not fully activated, the coagulation process slows down. Once activated, thrombocytes
update their positions either based on a randomly chosen thrombocyte or the best
thrombocyte, which increases the likelihood of rapidly converging towards the global
optimum. Once activated, thrombocytes tend to remain active throughout the coagulation
process. Therefore, we use a lower AR value, specifically AR = 0.1, in this work. A
uniformly distributed random number p1 in the range [0, 1] is used for comparison with
the activation rate AR.

When p1 > AR, the thrombocytes become activated and are prepared to undergo
changes in their positions. The positions can be updated based on either diversification
(exploration) or intensification (exploitation), as outlined below:

Diversification or Exploration. When the concentration of procoagulants exceeds
the threshold (θ), rapid thrombin production occurs, facilitated by the migration of

2Throughout this chapter, the terms solutions and thrombocyte positions are used interchangeably.
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Figure 4.2: Different updating phases of BCA.
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a large number of thrombocytes to the injury site. To compare with the threshold θ,
we utilize a uniformly distributed random number p2 in the range [0, 1]. When both
p1 > AR and p2 > θ, the thrombocytes migrate and update their positions. The
migration of thrombocytes occurs in a random manner, based on the positions of other
thrombocytes. During the diversification phase, the position of a thrombocyte is updated
using another thrombocyte randomly selected from the population. Therefore, the
conditions (p1 > AR)∧ (p2 > θ) emphasize diversification and enable the BCA to conduct
a global search. The mathematical representation is as follows:

d = |Cxrand(t) − x(t)| (4.5)

x(t + 1) = xrand(t) − Pf d (4.6)
Please note that the values of xrand(t) in Equation (4.5) and Equation (4.6) are identical;
hence, there is no duplication in sampling. Here, C represents a coefficient arbitrarily set
as C = 2r1, where r1 is a uniformly distributed random number in the range [0, 1]. We
introduce the Propagation factor Pf , which serves as a scaling parameter controlling the
step sizes of the random walks. This parameter governs the intensity of randomness in
the BCA. To expedite overall convergence, the perturbation should gradually decrease.
Therefore, the value of Pf is adaptively reduced at each iteration using the following
reduction formulation:

Pf (t) = 2
�

1 − t

Max_iter

�
∀ t = 1, 2, ..., Max_iter (4.7)

The parameters Pf and C are responsible for enhancing both diversification and intensi-
fication throughout the iterations.
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Intensification or Exploitation. When (p1 > AR) ∧ (p2 ≤ θ), it highlights a local
search and exploitation of the search space. Here, the best thrombocyte position is
determined, and the remaining thrombocytes adjust their positions based on their
distances from the best thrombocyte. This behavior is mathematically described by the
following equations:

dbest = |x∗(t) − x(t)| (4.8)
x(t + 1) = x∗(t) − x′ (4.9)

where x′ = Pf x(t) + Cdbest.

It is worth noting that we update x∗ in each iteration whenever a superior solution is
discovered. The most promising solution identified in each iteration is regarded as the
best attained solution or the closest approximation to the optimum obtained thus far.
Additionally, we observe (as shown in Equation (4.9)) that any thrombocyte can adjust
its position within the vicinity of the current best thrombocyte (the best thrombocyte
obtained thus far). Consequently, the BCA enables effective intensification (exploitation)
of the search space. Furthermore, we assume a 50% probability of selecting either
diversification or intensification to update the positions of the thrombocytes during
optimization. Therefore, we set θ = 0.5 in this study. We note that depending on the
value of p2, the BCA seamlessly transitions between diversification and intensification.

In cases where p1 ≤ AR, the thrombocytes are not yet fully activated and thus not
prepared for the propagation phase (i.e., thrombin production). We assume that the
thrombocytes are only partially activated, leading to the formation of a platelet plug
responsible for primary hemostasis3. In this scenario, we update the positions of the
thrombocytes by exploiting the current best thrombocyte to exploit the search space
further. This is expressed mathematically as follows:

x(t + 1) = x∗(t) − kPf d′ (4.10)

where d′ = |Cx∗(t) − x(t)| and k = Pf (C − 1).

4.2.2.3 Termination phase

The updating phase continues until the termination criteria, such as reaching a tolerance
limit (where a specific error rate is achieved), completing the maximum number of
iterations (Max_iter), observing no improvement in fitness after a predefined number
of iterations, or another suitable condition, is met. In this study, we adopt reaching
the maximum number of iterations (Max_iter) as the termination criterion. Upon
completion of the updating phase, the termination phase begins, during which the
termination criteria are assessed. The BCA outputs the best solution (i.e., thrombocyte
position) and its corresponding fitness value.

The Blood Coagulation Algorithm: The three aforementioned phases constitute the
entire framework of BCA, as demonstrated in Algorithm 4.1.

3Immediately following an injury, thrombocytes promptly create a plug at the injury site; this process
is known as primary hemostasis.
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Algorithm 4.1: The Blood Coagulation Algorithm (BCA)
Input : Objective function

f(x), x = [x1, x2, x3, ...., xn], n = number of dimensions.
Output : the optimal solution x∗

1 Initialize BCA parameters (NP op, Max_iter, θ, AR)
2 Initialize randomly a population of solutions between LB and UB
3 Calculate the cost (fitness) of initial solutions
4 x∗ = The best thrombocyte position (i.e., solution)
5 while (t < Max_iter) do
6 for each thrombocyte xi do
7 Update Pf (i.e., Propagation factor), C, p1, p2
8 if p1 > AR then
9 if p2 > θ then

10 Select a random thrombocyte, xrand

11 Update the position of the current thrombocyte: Equation (4.6)
12 else
13 if p2 ≤ θ then
14 Update the position of the current thrombocyte: Equation (4.9)
15 end if
16 end if
17 else
18 if p1 ≤ AR then
19 Update the position of the current thrombocyte: Equation (4.10)
20 end if
21 end if
22 end for
23 Check if any thrombocyte violates the boundary and adjust it
24 Evaluate the fitness of each thrombocyte
25 Update x∗ if better solution is found
26 Update iteration counter t ← t + 1
27 end while
28 return x∗ ; // the best thrombocyte position (solution)

4.3 Optimization Testbed and Experimental Platform

4.3.1 Benchmark Set

To assess the effectiveness and adaptability of the proposed BCA optimizer, we evaluate
its performance on a selection of mathematical functions with known global optima. To
achieve this, we utilize a collection of widely studied benchmark functions from existing
literature as our optimization test bed. This comprehensive set of benchmark functions
comprises two main types:
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1. Unimodal benchmark functions: Unimodal functions possess a singular global opti-
mum. Due to their lack of local optima, they primarily demonstrate intensification
(exploitation). These functions are particularly useful for examining the convergence
characteristics and the intensity of exploitation exhibited by the proposed algorithm.
The unimodal functions (f1 to f7) investigated in this study are enumerated in Table
4.3, along with their mathematical formulations.

2. Multimodal benchmark functions: Multimodal functions often contain numerous local
optima. Consequently, an optimizer must possess the capacity to navigate away from
local optima to reach the global optimum. Thus, these functions serve to reveal the
diversification (or exploratory) capabilities of BCA and its ability for escaping local
optima. The multimodal functions (f8 to f13), along with their specifications, are
outlined in Table 4.3. Additionally, it is noteworthy that fixed-dimension multimodal
functions (f14 to f23) are also included in this investigation.

The search landscapes of the objective functions, including unimodal (f1 to f7), multi-
modal (f8 to f13), and fixed-dimension multimodal (f14 to f23) functions, are depicted in
Figure 4.3, Figure 4.4, and Figure 4.5, respectively.

(a) f1 (b) f2 (c) f3 (d) f4

(e) f5 (f) f6 (g) f7

Figure 4.3: Search space of unimodal functions (2-D view). (License: CC BY 4.0)

4.3.2 Experimental Setup
The proposed algorithm is implemented using the MATLAB® (R2020b) programming
platform. Our experiments are conducted on a system equipped with an Apple M1 chip
and 16 GB of RAM, running macOS Big Sur. In each experiment, we use a termination
criterion for BCA based on the maximum number of iterations (Max_iter), set to 1000.
Additionally, a population size of 30 is selected. The activation rate is set to 0.1, and the
threshold is set to 0.5. To ensure meaningful statistical analysis and minimize statistical
errors, we conduct 30 independent runs for each function. Furthermore, we record both
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Table 4.3: List of Benchmark functions.

Mathematical description D Range fmin

U
ni

-m
od

al

f1(x) =
)n

i=1 x2
1 30 [-100, 100] 0

f2(x) =
)n

i=1 |xi| +
!n

i=1 |xi| 30 [-10, 10] 0
f3(x) =

)n

i=1(
)i

j=1 xj)2 30 [-100, 100] 0
f4(x) = maxi {|xi|, 1 ≤ i ≤ n} 30 [-100, 100] 0
f5(x) =

)n

i=1[100(xi+1 − x2
i )2 + (xi − 1)2] 30 [-30, 30] 0

f6(x) =
)n

i=1[xi + 0.5])2 30 [-100, 100] 0
f7(x) =

)n

i=1 ix4
i + random[0, 1) 30 [-1.28, 1.28] 0

M
ul

ti-
m

od
al

f8(x) =
)n

i=1 −xi sin(
#

|xi|) 30 [500, 500] −418.982×n

f9(x) =
)n

i=1[x2
i − 10 cos(2πxi) + 10] 30 [-5.12, 5.12] 0

f10(x) = −20 exp (−0.2
#

1
n

)n

i=1 x2
i ) −

exp ( 1
n

)n

i=1 cos 2πxi) + 20 + e
30 [-32, 32] 0

f11(x) = 1
4000

)n

i=1 x2
i − !n

i=1 cos
�

x1√
i

�
+ 1 30 [-600, 600] 0

f12(x) = π
n

{10 sin(πy1) +
)n

i=1(yi − 1)2[1 +
10 sin2(πyi+1)] + (yn − 1)2} +

)n

i=1 u(xi, 10, 100, 4)
where yi = 1 + xi+1

4

u(xi, a, k, m) =


k(xi − a)m, xi > a

0, −a < xi < a

k(−xi − a)m, xi < −a

30 [-50, 50] 0

f13(x) = 0.1{sin2(3πx1) +
)n

i=1(xi − 1)2[1 + sin2(3πxi + 1)] +
(xn − 1)2[1 + sin2(2πxn)]} +

)n

i=1 u(xi, 5, 100, 4)
30 [-50, 50] 0

Fi
xe

d-
di

m
en

sio
n

M
ul

tim
od

al

f14(x) =
�

1
500 +

)25
j=1

1
j+

)2
i=1

(xi−aij )6

�−1

2 [-65, 65] 1

f15(x) =
)11

i=1

�
ai − x1(b2

i +bix2)
b2

i
+bix3+x4

�2 4 [-5, 5] 0.00030

f16(x) = 4x2
1 − 2.1x4

1 + 1
3 x6

1 + x1x2 − 4x2
2 + 4x4

2 2 [-5, 5] -1.0316

f17(x) =
�

x2 − 5.1
4π2 x2

1 + 5
π

x1 − 6
�2

+ 10
�

1 − 1
8π

�
cos x1 + 10 2 [-5, 5] 0.398

f18(x) = [1 + (x1 + x2 + 1)2(19 − 14x1 + 3x2
1 − 14x2 + 6x1x2 +

3x2
2)][30+(2x1−3x2)2(18−32x1+12x2

1+48x2−36x1x2+27x2
2)]

2 [-2, 2] 3

f19(x) = − )4
i=1 ci exp

)3
j=1[aij(xj − pij)2] 3 [1, 3] -3.86

f20(x) = − )4
i=1 ci exp

)6
j=1[aij(xj − pij)2] 6 [0, 1] -3.32

f21(x) = − )5
i=1[(X − ai)(X − ai)T + ci]−1 4 [0, 10] -10.1532

f22(x) = − )7
i=1[(X − ai)(X − ai)T + ci]−1 4 [0, 10] -10.4028

f23(x) = − )10
i=1[(X − ai)(X − ai)T + ci]−1 4 [0, 10] -10.5363

D = the dimensionality of the search space (i.e., number of variables);
Range = the boundary of the search space [Lower Bound, Upper Bound]; fmin = global optimum
License: CC BY 4.0
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(a) f8 (b) f9 (c) f10

(d) f11 (e) f12 (f) f13

Figure 4.4: Search space of multimodal functions (2-D view). (License: CC BY 4.0)

(a) f14 (b) f15 (c) f16 (d) f17

(e) f18 (f) f19 (g) f20 (h) f21

(i) f22 (j) f23

Figure 4.5: Search space of the fixed-dimension multimodal benchmark functions (2-D
view). (License: CC BY 4.0)
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4.4. Experimental Results and Discussion

the mean (average fitness value) and the standard deviation (SD) of BCA for each
benchmark function.

To demonstrate the effectiveness of the proposed BCA on the benchmark test functions,
we conduct a comparative analysis with other established nature-inspired meta-heuristic
algorithms. To accomplish this, we assemble a suite comprising 12 state-of-the-art
optimizers, as outlined in Table 4.4. The parameter settings for these optimizers are
also detailed in Table 4.4. To achieve optimal performance, we configure the parameters
according to the values reported in the literature. We assume that the parameters selected
for the other methods (as listed in Table 4.4) represent the most suitable choices for
the optimization task. To ensure a fair comparison, we set the population size and the
maximum number of iterations for each optimizer to 30 and 1000, respectively.

Moreover, to identify significant differences in the results yielded by different optimizers,
we additionally conduct the non-parametric Wilcoxon statistical test [DGMH11] with a
significance level of 5%. This test complements our experimental simulations and basic
statistical analysis.

4.4 Experimental Results and Discussion
For every benchmark function, we conducted 30 simulations for each algorithm, encom-
passing both BCA and the other algorithms enumerated in Table 4.4, using randomly
generated populations. The statistical4 results, including the mean and standard devia-
tion, are presented in Table 4.5 and Table 4.6.

4.4.1 Intensification and Diversification Capabilities of BCA
The assessment of BCA’s intensification (exploitation) capability is conducted using the
unimodal benchmark functions (f1 to f7). Furthermore, to gauge BCA’s effectiveness
in exploring diverse regions of the search space (diversification), we employ multimodal
benchmark functions (f8 to f23), which exhibit numerous local optima. The statistical
findings, as indicated by the evaluation metrics (mean and SD) presented in Tables 4.5
and 4.6, underscore BCA’s competitiveness against other meta-heuristic algorithms. It is
noteworthy that BCA outperforms many algorithms across most functions, highlighting
its superior performance.

The findings presented in Tables 4.5 and 4.6 demonstrate that the proposed BCA
consistently outperforms its competitors across f1 to f5 (unimodal test functions) and
f8 to f13 (multimodal test functions). Notably, BCA exhibits significantly superior
results compared to its counterparts in handling 84.6% of the functions f1 to f13 over
30 dimensions. This underscores the superior performance of BCA relative to other
algorithms. Moreover, for the fixed-dimensional multimodal benchmark function f14, the
results obtained with BCA are superior and competitive. BCA delivers superior results for

4Throughout this chapter, numbers in the form n1E±n2 represent n1 × 10±n2 .
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Table 4.4: Parameter settings of various algorithms.

Algorithm Parameter Value

(All algorithms) Population size 30
Maximum number of iterations 1000

DE [SP97] Scaling factor 0.5
Crossover probability 0.5

PSO [KE95]

Topology fully connected
Inertia factor Linear reduction from 0.9 to

0.1
c1 2
c2 2
Velocity limit 10% of dimension range

GA [BDT99]

Type Real coded
Selection Roulette wheel (Proportion-

ate)
Crossover Probability 0.8
Mutation Gaussian (Probability 0.05)

CS [GYA13] Discovery rate of alien solutions
(pa)

0.25

GWO [MML14] Convergence parameter (a) Linear reduction from 2 to 0

MFO [Mir15] Convergence constant (a) [-2 -1]
Spiral factor (b) 1

FPA [YKH14] Probability switch (p) 0.8

FA [GYA11]
α 0.5
β 0.2
γ 1

BAT [YHG12]

Qmin (Minimum frequency) 0
Qmax (Maximum frequency) 2
A (Loudness) 0.5
r (Pulse rate) 0.5

GSA [RNPS09] Gravitational constant 100
Alpha coefficient 20

AOA [ADM+21] α 5
µ 0.5

BBO [Sim08]

Habitat modification probability 1
Immigration probability limits [0, 1]
Step size 1
Max immigration (I) and Max em-
igration (E)

1

Mutation probability 0.005
License: CC BY 4.0

f15, as evident from Tables 4.5 and 4.6. The competitiveness of the results for functions
f16 to f19 is notable, with most approaches yielding favorable results. Consequently,
based on the results presented in Tables 4.5 and 4.6, the proposed BCA consistently
attains the highest quality solutions for f14 to f23 (fixed-dimension multimodal) test
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Table 4.5: Comparison of the results obtained by BCA with other state-of-the-art
meta-heuristic algorithms. The best results are kept in bold.

F Metric BCA DE PSO GA CS GWO MFO

f1
Mean 9.80E-28 1.33E-03 1.83E+04 1.03E+03 9.06E-04 1.18E-27 1.01E+03
SD 1.70E-22 5.92E-04 3.01E+03 5.79E+02 4.55E-04 1.47E-27 3.05E+03

f2
Mean 8.91E-17 6.83E-03 3.58E+02 2.47E+01 1.49E-01 9.71E-17 3.19E+01
SD 1.36E-11 2.06E-03 1.35E+03 5.68E+00 2.79E-02 5.60E-17 2.06E+01

f3
Mean 7.63E-16 3.97E+04 4.05E+04 2.65E+04 2.10E-01 5.12E-05 2.43E+04
SD 2.46E-15 5.37E+03 8.21E+03 3.44E+03 5.69E-02 2.03E-04 1.41E+04

f4
Mean 7.01E-10 1.15E+01 4.39E+01 5.17E+01 9.65E-02 1.24E-06 7.00E+01
SD 1.77E-09 2.37E+00 3.64E+00 1.05E+01 1.94E-02 1.94E-06 7.06E+00

f5
Mean 3.72E+00 1.06E+02 1.96E+07 1.95E+04 2.76E+01 2.70E+01 7.35E+03
SD 8.72E+00 1.01E+02 6.25E+06 1.31E+04 4.51E-01 7.78E-01 2.26E+04

f6
Mean 1.36E-02 1.44E-03 1.87E+04 9.01E+02 3.13E-03 8.44E-01 2.68E+03
SD 9.83E-03 5.38E-04 2.92E+03 2.84E+02 1.30E-03 3.18E-01 5.84E+031

f7
Mean 3.95E-04 5.24E-02 1.07E+01 1.91E-01 7.29E-02 1.70E-03 4.50E+00
SD 4.78E-04 1.37E-02 3.05E+00 1.50E-01 2.21E-02 1.06E-03 9.21E+00

f8
Mean -1.25E+04 -6.82E+03 -3.86E+03 -1.26E+04 -5.19E+19 -5.97E+03 -8.48E+03
SD 4.30E+01 3.94E+02 2.49E+02 4.51E+00 1.76E+20 7.10E+02 7.98E+02

f9
Mean 1.70E-14 1.58E+02 2.87E+02 9.04E+00 1.51E+01 2.19E+00 1.59E+02
SD 3.04E-14 1.17E+01 1.95E+01 4.58E+00 1.25E+00 3.69E+00 3.21E+01

f10
Mean 8.88E-16 1.21E-02 1.75E+01 1.36E+01 3.29E-02 1.03E-13 1.74E+01
SD 2.89E-11 3.30E-03 3.67E-01 1.51E+00 7.93E-03 1.70E-14 4.95E+00

f11
Mean 3.49E-15 3.52E-02 1.70E+02 1.01E+01 4.29E-05 4.76E-03 3.10E+01
SD 1.86E-14 7.20E-02 3.17E+01 2.43E+00 2.00E-05 8.57E-03 5.94E+01

f12
Mean 4.19E-06 2.25E-03 1.51E+07 4.77E+00 5.57E-05 4.83E-02 2.46E+02
SD 5.43E-04 1.70E-03 9.88E+06 1.56E+00 4.96E-05 2.12E-02 1.21E+03

f13
Mean 1.99E-03 9.12E-03 5.73E+07 1.52E+01 8.19E-03 5.96E-01 2.73E+07
SD 5.37E-03 1.16E-02 2.68E+07 4.52E+00 6.74E-03 2.23E-01 1.04E+08

f14
Mean 9.98E-01 1.23E+00 1.39E+00 9.98E-01 1.27E+01 4.17E+00 2.74E+00
SD 3.02E-10 9.23E-01 4.60E-01 4.52E-16 1.81E-15 3.61E+00 1.82E+00

f15
Mean 3.07E-04 5.63E-04 1.61E-03 3.33E-02 3.13E-04 6.24E-03 2.35E-03
SD 4.59E-04 2.81E-04 4.60E-04 2.70E-02 2.99E-05 1.25E-02 4.92E-03

f16
Mean -1.03E+00 -1.03E+00 -1.03E+00 -3.78E-01 -1.03E+00 -1.03E+00 -1.03E+00
SD 6.32E-06 6.78E-16 2.95E-03 3.42E-01 6.78E-16 6.78E-16 6.78E-16

f17
Mean 3.98E-01 3.98E-01 4.00E-01 5.24E-01 3.98E-01 3.98E-01 3.98E-01
SD 9.31E-05 1.69E-16 1.39E-03 6.06E-02 1.69E-16 1.69E-16 1.69E-16

f18
Mean 3.00E+00 3.00E+00 3.10E+00 3.00E+00 3.00E+00 3.00E+00 3.00E+00
SD 1.28E-04 0.00E+00 7.60E-02 0.00E+00 0.00E+00 4.07E-05 0.00E+00

f19
Mean -3.86E+00 -3.86E+00 -3.86E+00 -3.42E+00 -3.86E+00 -3.86E+00 -3.86E+00
SD 3.69E-03 3.16E-15 1.24E-03 3.03E-01 3.16E-15 3.14E-03 1.44E-03

f20
Mean -3.32E+00 -3.27E+00 -3.11E+00 -1.61E+00 -3.32E+00 -3.25E+00 -3.23E+00
SD 3.33E-01 5.89E-02 2.91E-02 4.60E-01 1.77E-15 6.43E-02 6.42E-02

f21
Mean -1.01E+00 -9.64E+00 -4.14E+00 -6.66E+00 -5.05E+00 -8.64E+00 -6.88E+00
SD 2.00E+00 1.51E+00 9.19E-01 3.73E+00 1.77E-15 2.56E+00 3.18E+00

f22
Mean -1.04E+00 -9.74E+00 -6.01E+00 -5.58E+00 -5.08E+00 -1.04E+00 -8.26E+00
SD 2.51E-04 1.98E+00 1.96E+00 2.60E+00 8.88E-16 6.78E-04 3.07E+00

f23
Mean -1.05E+01 -1.05E+01 -4.72E+00 -4.69E+00 -5.12E+00 -1.08E+01 -7.65E+00
SD 2.93E-07 8.88E-15 1.74E+00 3.25E+00 1.77E-15 1.72E+00 3.57E+00

License: CC BY 4.0

functions compared to alternative algorithms.

To gain deeper insights into the intensification and diversification capabilities of BCA,
we track the search history of thrombocytes. Figure 4.6 showcases the search history of
thrombocytes across some benchmark functions. Notably, we visualize the 2D versions
of these functions to illustrate the positions of thrombocytes over successive iterations.

53

https://creativecommons.org/licenses/by/4.0/


4. Blood Coagulation Algorithm: A Global Optimizer

Table 4.6: Results obtained with other state-of-the-art meta-heuristic algorithms. The
best results are kept in bold. (Additional results of Table 4.5)

F Metric FPA FA BAT GSA AOA BBO

f1
Mean 2.01E+03 7.11E-03 6.59E+04 6.08E+02 6.67E-07 7.59E+01
SD 5.60E+02 3.21E-03 7.51E+03 4.64E+02 7.45E-07 2.75E+01

f2
Mean 3.22E+01 4.34E-01 2.71E+08 2.27E+01 0.00E-00 1.36E-03
SD 5.55E+00 1.84E-01 1.30E+09 3.36E+00 0.00E-00 7.45E-03

f3
Mean 1.41E+03 1.66E+03 1.38E+05 1.35E+05 6.87E-06 1.21E+04
SD 5.59E+02 6.72E+02 4.72E+04 4.86E+04 6.87E-06 2.69E+03

f4
Mean 2.38E+01 1.11E-01 8.51E+01 7.87E+01 1.40E-03 3.02E+01
SD 2.77E+00 4.75E-02 2.95E+00 2.81E+00 1.90E-03 4.39E+00

f5
Mean 3.17E+05 7.97E+01 2.10E+08 7.41E+02 2.49E+01 1.82E+03
SD 1.75E+05 7.39E+01 4.17E+07 7.81E+02 3.64E-01 9.40E+02

f6
Mean 1.70E+03 6.94E-03 6.69E+04 3.08E+03 3.47E-04 6.71E+01
SD 3.13E+02 3.61E-03 5.87E+03 8.98E+02 3.47E-04 2.20E+01

f7
Mean 3.41E-01 6.62E-02 4.57E+01 1.12E-01 3.92E-06 2.91E-03
SD 1.10E-01 4.23E-02 7.82E+00 3.76E-02 3.92E-06 1.83E-03

f8
Mean -6.45E+03 -5.85E+03 -2.33E+03 -2.35E+03 -1.22E+04 -1.24E+04
SD 3.03E+02 1.16E+03 2.96E+02 3.82E+02 1.22E+03 3.50E+01

f9
Mean 1.82E+02 3.82E+01 1.92E+02 3.10E+01 3.42E-07 0.01E+00
SD 1.24E+01 1.12E+01 3.56E+01 1.36E+01 3.42E-07 0.00E+00

f10
Mean 7.14E+00 4.58E-02 1.92E+01 3.74E+00 8.88E-16 2.13E+00
SD 1.08E+00 1.20E-02 2.43E-01 1.71E-01 8.88E-16 3.53E-01

f11
Mean 1.73E+01 4.23E-03 6.01E+02 4.86E-01 1.00E-06 1.46E+00
SD 3.63E+00 1.29E-03 5.50E+01 4.97E-02 1.21E+06 1.69E-01

f12
Mean 3.05E+02 3.13E-04 4.71E+08 4.63E-01 4.28E-06 6.68E-01
SD 1.04E+03 1.76E-04 1.54E+08 1.37E-01 4.28E-06 2.62E-01

f13
Mean 9.59E+04 2.08E-03 9.40E+08 7.61E+00 3.10E-01 1.82E+00
SD 1.46E+05 9.62E-04 1.67E+08 1.22E+00 3.10E-01 3.41E-01

f14
Mean 9.98E-01 3.51E+00 1.27E+01 9.98E-01 9.98E-01 9.98E-01
SD 2.00E-04 2.16E+00 6.96E+00 4.52E-16 5.54E-01 4.52E-16

f15
Mean 6.88E-04 1.01E-03 3.00E-02 1.03E-03 3.12E-04 1.66E-02
SD 1.55E-04 4.01E-04 3.33E-02 3.66E-03 2.64E-04 8.60E-03

f16
Mean -1.03E+00 -1.03E+00 -6.87E-01 -1.03E+00 -1.03E+00 -8.30E-01
SD 6.78E-16 6.78E-16 8.18E-01 6.78E-16 5.48E-05 3.16E-01

f17
Mean 3.98E-01 3.98E-01 3.98E-01 3.98E-01 3.98E-01 5.49E-01
SD 1.69E-16 1.69E-16 1.58E-03 1.69E-16 2.54E-06 6.05E-02

f18
Mean 3.00E+00 3.00E+00 1.47E+01 3.00E+00 3.00E+00 3.00E+00
SD 0.00E+00 0.00E+00 2.21E+01 0.00E+00 1.00E-02 0.00E+00

f19
Mean -3.86E+00 -3.86E+00 -3.84E+00 -3.86E+00 -3.86E+00 -3.78E+00
SD 3.16E-15 3.16E-15 1.41E-01 3.16E-15 4.29E-04 1.26E-01

f20
Mean -3.29E+00 -3.28E+00 -3.25E+00 -3.24E+00 -3.32E+00 -2.70E+00
SD 1.95E-02 6.36E-02 5.89E-02 1.51E-01 1.25E+01 3.57E-01

f21
Mean -5.21E+00 -7.67E+00 -4.26E+00 -8.65E+00 -8.85E+00 -8.31E+00
SD 8.15E-02 3.50E+00 2.55E+00 1.77E+00 1.25E+00 2.88E+00

f22
Mean -5.34E+00 -9.63E+00 -5.60E+00 -1.02E+01 -1.04E+01 -9.38E+00
SD 5.36E-02 2.29E+00 3.02E+00 7.27E-03 2.21E+00 2.59E+00

f23
Mean -5.29E+00 -9.75E+00 -3.97E+00 -1.01E+01 -1.05E+01 -6.23E+00
SD 3.56E-01 2.34E+00 3.00E+00 1.70E+00 1.02E+00 3.78E+00

License: CC BY 4.0
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(a) f1 (b) f2 (c) f4 (d) f6

(e) f7 (f) f9 (g) f10 (h) f11

(i) f12 (j) f13

Figure 4.6: Illustration of the search history of thrombocytes. For visualization, we
consider 2D version of the benchmark functions.
License: CC BY 4.0

Analyzing Figure 4.6, we observe that the distribution of thrombocytes demonstrates
BCA’s capability in exploring diverse regions of the search space. Moreover, it effectively
exploits the vicinity of favorable areas to converge towards global optimal solutions.
The convergence of thrombocytes towards global optima underscores BCA’s ability to
escape local optima effectively. Additionally, we examine the trajectories of randomly
selected thrombocytes (2D visualization) to further elucidate BCA’s diversification
potential (Figure 4.7). Different colors denote distinct thrombocyte trajectories, revealing
their exploration across various regions of the search space. These zig-zag patterns in
trajectories signify the diverse searching behavior of thrombocytes. Furthermore, these
trajectories terminate in the vicinity of global optima, affirming BCA’s capability to
navigate away from local optima, particularly in the case of multimodal functions.

4.4.2 Convergence Analysis
To comprehend the convergence behavior and assess the efficacy of an optimization
algorithm, it is vital to achieve a balance between intensification and diversification,
mitigating the exploration/exploitation trade-off and avoiding premature convergence
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(a) f1 (b) f2 (c) f4 (d) f6

(e) f7 (f) f9 (g) f10 (h) f11

(i) f12 (j) f13

Figure 4.7: Trajectories of some randomly chosen thrombocytes for some of the benchmark
functions (We consider 2D version of the benchmark functions).
License: CC BY 4.0

and entrapment in local optima. To evaluate this, we compare the convergence curves of
BCA with several other meta-heuristic approaches such as DE, BAT, MFO, and GWO, as
depicted in Figure 4.8. These curves illustrate the fitness value of the objective function
against the number of iterations. The convergence plots reveal BCA’s competitive
performance and its ability to demonstrate robust convergence behavior across various
benchmark functions when compared with other state-of-the-art optimizers.

In Figure 4.8, the convergence behavior of BCA across function optimization reveals three
distinct patterns. Firstly, there is an acceleration in convergence as iterations progress
for functions f1, f3, and f9. Secondly, for unimodal functions, rapid convergence is
apparent from early iterations, indicating BCA’s quick exploitation of favorable solution
spaces (mainly f1, f3, f5, f7). Another noteworthy observation is the quick avoidance of
local optima for multimodal functions f9, f11, and f13. Figure 4.8 also illustrates early
convergence to global optima for fixed-dimensional multimodal functions f15, f17, and f19,
showcasing BCA’s capability in extensive diversification within fewer iterations, coupled
with effective intensification in promising solution areas. This behavior is attributed to
diverse position-updating mechanisms and a gradual reduction in the propagation factor
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(a) f1 (b) f3 (c) f5

(d) f7 (e) f9 (f) f11

(g) f13 (h) f15 (i) f17

(j) f19 (k) f21 (l) f23

Figure 4.8: Comparison of convergence curves of BCA and few eminent algorithms for
some of the benchmark functions.
License: CC BY 4.0
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(Pf ) across iterations. The third observed behavior manifests as convergence towards
global optima primarily in later iterations, as evidenced by the curves of fixed-dimensional
multimodal test functions f21 and f23. This phenomenon likely arises from BCA’s initial
difficulty in finding optimal solutions, prompting continued exploration of the solution
space until convergence to the global optimum is achieved.

Verification of convergence at global optima can also be obtained from the thrombocytes’
search history (Figure 4.6) and their trajectories (Figure 4.7). In Figure 4.6, the dense
regions in the contour plots of benchmark functions signify convergence of thrombocytes
in those areas. Notably, BCA avoids premature convergence, as the optimal solution
resides within these dense regions. Additionally, thrombocyte trajectories (Figure 4.7)
terminate in regions housing global optima, further affirming convergence. These obser-
vations underscore BCA’s adept balance of intensification and diversification, facilitating
attainment of global optimal solutions. Overall, these analyses affirm BCA’s high efficacy
in addressing optimization challenges.

4.4.3 Statistical Significance Analysis
In our work, we employ the widely recognized Wilcoxon rank-sum test to statistically
assess the efficacy of BCA relative to other optimization algorithms, as outlined in the
literature [DGMH11]. Conducted at a significance level of 0.05, this test aims to identify
significant differences between the outcomes of BCA and alternative optimizers. The
resulting p-values, presented in Table 4.7, signify whether BCA exhibits superiority over
its counterparts. Observations of p-values below 0.05 indicate the robust performance of
BCA. Analysis of the p-values in Table 4.7 underscores BCA’s significant outperformance
compared to its competitors, with statistically meaningful differences observed across the
majority of the test functions.

4.4.4 Influence of High Dimensionality
To showcase the robustness of BCA across varying problem dimensions, we conduct a
scalability assessment. This analysis elucidates how the optimizer performs as problem
dimensions increase, shedding light on its efficacy for both low and high-dimensional
scenarios. Our evaluation encompasses both unimodal (f1 −f7) and multimodal (f8 −f13)
problems across dimensions ranging from 30 to 1000. By systematically exploring a wide
range of dimensions, we gain insights into BCA’s ability to maintain solution quality
across diverse problem complexities.

Figure 4.9 depicts the scalability outcomes of BCA across various test functions at different
dimensionalities (particularly, 30, 50, 80, 100, 500 and 1000). Analyzing the convergence
curves, it is evident that BCA maintains strong performance across high-dimensional
environments. Notably, BCA showcases an ability to converge to optimal solutions swiftly,
as evidenced by the early iterations where optimal solutions are often attained. The
curves also underscore BCA’s adeptness in balancing intensification and diversification
tendencies in multivariable optimization scenarios. Additionally, we compute the mean
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4. Blood Coagulation Algorithm: A Global Optimizer

and standard deviation (SD) of results over 1000 iterations and 30 runs for dimensions of
30, 100, and 1000. These results, presented in Table 4.8, demonstrate BCA’s consistent
performance across various dimensions for most test functions (f1 − f13). Overall, these
experimental findings underscore the scalability and efficiency of BCA, particularly in
handling high-dimensional tasks.

Table 4.8: Influence of high dimensionality on the performance of BCA: Results of
benchmark functions (f1 − f13) with different dimensions.

Dimensions = 30 Dimensions = 100 Dimensions = 1000
Mean SD Mean SD Mean SD

f1 9.80E-28 1.70E-22 5.06E-15 1.95E-14 1.24E-13 3.93E-13
f2 8.91E-17 1.36E-11 9.80E-08 5.24E-07 2.60E-07 8.97E-07
f3 7.63E-16 2.46E-15 2.40E-11 9.48E-11 1.35E-08 5.71E-08
f4 7.01E-10 1.77E-09 1.95E-08 8.32E-08 5.08E-08 1.52E-07
f5 3.72E+00 8.72E+00 3.34E+01 3.69E+01 5.41E+01 3.85E+01
f6 1.36E-02 9.83E-03 3.25E-01 2.59E-01 7.73E+01 4.58E+01
f7 3.95E-04 4.78E-04 5.25E-04 4.79E-04 6.34E-04 7.71E-04
f8 -1.25E+04 4.30E+01 -4.18E+04 2.01E+02 -4.18E+05 4.36E+03
f9 1.70E-14 3.04E-14 4.92E-14 1.06E-13 1.81E-12 2.70E-12
f10 8.88E-16 2.89E-11 7.27E-10 2.34E-09 9.14E-09 2.78E-08
f11 3.49E-15 1.86E-14 2.16E-15 7.31E-15 5.55E-15 2.60E-14
f12 4.19E-06 5.43E-04 2.31E-03 1.28E-03 2.74E-03 1.64E-03
f13 1.99E-03 5.37E-03 7.14E-02 5.95E-02 1.01E+00 7.95E-01
License: CC BY 4.0

4.5 BCA for Standard Engineering Problems
Next, we illustrate the effectiveness and versatility of the proposed algorithm (BCA)
in tackling real-world engineering optimization challenges, both constrained and un-
constrained. To assess its performance, we apply BCA to six standard benchmark
engineering design problems: the welded beam design problem, pressure vessel design
problem, tension/compression spring design problem, three-bar truss design problem,
speed reducer design problem, and gear train design problem.

The engineering design optimization tasks undertaken and the variables involved are
summarized in Table 4.9. In addressing these problems, BCA is employed across 30
independent runs, each comprising a population size (NP op) of 30 and 1000 iterations.
To handle the various constraints inherent in engineering design problems, a constraint
handling method is necessary. For simplicity, we adopt the death penalty approach (also
known as scalar penalty function), where solutions violating constraints are penalized
with a significant fitness value [Coe02]. This method ensures that solutions adhering to
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4.5. BCA for Standard Engineering Problems

(a) f1 (b) f2 (c) f3

(d) f4 (e) f5 (f) f6

(g) f7 (h) f8 (i) f9

(j) f10 (k) f11 (l) f12

(m) f13

Figure 4.9: Scalability analysis of the proposed BCA for different dimensions of the
benchmark functions (f1 − f13).
License: CC BY 4.0
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4. Blood Coagulation Algorithm: A Global Optimizer

constraints are favored during optimization. Also, we compare the results of BCA with
other meta-heuristic approaches in the literature.

Table 4.9: Brief description of the tackled engineering design optimization problems.
Problem D, C Objective Description of variables
Welded beam design 4, 7 Minimize cost thickness of weld (h), length of the clamped bar

(l), height of the bar (t), thickness of the bar (b)
Pressure vessel design 4, 4 Minimize cost the thickness of the shell (Ts), the thickness of

the head (Th), the inner radius (R), the length
of the cylindrical section without considering the
head (L)

Tension-compression
spring design

3, 4 Minimize weight wire diameter (d), mean coil diameter (D), num-
ber of active coils (N)

Three-bar truss design 2, 3 Minimize weight area of bars 1 and 3 (A1), area of bar 2 (A2)
Speed reducer design 7, 11 Minimize weight Face width (x1), Teeth module (x2), Number of

teeth (x3), First shaft length (x4), Second shaft
length (x5), First shaft diameter (x6), Second
shaft diameter (x7)

Gear train design 4, 0 Minimize gear ratio Gear teeth: Ta, Tb, Td, Tf

Note: D = number of variables, C= total number of constraints
License: CC BY 4.0

Welded beam design problem. The welded beam design problem stands as a classic
benchmark, aiming to minimize the fabrication expenses related to the welded beam. It
involves constraints on shear stress (τ), bending stress (σ), buckling load (Pc), and end
deflection (δ) of the beam, with design variables outlined in Table 4.9. Mathematically,
the optimization objective can be expressed as follows:

Consider x = [x1 x2 x3 x4] = [h l t b]
Minimize f(x) = 1.10471x2

1x2 + 0.04811x3x4(14.0 + x2)
Subject to g1(x) = τ(x) − τmax ≤ 0
g2(x) = σ(x) − σmax ≤ 0,
g3(x) = δ(x) − δmax ≤ 0,
g4(x) = x1 − x4 ≤ 0,
g5(x) = P − Pc(x) ≤ 0,
g6(x) = 0.125 − x1 ≤ 0,
g7(x) = 1.10471x2

1 + 0.04811x3x4(14.0 + x2) − 5.0 ≤ 0,
Variable range 0.1 ≤ x1 ≤ 2,
0.1 ≤ x2 ≤ 10,
0.1 ≤ x3 ≤ 10,
0.1 ≤ x4 ≤ 2
where τ(x) =

"
(τ ′)2 + 2τ ′τ ′′ x2

2R + (τ ′′)2,

τ ′ = P√
2x1x2

, τ ′′ = MR
J , M = P


L + x2

2

�
, R =

$
x2

2
4 +


x1+x3

2

�2
, J = 2

�√
2x1x2

�
x2

2
4 +

x1+x3
2

�2�

,
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4.5. BCA for Standard Engineering Problems

σ(x) = 6P L
x4x2

3
, δ(x) = 6P L3

Ex4x2
3
, Pc(x) = 4.013E

"
x2

3x6
4

36
L2

�
1 − x3

2L

"
E
4G

�
,

P = 6000 lb, L = 14 in., δmax = 0.25 in., E = 30 × 106 psi, G = 12 × 106 psi,
τmax = 13600 psi, σmax = 30000 psi

Many researchers have tackled this engineering design optimization problem using various
algorithms. Table 4.10 presents a comparison of the best solution attained by BCA
and other algorithms. The results clearly demonstrate that BCA achieves an optimal
design with minimized cost, surpassing all other algorithms. Additionally, statistical
metrics derived from 30 independent runs of BCA, including the best, worst, mean, and
standard deviation (SD) values, are compared with existing algorithms in the literature,
as shown in Table 4.11. The statistical analysis for the welded beam design problem
presented in Table 4.11 underscores BCA’s ability to produce superior results, reaffirming
its effectiveness in tackling this optimization challenge.

Pressure vessel design problem. Another renowned structural design benchmark
problem is the pressure vessel design, which aims to minimize the overall fabrication
cost (including material, forming, and welding) of a cylindrical pressure vessel with
hemispherical heads at both ends. The design variables are outlined in Table 4.9. The
optimization model for this problem can be expressed mathematically as follows:

Consider x = [x1 x2 x3 x4] = [Ts Th R L]
Minimize f(x) = 0.6224x1x3x4 + 1.7781x2x2

3 + 3.1661x2
1x4 + 19.84x2

1x3
Subject to g1(x) = −x1 + 0.0193x3 ≤ 0,
g2(x) = −x2 + 0.00954x3 ≤ 0,
g3(x) = −πx2

3x4 − 4
3πx3

3 + 1296000 ≤ 0,
g4(x) = x4 − 240 ≤ 0,
Variable range 0 ≤ x1 ≤ 99,
0 ≤ x2 ≤ 99,
10 ≤ x3 ≤ 200,
10 ≤ x4 ≤ 200

Numerous researchers have tackled this design problem using various algorithms, encom-
passing both meta-heuristic approaches and mathematical techniques. Table 4.12 offers
a comparison of the optimal solutions obtained by BCA and other prominent algorithms
documented in the literature. Upon reviewing the results in Table 4.12, it is apparent that
BCA yields results comparable to PO and even surpasses other optimizers. Thus, we can
assert that BCA is proficient in discovering feasible optimal designs for pressure vessels
at minimized costs (specifically, 5885.3991). Furthermore, Table 4.13 presents statistical
insights (including best, worst, mean, and standard deviation values) of BCA and other
optimizers concerning the pressure vessel design problem. These results highlight the
superior performance of BCA compared to its counterparts. Notably, BCA exhibits a
considerably lower standard deviation of 8.4237, signifying its reliability and efficiency in
solving this optimization problem.

Tension/compression spring design problem. The aim of the tension/compression
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Table 4.10: Comparison of the best solution obtained by BCA with other algorithms in
the literature for the welded beam design problem.

Algorithm Optimal values of design variables Optimal cost
h l t b

BCA 0.205729 3.470471 9.036622 0.205729 1.72484
HHO [HMF+19] 0.204039 3.531061 9.027463 0.206147 1.73199057
RANDOM [RP76] 0.4575 4.7313 5.0853 0.66 4.1185
DAVID [RP76] 0.2434 6.2552 8.2915 0.2444 2.3841
SIMPLEX [RP76] 0.2792 5.6256 7.7512 0.2796 2.5307
APPROX [RP76] 0.2444 6.2189 8.2915 0.2444 2.3815
GA [Deb91] 0.248900 6.173000 8.178900 0.253300 2.433116
GA [Coe00] 0.208800 3.420500 8.997500 0.210000 1.748310
HS [LG04] 0.2442 6.2231 8.2915 0.2443 2.3807
ESs [MMC05] 0.199742 3.61206 9.0375 0.206082 1.7373
CDE [HWH07] 0.203137 3.542998 9.033498 0.206179 1.733462
MFO [Mir15] 0.203567 3.443025 9.230278 0.212359 1.732541
MVO [MMH16] 0.205611 3.472103 9.040931 0.205709 1.725472
SCA [Mir16b] 0.204695 3.536291 9.004290 0.210025 1.759173
GA [BDT99] 0.164171 4.032541 10.00000 0.223647 1.873971
ES [MMC08] 0.199742 3.612060 9.037500 0.20682 1.73730
SA [HF06] 0.20564426 3.472578742 9.03662391 0.2057296 1.7250022
Co-evolutionary PSO [HW07a] 0.20573 3.47049 9.03662 0.20573 1.72485084
GSA [RNPS09] 0.18219 3.856979 10.0000 0.202376 1.879952
Improved PSO [CEC08] 0.205729 3.470488 9.036624 0.205729 1.724852
DE [MMCCVRMD07] 0.20573 3.470489 9.0336624 0.205730 1.724852
CS [GYA13] 0.2015 3.562 9.0414 0.2057 1.73121
ABC [KB08] 0.205730 3.470489 9.036624 0.205730 1.724852
ACO [KT10a] 0.205700 3.471131 9.036683 0.205731 1.724918
PO [AYS20] 0.205730 3.470472 9.036624 0.205730 1.724851
CAEP [CCB04] 0.205700 3.470500 9.036600 0.205700 1.724852
HGA [YQ10] 0.205700 3.470500 9.036600 0.205700 1.7249
WCA [ESBH12] 0.205728 3.470522 9.036620 0.205729 1.724856
CGWO [KA18] 0.343891 1.883570 9.031330 0.212121 1.725450
GWO [MML14] 0.205676 3.478377 9.036810 0.205778 1.726240
CPSO [KdSC06] 0.202369 3.544214 9.048210 0.205723 1.728024
GA [CM02] 0.205986 3.471328 9.020224 0.206480 1.728226
WOA [ML16] 0.205396 3.484293 9.037426 0.206276 1.730499
CS [YD09] 0.182200 3.795100 9.998100 0.211100 1.946000
BA [Yan10] 0.154300 5.736100 8.862700 0.229700 2.084000
CapSA [BSAH21] 0.205723 3.470789 9.036622 0.205737 1.7249
License: CC BY 4.0

spring design problem [Aro04] is to minimize the weight of the spring while ensuring it
meets specific constraints related to shear stress, surge frequency, and deflection. The
design variables for this optimization problem are outlined in Table 4.9. Formally, the
optimization problem can be expressed as follows:
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4.5. BCA for Standard Engineering Problems

Table 4.11: Comparison of statistical results of BCA with other optimization algorithms
in the literature for solving the welded beam design problem.

Algorithm Best Worst Mean SD
BCA 1.72484 1.7272306 1.7254101 4.237E-7
MFO [Mir15] 1.732541 1.802364 1.775231 0.012397
MVO [MMH16] 1.725472 1.741651 1.729680 0.004866
SCA [Mir16b] 1.759173 1.873408 1.817657 0.027543
GA [BDT99] 1.873971 2.320125 2.119240 0.034820
ES [MMC08] 1.728226 1.993408 1.792654 0.07471
SA [HF06] 1.7250022 1.8843960 1.7564428 NA
Co-evolutionary PSO [HW07a] 1.728024 1.782143 1.748831 0.012926
Improved PSO [CEC08] 1.724852 NA 2.0574 0.2154
DE [MMCCVRMD07] 1.724852 1.725000 1.725 1.0E-15
CS [GYA13] 1.7312065 2.3455793 1.8786560 0.2677989
ABC [KB08] 1.724852 NA 1.741913 0.031
ACO [KT10a] 1.72918 1.775961 1.729752 0.009200
PO [AYS20] 1.724851 1.724852 1.724851 2.53E-07
CAEP [CCB04] 1.724852 3.179709 1.971809 0.443000
WCA [ESBH12] 1.724856 1.744697 1.726427 0.004290
CGWO [KA18] 1.725450 2.435700 2.428900 1.357800
CPSO [KdSC06] 1.728024 1.782143 1.748831 0.012900
CapSA [BSAH21] 1.72481904 1.72723071 1.72541110 4.2376E-7
PSO-DE [LCW10] 1.724852 1.724852 1.724852 6.7E-16
COMDE [MS12] 1.724852 1.724852 1.724852 1.6E-12
DELC [WL10] 1.724852 1.724852 1.724852 4.1E-13
MADE [HAL+18] 1.724852 1.724852 1.724852 9.6E-16
AMDE [AFI17] 1.724852 1.724852 1.724852 1.1E-15
NA = Not available, SD = Standard Deviation
License: CC BY 4.0

Consider x = [x1 x2 x3] = [d D N ]
Minimize f(x) = (x3 + 2)x2x2

1
Subject to g1(x) = 1 − x2

2x3
71785x4

1
≤ 0,

g2(x) = 4x2
2−x1x2

12566(x2x3
1−x4

1) + 1
5108x2

1
≤ 0,

g3(x) = 1 − 140.45x1
x2

2x3
≤ 0,

g4(x) = x1+x2
1.5 − 1 ≤ 0,

Variable range 0.05 ≤ x1 ≤ 2.00,
0.25 ≤ x2 ≤ 1.30,
2.00 ≤ x3 ≤ 15.0
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Table 4.12: Comparison of the best solution obtained by BCA with other algorithms in
the literature for the pressure vessel design problem.

Algorithm Optimal values of design variables Optimal cost
Ts Th R L

BCA 0.7782 0.3847 40.3215 199.973 5885.3991
MFO [Mir15] 0.835241 0.409854 43.578621 152.21520 6055.6378
MVO [MMH16] 0.845719 0.418564 43.816270 156.38164 6011.5148
SCA [Mir16b] 0.817577 0.417932 41.74939 183.57270 6137.3724
GA [BDT99] 0.752362 0.399540 40.452514 198.00268 5890.3279
HS [LG05] 1.099523 0.906579 44.456397 179.65887 6550.0230
DA [Mir16a] 0.782825 0.384649 40.3196 200 5923.11
Co-evolutionary PSO [HW07a] 0.812500 0.437500 42.091266 176.746500 6061.077
ES [MMC08] 0.812500 0.437500 42.098087 176.640518 6059.7456
CS [GYA13] 0.812500 0.437500 42.0984456 176.6363595 6059.7143348
ABC [AK12] 0.812500 0.437500 42.098446 176.636596 6059.714339
Improved PSO [HPW04] 0.812500 0.437500 42.098445 176.6365950 6059.7143
Penalty guided ABC [Gar14] 0.7781686 0.3846491 40.3210545 199.9802367 5885.40322828
DE [MMCCVRMD07] 0.812500 0.437500 42.098446 176.6360470 6059.701660
WOA [ML16] 0.812500 0.437500 42.0982699 176.638998 6059.7410
PO [AYS20] 0.7782 0.3847 40.3215 199.9733 5885.3997
NMPSO [ZK09] 0.8036 0.3972 41.6392 182.4120 5930.3137
GWO [MML14] 0.8125 0.4345 42.0892 176.7587 6051.5639
HPSO [HW07b] 0.8125 0.4375 42.0984 176.6366 6059.7143
G-QPSO [dSC10] 0.8125 0.4375 42.0984 176.6372 6059.7208
CDE [HWH07] 0.8125 0.4375 42.0984 176.6376 6059.7340
DE [LS04] 0.8125 0.4375 42.0984 176.6377 6059.7340
GA [CM02] 0.8125 0.4375 42.0974 176.6540 6059.9463
CPSO [KdSC06] 0.8125 0.4375 42.0913 176.7465 6061.0777
GSA [RNPS09] 1.1250 0.6250 55.9887 84.4542 8538.8359
HHO [HMF+19] 0.81758383 0.4072927 42.09174576 176.7196352 6000.46259
GA [Deb91] 0.812500 0.437500 42.097398 176.654050 6059.9463
Lagrangian multiplier (Kannan) [ML16] 1.125000 0.625000 58.291000 43.6900000 7198.0428
Branch-bound (Sandgren) [ML16] 1.125000 0.625000 47.700000 117.701000 8129.1036
DELC [WL10] 0.812500 0.437500 42.0984456 176.6365958 6059.7143
CSS [KT10b] 0.812500 0.437500 42.103624 176.572656 6059.0888
ESs [MMC05] 0.812500 0.437500 42.098087 176.640518 6059.7456
License: CC BY 4.0

Various optimization algorithms have been employed previously to tackle this design
challenge. Table 4.14 provides a comparative overview of the optimal solutions obtained
by BCA and alternative algorithms for the tension/compression spring design problem.
The results depicted in Table 4.14 indicate that BCA successfully identifies an optimal
spring design with minimal weight. Furthermore, statistical analyses comparing BCA
with other methods from existing literature are summarized in Table 4.15. These results
suggest that BCA either surpasses or performs comparably to other algorithms listed in
Table 4.15.

Three-bar truss design problem. This engineering design problem holds significance in
optimization studies due to its inherently constrained search space. The objective revolves
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Table 4.13: Comparison of statistical results of BCA with other optimization algorithms
in the literature for solving the pressure vessel design problem.

Algorithm Best Worst Mean SD
BCA 5885.3991 5910.5321 5891.3265 8.4237
MFO [Mir15] 6055.6378 7023.8521 6360.6854 365.597
MVO [MMH16] 6011.5148 7250.9170 6477.3050 327.007
SCA [Mir16b] 6137.3724 6512.3541 6326.7606 126.609
GA [BDT99] 5890.3279 7005.7500 6264.0053 496.128
HS [LG05] 6550.0230 8005.4397 6643.9870 657.523
DA [Mir16a] 5923.11 222536 21342.2 47044.2
Co-evolutionary PSO [HW07a] 6061.077 6363.8041 6147.1332 86.4545
ES [MMC08] 6059.7456 7332.8798 6850.004 9426.000
CS [GYA13] 6059.714 6495.3470 6447.7360 502.693
ABC [AK12] 6059.714339 NA 6245.308144 205
Improved PSO [HPW04] 6059.7143 NA 6289.92881 305.78
WOA [ML16] NA NA 6068.0500 65.6519
GSA [RNPS09] NA NA 8932.9500 683.5475
PO [AYS20] 5885.3997 5908.0250 5891.8068 8.4746
NMPSO [ZK09] 5930.3137 5960.0557 5946.7901 9.1610
PSO-DE [LCW10] 6059.7140 NA 6059.7140 NA
HPSO [HW07b] 6059.7143 6288.6770 6099.9323 86.2000
CPSO [KdSC06] 6061.0777 6363.8041 6147.1332 86.4500
GWO [MML14] 6051.5630 6395.3600 6159.3200 379.6740
G-QPSO [dSC10] 6059.7208 7544.4925 6440.3786 448.4711
NA = Not available, SD = Standard Deviation
License: CC BY 4.0

around discovering the optimal configuration for a truss with three bars, minimizing its
weight. The specifics of this problem are outlined in Table 4.9, encompassing various
constraints related to stress, deflection, and buckling. Mathematically, this problem can
be expressed as follows:

Consider x = [x1 x2] = [A1 A2]
Minimize f(x) = (2

√
2x1 + x2)l

Subject to g1(x) =
√

2x1+x2√
2x2

1+2x1x2
P − σ ≤ 0,

g2(x) = x2√
2x2

1+2x1x2
P − σ ≤ 0,

g3(x) = 1√
2x2+x1

P − σ ≤ 0,

Variable range 0 ≤ x1, x2 ≤ 1,
where l = 100 cm, P = 2 kN/cm2, σ = 2kN/cm2

The results of applying BCA to solve the 3-bar truss design problem are detailed in

67

https://creativecommons.org/licenses/by/4.0/


4. Blood Coagulation Algorithm: A Global Optimizer

Table 4.14: Comparison of the best solution obtained by BCA with other algorithms in
the literature for the tension/compression spring design problem.

Algorithm Optimal values of design variables Optimal cost
d D N

BCA 0.05248 0.37594 10.24509 0.01267
PO [AYS20] 0.05248 0.37594 10.24509 0.01267
DEDS [ZLW08] 0.05169 0.35672 11.28897 0.01267
HEAA [WCZF09] 0.05169 0.35673 11.28829 0.01267
DELC [WL10] 0.05169 0.35672 11.28897 0.01267
WCA [ESBH12] 0.05168 0.35652 11.30041 0.01267
MADE [HAL+18] 0.05169 0.35672 11.28897 0.01267
GWO [MML14] 0.05169 0.35674 11.28885 0.01267
DE [LS04] 0.05161 0.35471 11.41083 0.01267
HS [LG05] 0.05115 0.34987 12.07643 0.01267
CPSO [KdSC06] 0.05173 0.35764 11.24454 0.01267
WOA [ML16] 0.05121 0.34522 12.00403 0.01268
GA [CM02] 0.05199 0.36397 10.89052 0.01268
GSA [RNPS09] 0.05028 0.32368 13.52541 0.01270
MFO [Mir15] 0.05000 0.313501 14.03279 0.012753902
MVO [MMH16] 0.05000 0.315956 14.22623 0.012816930
SCA [Mir16b] 0.050780 0.334779 12.72269 0.012709667
SSA [MGM+17] 0.051207 0.345215 12.004032 0.0126763
License: CC BY 4.0

Table 4.16. Moreover, the performance of BCA is benchmarked against various algorithms
documented in existing literature for tackling this challenge. The comparison reveals that
BCA delivers competitive results when compared with algorithms such as HHO [HMF+19],
DEDS [ZLW08], PSO–DE [LCW10], and SSA [MGM+17]. Notably, BCA surpasses several
other algorithms, including MVO [MMH16], GOA [SML17], MFO [Mir15], CS [GYA13],
and AOA [ADM+21]. These findings underscore BCA’s efficacy in navigating constrained
optimization spaces.

Speed reducer design problem. The objective of the Speed reducer design problem
is to minimize the weight of the speed reducer by determining the optimal values of
design variables. Constraints are imposed on stresses in the shafts, transverse deflection
of the shafts, surface stress, and bending stress of the gear teeth. The design variables
are outlined in Table 4.9. Mathematically, the problem can be expressed as follows:

Consider x = [x1 x2 x3 x4 x5 x6 x7]
Minimize f(x) = 0.7854x1x2

2(3.3333x2
3 + 14.9334x3 − 43.0934) − 1.508x1(x2

6 + x2
7) +

7.4777(x3
6 + x3

7) + 0.7854(x4x2
6 + x5x2

7)
Subject to g1(x) = 27

x1x2
2x3

− 1 ≤ 0,
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Table 4.15: Comparison of statistical results of BCA with other optimization algorithms
in the literature for solving the tension/compression spring design problem.

Algorithm Worst Mean Best SD
BCA 0.0127 0.0127 0.0127 0.0000
PO [AYS20] 0.0128 0.0127 0.0127 0.0000
DELC [WL10] 0.0127 0.0127 0.0127 0.0000
HEAA [WCZF09] 0.0127 0.0127 0.0127 0.0000
PSO–DE [LCW10] 0.0127 0.0127 0.0127 0.0000
MADE [HAL+18] 0.0127 0.0127 0.0127 0.0000
AMDE [AFI17] 0.0127 0.0127 0.0127 0.0000
DEDS [ZLW08] 0.0127 0.0127 0.0127 0.0000
DE [LS04] 0.0128 0.0127 0.0127 0.0000
HPSO [HW07b] 0.0127 0.0127 0.0127 0.0000
ABC [AK12] NA 0.0127 0.0127 0.0128
CPSO [KdSC06] 0.0129 0.0127 0.0127 0.0005
GA [CM02] 0.0130 0.0127 0.0127 0.0001
WCA [ESBH12] 0.0130 0.0127 0.0127 0.0001
G-QPSO [dSC10] 0.0178 0.0135 0.0127 0.0013
CAEP [CCB04] 0.0151 0.0136 0.0127 0.0008
GSA [RNPS09] NA 0.0136 NA 0.0026
NA = Not available, SD = Standard Deviation
License: CC BY 4.0

g2(x) = 397.5
x1x2

2x2
3

− 1 ≤ 0,

g3(x) = 1.93x3
4

x2x4
6x3

− 1 ≤ 0,

g4(x) = 1.93x3
5

x2x4
7x3

− 1 ≤ 0,

g5(x) =


745x4
x2x3

�2
+(16.9×106)

� 1
2

110x3
6

− 1 ≤ 0,

g6(x) =


745x5
x2x3

�2
+(157.5×106)

� 1
2

85x3
7

− 1 ≤ 0,

g7(x) = x2x3
40 − 1 ≤ 0,

g8(x) = 5x2
x1

− 1 ≤ 0,
g9(x) = x1

12x2
− 1 ≤ 0,

g10(x) = 1.5x6+1.9
x4

− 1 ≤ 0,

g11(x) = 1.1x7+1.9
x5

− 1 ≤ 0,
Variable range 2.6 ≤ x1 ≤ 3.6,
0.7 ≤ x2 ≤ 0.8,
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Table 4.16: Comparison of the best solution obtained by BCA with other algorithms in
the literature for the three-bar truss design problem.

Algorithm Optimal values of design variables Optimal cost
x1 x2

BCA 0.788662816 0.408283133832 263.8958434
HHO [HMF+19] 0.788662816 0.408283133832900 263.8958434
DEDS [WCZF09] 0.78867513 0.40824828 263.8958434
MVO [MMH16] 0.78860276 0.408453070000000 263.8958499
GOA [SML17] 0.788897555578973 0.407619570115153 263.895881496069
MFO [Mir15] 0.788244771 0.409466905784741 263.8959797
PSO–DE [LCW10] 0.7886751 0.4082482 263.8958433
SSA [MGM+17] 0.788665414 0.408275784444547 263.8958434
MBA [SBEH13] 0.7885650 0.4085597 263.8958522
Tsai [Tsa05] 0.788 0.408 263.68
Ray and Saini [RS01] 0.795 0.395 264.3
CS [GYA13] 0.78867 0.40902 263.9716
AOA [ADM+21] 0.79369 0.39426 263.9154
License: CC BY 4.0

17 ≤ x3 ≤ 28,
7.3 ≤ x4 ≤ 8.3,
7.3 ≤ x5 ≤ 8.3,
2.9 ≤ x6 ≤ 3.9,
5.0 ≤ x7 ≤ 5.5

The results achieved by BCA for the speed reducer design problem are compared against
various other algorithms documented in the literature, as presented in Table 4.17. The
comparison indicates that the performance of BCA is comparable to that of other
algorithms, demonstrating satisfactory performance. Additionally, statistical findings for
the speed reducer design problem utilizing BCA and other meta-heuristic algorithms
are summarized in Table 4.18. These statistical results affirm that BCA provides highly
competitive outcomes for addressing this problem.

Gear train design problem. The gear train design problem, a prominent discrete
optimization challenge in mechanical engineering, was first introduced in 1990 [San90].
Its objective is to minimize the gear ratio, as defined by Equation (4.11), for a compound
gear train comprising four gears. The problem revolves around optimizing the number
of teeth of these gears, resulting in four integer variables within the range of 12 to 60.
Mathematically, the cost (objective) function, is formulated as shown in Equation (4.12):

Gear ratio = Angular velocity of the output shaft
Angular velocity of the input shaft (4.11)
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Table 4.17: Comparison of the best solution obtained by BCA with other algorithms in
the literature for the Speed reducer design problem.

Algorithm Optimal values of design variables Optimal Weight
x1 x2 x3 x4 x5 x6 x7

BCA 3.5 0.7 17 7.3 7.7153 3.3502 5.2867 2994.471
PO [AYS20] 3.5 0.7 17 7.3 7.7153 3.3502 5.2867 2994.471
DEDS [ZLW08] 3.5 0.7 17 7.3 7.7153 3.3502 5.2867 2994.471
DELC [WL10] 3.5 0.7 17 7.3 7.7153 3.3502 5.2867 2994.471
WCA [ESBH12] 3.5 0.7 17 7.3 7.7153 3.3502 5.2867 2994.471
CapSA [BSAH21] 3.500 0.7 17 7.30 7.715320 3.350215 5.286654 2994.4710
HEAA [WCZF09] 3.5 0.7 17 7.3004 7.7155 3.3502 5.2867 2994.499
PSO-DE [LCW10] 3.5 0.7 17 7.3 7.8000 3.3502 5.2867 2996.348
MDE [MMVRC06] 3.5 0.7 17 7.3002 7.8000 3.3502 5.2867 2996.357
MFO [Mir15] 3.497455 0.700 17 7.82775 7.712457 3.351787 5.286352 2998.94083
WSA [BA15] 3.500 0.7 17 7.3 7.8 3.350215 5.286683 2996.348225
AAO [CZE17] 3.499 0.6999 17 7.3 7.8 3.3502 5.2872 2996.783
GWO [MML14] 3.501 0.7 17 7.3 7.811013 3.350704 5.287411 2997.81965
APSO [Gue16] 3.501313 0.7 18 8.127814 8.042121 3.352446 5.287076 3187.630486
CS [GYA13] 3.5015 0.7000 17 7.6050 7.8181 3.3520 5.2875 3000.9810
SCA [Mac64] 3.521 0.7 17 8.3 7.923351 3.355911 5.300734 3026.83772
FA [BO15] 3.507495 0.7001 17 7.719674 8.080854 3.351512 5.287051 3010.137492
AOA [ADM+21] 3.50384 0.7 17 7.3 7.72933 3.35649 5.2867 2997.9157
License: CC BY 4.0

f(Ta, Tb, Td, Tf ) =


1
6.931 − TbTd

TaTf

�2

(4.12)

where Ti denotes the number of teeth on the i-th gear wheel, where i corresponds to a, b,
d, and f . The objective is to determine the number of teeth on each wheel to achieve a
gear ratio of 1

6.931 . Although this problem does not have explicit constraints, we impose
constraints by considering the range of variables.

The gear design problem has garnered significant attention from researchers and has
been addressed using various heuristic methods. In this study, we employ BCA to tackle
this problem and compare its performance with other algorithms found in the literature.
Table 4.19 summarizes the outcomes of the gear train design problem, including the
optimal parameters and the best objective function value obtained by BCA and alternative
algorithms. The results demonstrate that BCA yields competitive outcomes, matching
the optimal function value computed by other algorithms such as MFO, ABC, MBA, CS,
and ISA. This underscores BCA’s efficacy in effectively addressing discrete problems.

4.6 BCA for Falsification of CPSs
As previously discussed in Chapter 1, the falsification of CPSs plays a crucial role in
uncovering system parameters (i.e., counterexamples) that may lead to defects, thus
facilitating effective fault detection. In this context, we examine the Simulink model of
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Table 4.18: Comparison of statistical results of BCA with other optimization algorithms
in the literature for solving the Speed reducer design problem.

Algorithm Worst Mean Best SD
BCA 2994.471026 2994.471026 2994.471026 0.000003
PO [AYS20] 2994.471057 2994.471051 2994.471047 0.000003
WCA [ESBH12] 2994.505578 2994.474392 2994.471066 0.007400
MDE [MMVRC06] NA 2996.367220 2996.356689 0.008200
DELC [WL10] 2994.471066 2994.471066 2994.471066 0.000000
DEDS [ZLW08] 2994.471066 2994.471066 2994.471066 0.000000
ABC [AK12] NA 2997.058000 2997.058000 0.000000
HEAA [WCZF09] 2994.752311 2994.613368 2994.499107 0.070000
PSO-DE [LCW10] 2996.348204 2996.348174 2996.348167 0.000006
SC [RL03] 3009.964736 3001.758264 2994.744241 4.000000
CapSA [BSAH21] 2998.09236 2995.12109 2994.47106 0.00002901
NA = Not available, SD = Standard Deviation
License: CC BY 4.0

the Automatic Transmission Controller System (ATCS), an illustration sourced from the
avionics domain [ZKH03,Mat22d]. This model encompasses two input signals—throttle
and brake—and features three outputs: vehicle speed v (mph), engine speed ω (RPM),
and the gear position.

4.6.1 The Problem

Our focus lies in determining whether the system consistently adheres to the temporal
property φ1

AT , which requires that both the engine and the vehicle speed never attain ω̄
and v̄, respectively. This requirement is formulated in STL as follows: φ1

AT (v̄ , ω̄) =
□((v < v̄) ∧ (ω < ω̄)). To violate this property, we search input signals capable of causing
either the vehicle speed or the engine RPM to reach their designated thresholds. For this
study, we set v̄ = 120 mph and ω̄ = 4500 RPM. The total duration of simulation is T =
30 seconds.

The falsification methodology represents an optimization problem focused on minimizing
the robustness, acting as the objective function, across decision variables z. These
variables determine the input signal(s). The objective is to find values for z that lead to
a resulting trace x with negative robustness, expressed as ρ(x, φ) < 0.

4.6.2 Simulation Results

In the following, we present the results of falsification testing with BCA and compare it
with (i) other optimizers and, (ii) a state-of-the-art falsification testing tool.
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Table 4.19: Comparison of results for Gear train design problem.

Approach Optimal values
fminTa Tb Td Tf

BCA 43 16 19 49 2.7009E-12
CAPSO [GYYT13] 49 19 16 43 2.701E-12
MFO [Mir15] 43 19 16 49 2.7009E-12
ABC [SBEH13] 49 16 19 43 2.7009E-12
MBA [SBEH13] 43 16 19 49 2.7009E-12
GeneAS [DG+96] 33 14 17 50 1.362E-9
CS [GYA13] 43 16 19 49 2.7009 E-12
PSO [PV05] 43 16 19 49 2.701E-12
Sequential linearization approach [LP91] 42 16 19 50 0.23E-6
Mixed-discrete nonlinear optimization with SA [ZW93] 52 15 30 60 2.36E-9
Nonlinear integer and discrete programming [San90] 45 22 18 60 5.712E-6
Mixed integer discrete continuous optimization [KK94] 33 15 13 41 2.146E-8
Mixed-variable evolutionary programming [CW97] 52 15 30 60 2.36E-9
GA [WC95] NA NA NA NA 2.33E-7
Mixed integer discrete continuous programming [FFC91] 47 29 14 59 4.5E-6
BOA [AS19] 43 16 19 49 2.701E-12
ISA [Gan14] NA NA NA NA 2.7009E-12
NA = Not available
License: CC BY 4.0

4.6.2.1 Comparison with other optimizers

We utilize MoonLight, a tool designed for monitoring temporal and spatial-temporal
properties of CPSs [BBL+20], to identify counterexamples for φ1

AT . Considering the
need for robustness values in solving the optimization problem, we adopt the quantitative
semantics in this study. Our approach to falsify the STL formula φ1

AT involves setting
the Brake input as constant (kept at 0) while defining the throttle input as a step signal
characterized by the step time, initial value, and final value. Additionally, we employ
BCA to tackle the optimization problem and evaluate its performance against three
established meta-heuristic techniques: GA, DE, and PSO. The parameter configurations
for these algorithms are detailed in Table 4.4.

Utilizing the MoonLight tool, we acquire counterexamples using each optimization
algorithm. Figure 4.10 illustrates the throttle input alongside the corresponding output
speed and RPM for the counterexample pertaining to φ1

AT obtained through BCA. The
robustness values obtained by BCA and other algorithms, along with the computation
time (i.e., the time required to falsify the property, in seconds), are summarized in
Table 4.20. Two metrics are provided for each tool/algorithm: (1) Robustness value: This
metric quantifies the robustness of the simulation trace with respect to the STL property.
A lower (more negative) robustness value signifies better counterexamples, indicating that
the approach has found more effective counterexamples, and (2) Computation Time (in
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Figure 4.10: Input and output plots for the counterexample for φ1
AT (120, 4500) found

by BCA. The dash-dot lines show the thresholds of the outputs.

seconds): This indicates the time taken by each approach to find the counterexamples, with
lower values representing faster performance. Notably, BCA exhibits faster convergence
and surpasses other optimizers in performance. These findings underscore the competitive
edge of the proposed BCA in tackling the falsification challenges of CPSs, underscoring
its efficacy in addressing real-world optimization tasks, including search-based testing of
CPSs.

Table 4.20: Results for the falsification problem of ATCS.

Approach Robustness value Computation Time (s)
BCA -0.3564 28.3567
PSO -0.7236 56.4472
GA -1.6134 62.6923
DE -1.7380 65.5578

4.6.2.2 Comparison with S-TaLiRo

We also employ the S-TaLiRo tool, an open-source falsification testing toolbox for CPSs,
featured in the ARCH competition, as outlined in [DZS+15]. This tool enhances the
performance of falsification methods by applying coverage metrics to the state space of
hybrid systems.

We compare the results from S-TaLiRo with those obtained using BCA. For the BCA-
based falsification testing (FT) experiments, we utilize the RTAMT tool [NY20] for
monitoring and offline evaluation of STL properties. To ensure a fair comparison between
FT-BCA and FT-S-TaLiRo, we terminate the process as soon as a counterexample is
identified. Note that S-TaLiRo provides several stochastic optimization algorithms to
choose from, including Simulated Annealing (SA), Ant Colony Optimization (ACO),
Genetic Algorithms (GA), and Cross Entropy (CE). We present the results of the BCA-
based falsification testing experiments and compare them with all four optimization
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algorithms available in S-TaLiRo. Our results are summarized in Table 4.21. Note that
the results presented are averaged over ten independent runs.

Table 4.21: Comparison of BCA-based falsification testing with S-TaLiRo.

Tool Algorithm Performance measure
Robustness value Computation Time (s)

S-TaLiRo

SA -0.0252 40.1423
ACO -0.0567 38.5672
GA -0.1435 46.3876
CE -0.0736 44.9159
BCA -0.1615 31.2671

We note that the BCA requires 31.2671 seconds to complete the testing, which is faster
compared to the computation times of the algorithms in S-TaLiRo. Specifically, SA,
ACO, GA, and CE take 40.1423, 38.5672, 46.3876, and 44.9159 seconds, respectively. The
lower computation time of BCA implies that it is not only more effective in identifying
counterexamples but also more efficient, potentially providing faster results with less
computational effort. The results suggest that the BCA-based approach is both more
effective and efficient compared to the stochastic optimization algorithms implemented
in S-TaLiRo. It achieves better robustness values and has a shorter computation time,
making it a preferable choice for falsification testing in terms of both performance and
efficiency.

Collectively, the results outlined in this chapter substantiate the efficacy and reliability
of the proposed BCA as a robust alternative to established meta-heuristic algorithms.

4.7 Conclusion
We introduced the Blood Coagulation Algorithm (BCA), a novel bio-inspired, population-
based optimization algorithm that mimics the natural process of blood coagulation
in the human body. To evaluate its performance, we conducted an extensive study
using 23 mathematical benchmark functions, comparing BCA against 12 state-of-the-
art algorithms. Our investigation covered intensification, diversification, local optima
avoidance, and convergence behavior using both unimodal and multimodal functions. The
simulation and statistical results demonstrate that BCA is competitive with other leading
algorithms. Its robust performance on high-dimensional functions suggests that BCA is
suitable for a wide range of optimization tasks. Furthermore, BCA’s effectiveness was
validated through six constrained and unconstrained engineering design problems, where
it consistently outperformed other meta-heuristic algorithms. Additionally, we tested
BCA for the falsification testing of CPS. The results indicated that BCA converges faster
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and delivers better performance than other optimizers. This makes BCA particularly
well-suited for the optimization challenges frequently encountered in CPS testing, such as
ensuring system reliability, safety, and performance under various conditions. In summary,
BCA not only proves its proficiency over other powerful meta-heuristic algorithms but
also shows great potential for solving a variety of benchmark and real-world problems,
especially in the domain of CPS testing.

Data Availability Statement. The experimental data and scripts are publicly accessible
at https://gitlab.com/DrishtiYadav/bca.
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CHAPTER 5
Fault Localization

Fault localization stands as a pivotal component in the development, validation,
and troubleshooting phases of CPS. However, finding the exact location of a fault
that triggered a failure within a CPS model poses a formidable challenge, largely
owing to the intricate structure and data-flow dynamics inherent in CPS models.
In this chapter, we introduce a methodology that leverages formal specifications
alongside search-based testing to achieve accurate fault localization. Given a CPS
Simulink model, a formalized requirement serving as a test oracle, and a test
case exhibiting failure against the formalized property, we develop a procedure
that utilizes search-based testing to generate an additional test case that satisfies
the same formalized property. Subsequently, we compare our two similar test
cases with opposite verdicts to find the precise fault location. We implement our
approach and assess its effectiveness through three case studies from automotive
and avionic domains. Through empirical comparison against a state-of-the-art
fault localization technique, we demonstrate that our method not only significantly
reduces the number of suspected model variables and blocks compared to the
previous work, but also remains resilient even with an increased number of active
faults in the underlying models.

5.1 Introduction
While MBD streamlines various design tasks, debugging faulty models remains a labor-
intensive and challenging process. It entails the meticulous identification of fault locations,

©2022 IEEE. Parts Reproduced, Reused, Reprinted, with permission, from Ezio Bartocci, Leonardo
Mariani, Dejan Ničković and Drishti Yadav, “Search-based Testing for Accurate Fault Localization in
CPS,” 2022 IEEE 33rd International Symposium on Software Reliability Engineering (ISSRE), Charlotte,
NC, USA, 2022, pp. 145-156, https://doi.org/10.1109/ISSRE55969.2022.00024
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often requiring substantial expertise from engineers to uncover the root cause of failures.
Rapid and accurate detection and diagnosis of faults are crucial for ensuring the continuous
and reliable operation of the system. This is particularly essential during the early stages
of CPS design, as undetected failures in safety-critical CPS can lead to significant costs
and potentially catastrophic consequences [LNB+17,LNB+16,BFMN18]. Thus, precise
fault localization is paramount as it can greatly expedite model correction processes and
facilitate the development of safe CPS designs.
Simulation-based testing and its derivatives, like falsification testing, are effective methods
utilized to detect defects in CPS design efficiently. Falsification testing, as documented
in several studies [Don10,ALFS11,ZSD+15,SF12], employs a formal language, such as
STL [MN04], along with its quantitative robustness semantics, to direct the search for
tests that violate the given specification. While simulation-based testing is effective
in identifying erroneous behavior in the model, it typically offers only the observed
behavior as an explanation for the specification violation. More recently, methods for
fault localization and explanation have emerged to aid in debugging MATLAB/Simulink
models [BMM+21, SS20, BFMN18, BMM+19, LNB+17]. These techniques, known as
gray-box procedures, employ various heuristics to pinpoint the fault, thus narrowing
down the debugging scope. A common characteristic among existing localization methods
is their detachment from testing activities. Consequently, the accuracy of localization
heavily relies on the quality of the test suite.
In procedural and object-oriented programming environments, fault localization has
been studied as the task of contrasting two comparable test executions with opposite
outcomes [ZJP+14,RR03], one passing and the other failing. However, these methods
rely on test generation strategies and heuristics that are not directly applicable to
data-flow-oriented computational models like CPS Simulink models.
Contributions. We propose a fault localization method closely integrated with falsifi-
cation testing, specifically designed for CPS Simulink models with explicit or implicit
specifications. We utilize STL as the formal language for expressing CPS requirements.
When explicit specifications are unavailable, we assume the existence of a correct reference
model and establish its equivalence to the model under test as our implicit specification.
In both scenarios, we employ the formal specification as a test oracle. For a test case
which fails based on the formalized property, we develop a process to generate an alter-
native passing test. This passing test helps pinpoint the fault location when compared
to the failing test. Essentially, we employ a global optimizer for search-based testing to
generate a new passing test case that closely resembles the original failing test, using
a specified distance measure. By examining the outcomes of these two similar tests
with opposing results, we extract precise fault location information, reducing the scope
and effort required for debugging. Our method categorizes and prioritizes suspicious
variables based on their timing and severity of violation, presenting them alongside their
corresponding model blocks. This list of suspicious blocks assists engineers in localizing
multiple faults, potentially of various types, within the model.
In summary, our primary contributions include: (1) Introducing a novel search-based
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approach for automatically generating a passing test closely resembling a failing test for
(data-flow) Simulink models, and (2) Proposing a fault localization method for Simulink
models that leverages a failing test and its corresponding closely resembling passing test.

We apply our approach to three case studies spanning various application domains. We
implement our approach using both explicit STL specifications and implicit equiva-
lence checking, assessing its performance across 240 faulty variants of the case study
models harboring multiple faults. To gauge its effectiveness, we compare it against
CPSDebug [BMM+21,BMM+19], a leading fault localization technique for CPSs. The
experimental outcomes reveal that our approach outperforms the baseline in two key
aspects: (1) efficiently reducing the number of suspicious variables and thereby minimiz-
ing the blocks requiring inspection for fault localization, and (2) accurately pinpointing
fault locations in models with multiple faults. Particularly noteworthy is its superior
performance in accurately localizing faults in models with multiple underlying faults,
where the baseline exhibits diminished accuracy.

Chapter Organization. We introduce our fault localization approach in Sections 5.2
and 5.3. Following this, an empirical evaluation and a summary of the results are
presented in Section 5.4. Section 5.5 offers an enhanced review of related works. Our
conclusions are drawn in Section 5.6.

5.2 STL-guided Fault Localization
In this section, we elucidate the operational mechanism of our specification-guided fault
localization approach, referred to as STL-FL. Figure 5.1 provides a visual depiction of
the two core phases constituting the fault localization workflow:

1. Testing: This phase begins by assessing the SUT1 using an initial test suite to identify
failing test cases. Subsequently, a global optimizer is employed to create a new passing
test case for each failed test case, guided by the STL specification φ. The objective is
to generate a new passing test case that closely resembles its corresponding failing
test.

2. Localizing: In this phase, simulation outputs from the failed and passing test case pair
are utilized to pinpoint the exact location of the faulty component(s).

5.2.1 Testing
The objective of the testing phase is to select a collection of pairs, each consisting of a
failing and a passing test case, which serve as representatives for fault localization. These
pairs should exhibit similar executions, with any disparity likely attributed solely to the

1In contrast to stochastic systems where randomness is present in one or more system parts (such
as system parameters drawn from probability distributions), the systems considered in this thesis are
deterministic, meaning they produce the same output for a given input.
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Figure 5.1: An overview of STL-guided fault localization procedure (STL-FL).
©2022 IEEE.

activation of the fault under investigation. This enables a detailed (and point-by-point)
comparison of these executions, aiding in the precise localization of the fault.

During the testing phase, we find these pairs by first spotting the failing tests —those that
do not meet the given STL specification —from the available tests. Then, we create new
passing tests that get gradually closer to the failing one until we find the best candidate
for locating the fault.

We start by assuming that there is an initial test suite, denoted as T S, which has at least
one test case that violates a formalized requirement. This test suite can be provided
manually by a tester or generated using automated tools. These automated methods
might use coverage-based techniques [LNLB19], considering input, output, or structural
coverage. Alternatively, they might focus on methods for efficiently generating failing
test cases, like falsification testing [NSF+10].

Algorithm 5.1 delineates the process for choosing the test pairs. Beginning with an initial
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Test Suite T S, the available test cases undergo evaluation against a faulty model. The
faulty model may have either a single fault or multiple faults. Each test case t from
T S is then used to simulate the faulty model to produce the simulation results (Line
4). Subsequently, the output traces are assessed against the STL specification φ by a
Monitor to assign either a pass or fail verdict to the test case (Lines 5-7). The Monitor
performs ‘Trace evaluation’ (refer to Figure 5.1) and generates a robustness measure of
the trace concerning φ (Line 5). The objective is to identify all the test cases leading to
the violation of the property φ: the algorithm groups all failing test cases resulting in
observable failures in the model (Line 7).

Algorithm 5.1: Test Suite Selection for localizing faults.
Input : T S : An initial test suite.

MF : A faulty model.
φ : An STL specification.

Output : T SF L : Set of failing-passing test case pairs.
1 T SNew = [ ]
2 T SF L = [ ]
3 for each item t ∈ T S do
4 out(MF , t) = Simulate(MF , t)
5 R(out(MF , t), φ) = Monitor(out(MF , t), φ)
6 if R(out(MF , t), φ) < 0 then
7 T SNew = T SNew ∪ {t}
8 end if
9 end for

10 for each item tf ∈ T SNew do
11 tp ← SearchPT(tf , MF , φ)
12 T SF L = T SF L ∪ {(tf , tp)}
13 end for
14 return T SF L

For each failing test case, the algorithm seeks a nearby passing test case that could aid
in localization. Specifically, for every failing test tf ∈ T SNew, the algorithm hunts for
a passing test case tp that closely resembles or is more similar to the failing test case
tf (Line 11). Our SearchPT() subroutine is depicted in Algorithm 5.2. The search is
framed as an optimization challenge to find a passing test tp that closely aligns with the
failing test tf , ensuring that the distance between tp and tf is minimized. This problem
is formulated as follows:
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Close passing test case search problem

Input: a faulty Simulink model MF with a failed test case tf and a formula φ
such that out(MF , tf ) ̸|= φ.
Objective: Determine tp such that out(MF , tp) |= φ, and D(tf , tp) is minimized.

In our study, we utilize our BCA optimizer [Yad21], as elaborated in Chapter 4, for the
search operation. The pivotal aspect of determining the most analogous passing test
lies in defining the distance D(tf , tp) between the failing and passing test cases for the
faulty model MF . We compute this distance D(tf , tp) using the Euclidean distance (also
known as the Euclidean norm or L2 norm) between the signals associated with the test
cases tf and tp. The Euclidean distance stands out as one of the most commonly used
distance measures in real vector spaces, offering the advantage of gauging similarities
by quantifying the conventional distance between data points. Given that CPS models
frequently involve continuous real-valued variables, the Euclidean distance emerges as a
suitable choice for our analysis. Formally, the Euclidean distance D between two signals
y and z is expressed as:

D(y, z) = ||y − z||2 =

&''% g(
i=1

(yi − zi)2

In the above equation, y and z represent signals with a finite length of g samples, where
y = (y1, · · · , yg) and z = (z1, · · · , zg). Generally, the number of samples in a signal is
determined by the simulation and relies on the step-size, also known as the sample time,
of the model. As the simulations for test cases tf and tp are conducted on the same
faulty model, the timestamps (and consequently, the signal lengths) are ensured to match
across both executions. The outcome of the testing phase is denoted as T SF L (Line 14),
which comprises pairs of failing test cases and their corresponding close passing test cases
for the faulty model MF .

Let us delve into the SearchPT() subroutine illustrated in Algorithm 5.2, which
introduces the adaptation of BCA to address the formulated ‘Close passing test case
search’ task. Among various optimization algorithms available, we opted for BCA due to
several reasons: (1) its parameters are intuitively interpretable and require no tuning effort,
(2) it boasts a straightforward implementation, and (3) it exhibits high computational
efficiency. Additionally, we conducted performance evaluations comparing BCA with
other state-of-the-art optimizers, such as Particle Swarm Optimizer, Harmony Search,
Water Cycle Algorithm, and Imperialist Competitive Algorithm, for our optimization
problem. Our observations revealed that BCA surpasses others in terms of convergence
and speed. Below is an overview of BCA, which is a population-based optimizer, as
discussed previously in Chapter 4.

Definition 5.1. BCA follows these steps to explore the global optimum solution of an
objective function f(x) with n variables:

1. It initializes a population of candidates uniformly distributed across the search space.
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2. It evaluates the fitness of each candidate and identifies the fittest candidate based on
f(x).

3. It updates the position of each candidate using specific criteria and optimizer parame-
ters. The fitness values are recalculated, and the global best solution is updated if
a superior solution is discovered. This process iterates until termination criteria are
satisfied.

In Algorithm 5.2, we commence by creating an initial population of candidates (Line 2)
and subsequently determining the fitness of each candidate, corresponding to the test
case (Line 3). The individuals within the initial population are generated by producing
test inputs that uniformly cover the numerical input range of the SUT. It is important
to note that genPop (Line 2) mirrors the first step of BCA as outlined in Definition 5.1,
ensuring that the initial population comprises a non-empty collection of test candidates,
the size of which is specified by the user. Currently, we focus solely on numerical input
domains since they are predominant in CPS models. However, other input domains could
also be addressed, provided a distance metric is available for their domain. For example,
a Boolean distance function could be employed for enumerated signals.

Algorithm 5.2: The SearchPT() subroutine.
Input : MF : A faulty model.

φ : An STL specification.
tf : A failing test case.

Output : tp : Close passing test case.
1 Initialize optimizer parameters
2 InitPop ← genPop() ; // Initial population
3 FitPop ← Cost(InitPop, φ) ; // fitness
4 tp ← Best(FitPop) ; // best solution
5 Dmax = D(tf , tp) ; // Initial Distance
6 while TimeOut() do
7 for each candidate u ∈ InitPop do
8 unew ← Update(u)
9 end for

10 FitPop ← Cost(InitPop, φ)
11 D ← D(tf , Best(FitPop))
12 if D < Dmax then
13 Dmax ← D ; // update the distance
14 Update tp ; // new best solution

15 end if
16 end while
17 return tp

In this context, the fitness for each candidate within the population denotes the quan-
titative measure of how robustly the execution trace of the faulty model MF adheres
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to the STL specification φ. Line 4 identifies the optimal test case from the population
that (1) is close to the failing test case tf and (2) satisfies φ. Line 5 calculates the initial
Euclidean distance between tf and the best solution tp, which serves as the algorithm’s
selection criterion. It is noteworthy that the algorithm iteratively updates the test cases
(Line 8) and acknowledges a new solution as the best one if it meets the selection criteria,
i.e., a closer passing test is found (Lines 12-15). The subroutine is designed to terminate
under certain conditions, as indicated by the guard for the while loop (Line 6), including
reaching the maximum number of iterations, observing no improvement after a set number
of iterations, or reaching a timeout.

5.2.2 Localizing faults
Algorithm 5.3 presents our method for localizing faults by examining anomalous events
in the SUT under the guidance of an STL specification. The inputs consist of a defective
(aka faulty) model and a Test Suite T SF L containing pairs of failing and passing test
cases. The fault localization algorithm operates on the premise that signals exhibiting
early temporal discrepancies between passing and failing test runs likely stem from faults
within the blocks generating these signals. The fault localization algorithm effectively
identifies model variables displaying significant early-time deviations between the failing
and closely passing test cases, associates these variables with the respective blocks, and
generates a list of suspicious blocks to aid in model debugging and rectification.

Algorithm 5.3: Fault Localization by analyzing anomalous events with STL.
Input : MF - A faulty model.

T SF L - Set of failing-passing test case pairs.
Output : SOIbest - Signals of interest.

blockListbest - List of suspicious blocks.
1 for each pair (tf , tp) ∈ T SF L do
2 out(MF , tf ) = Simulate(MF , tf )
3 out(MF , tp) = Simulate(MF , tp)
4 d = |out(MF , tf ) − out(MF , tp)|
5 dm, qviol ← Eval(d)
6 dnew = Normalize(dm)
7 SOI ← GetSignalInfo(dnew)
8 blockList ← Map(SOI)
9 end for

10 SOIbest, blockListbest = Π(T SF L, SOI, blockList)
11 return SOIbest, blockListbest

Engineers initiate the process with a test suite T SF L comprising pairs of failing-passing
test cases. Lines 2-3 execute the task illustrated in the ‘Faulty Model Simulation’ block
depicted in Figure 5.1. Specifically, Line 2 conducts a simulation of the faulty model
using the failing test case tf , yielding the simulation output for each model variable. Line
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3 conducts a simulation of the faulty model using the passing test case tp to generate the
simulation output.

Lines 4-7 execute the process depicted as ‘Trace Analysis’ in Figure 5.1. Specifically, Line
4 calculates the deviations between the simulation traces obtained from the failing and
passing tests. It is important to note that we assume each trace is sampled periodically,
enabling direct point-by-point comparison between the two traces. Typically, out(MF , t)
represents an array of size Y × Z, where Y denotes the total number of samples of the
recorded signals, and Z is the total number of recorded signals. The deviation d (also an
array of size Y × Z) indicates the absolute differences between the Z recorded signals for
tf and tp. It is worth mentioning that the ‘minus’ sign in Line 4 signifies element-wise
subtraction of the values of each recorded signal at every timestamp for test case tp from
those of test case tf .

In Line 5 of Algorithm 5.3, the function Eval utilizes the calculated deviation d and
identifies the timestamp qviol when the initial irregularity occurs. Additionally, it organizes
all deviation values linked to qviol in descending order internally and outputs dm, which
is an array sized 1 × Z. More precisely, dm represents a sorted series of deviation values
for all recorded signals observed at the first instance of violation, qviol.

The function Normalize computes the vector-wise z-score of dm with a mean of 0 and
a standard deviation of 1 (Line 6). As a result, dnew becomes an array sized 1 × Z
containing normalized deviation values (observed first in time) for each recorded signal.
Normalization of data is applied to standardize the deviation values to a common scale,
ensuring that all measured deviations fall within the same numerical range.

In Line 7, the function GetSignalInfo retrieves the logging details of signals exhibiting
initial misbehavior, identified by normalized deviations exceeding zero. This condition,
based on normalized deviation values, enables focusing solely on a limited set of signals
demonstrating notably high deviations. (It is worth noting that qviol denotes the moment
when the first deviation occurs.) This process helps localize all internal signals within the
model accountable for the faulty behavior. Following this, Line 8 executes the function
Map (analogous to ‘Mapping’ in Figure 5.1), which correlates the Signals of Interest
(SOI) with their respective model blocks to pinpoint the suspicious blocks. The SOI
represents model variables (internal signals) that exhibit early and significant deviations
between tf and tp in the faulty model, essentially serving as indicators of the faults.

Finally, the failing-passing test case pair that results in the minimum number of SOI is
selected as the optimal pair. This selection process is handled by the function Π (Line 10),
referred to as ‘Selector’ in Figure 5.1. It is important to note that SOI and blockList
represent the sets of SOI and blockList linked with each pair (tf , tp) ∈ T SF L. For the
chosen optimal pair, the variables SOIbest and blockListbest are designated as the final
output, aiding in pinpointing the “culprit” signals and components responsible for the
failure, thereby localizing the faulty units (Line 11). Additionally, the violation time
(qviol) may also be provided as output to aid in understanding the context of the failure
and its timing.
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Table 5.1: Details of Failing-Passing test case pair for Example 1.

Test case Throttle parameters Robustness R D(tf , tp)
ST IV FV

tf 1 10 68 −1.8022 80.8332
tp 1 10 65 0.8242

©2022 IEEE.

Table 5.2: SOI for fault localization and the corresponding blocks.

Faulty variant Signal Index Signal Name Parent Block qviol(s)
Offset fault in Engine s2 EngineTorque:1 → Offset1:1 Engine 1.00
Note: qviol denotes the first time that the signal exhibits anomalous behavior w.r.t. the test case pair (tf , tp).

©2022 IEEE.

Example 5.1. Here, we illustrate the application of STL-FL with an example. We will
utilize the Simulink model of an Automatic Transmission Controller System, which is
elaborated in Section 5.4. For our demonstration, we will consider a faulty variant with
a Bias/Offset fault, where the fault value is set to 10 units. This fault is injected into the
signal path from the EngineTorque block to the Sum block within the Engine subsystem
of the model.

Assuming a constant brake signal (set to zero), we identify a failing test case tf for
the model concerning the corresponding STL property φ outlined in Table 5.3. In this
scenario, the test case reflects the throttle input signal. We suppose that the throttle
signal is a step signal defined by three parameters: Step Time (ST), Initial Value (IV),
and Final Value (FV). Employing our proposed ‘Close passing test case search problem’
detailed in Algorithm 5.2, we locate a passing test case tp (refer to Table 5.1).

Utilizing Algorithm 5.3, we identified the SOI to isolate the faulty component. We note
that only a single internal signal exhibits early misbehavior with normalized deviations
exceeding zero, as elaborated in Table 5.2. This identified SOI stem from the Engine
subsystem, precisely where we introduced the fault, thus confirming accurate localization
of the faulty component.

5.3 Fault Localization with Equivalence Checking
In numerous CPS scenarios, explicit specifications are absent. In such cases, throughout
different development stages, designers typically assess the design against a reference
model assumed or verified to be accurate. Equivalence testing, also known as back-to-back
testing, differential testing, or differential fuzzing in software engineering, is commonly
employed to ascertain equivalence between the reference model M and its updated or
refined version M′. Equivalence is established by comparing the output signals produced
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by simulating both models using a single (equivalence) test case. Specifically, the recorded
output signals serve as the equivalence criteria between M and M′, representing an
implicit specification formally linking the two models. The non-equivalence between two
models can be articulated as:

m�
i=1

In1.i = In2.i� �� �
all inputs equal

∧
e�

o=1
out1.o ̸= out2.o� �� �

an output not equal

(5.1)

In this context, In denotes the collection of model inputs with a length of m, while out
signifies the set of traces for all input-internal-output (IIO) signals of the models with
e outputs. Referring to Figure 2.1, m = 2 and e = 3. Any configuration that fulfills
Formula (5.1) denotes two separate runs of M and M′ that yield a distinct output signal
for the identical input sequence.

Our method also includes support for equivalence checking. Similar to the procedure
outlined in STL-FL, the workflow of our equivalence-driven approach, referred to as
E-FL, initiates with testing, as elaborated in the preceding section. In this scenario, a
failing test signifies evidence of non-equivalence between the two models. For each failing
test, our objective is to locate the closest test case that produces an output most akin to
the failing test case. We employ a distance metric dist to assess the resemblance between
two outputs. We treat the search task as an optimization problem formulated as follows:
“Given a faulty model MF with a failing test case tf , determine tc (similar to tf ) such
that dist(c1, c2) < θ where c1 = out.o(MF , tf ) and c2 = out.o(MF , tc)”.

To expedite the convergence of the search task utilizing the BCA optimizer, we enforce a
constraint on the distance between the two outputs, stipulating dist(c1, c2) < θ where θ
is set to 0.05. The localization process mirrors that employed in STL-FL (refer to Lines
1-9 in Algorithm 5.3), albeit with the analysis of deviations conducted on the simulation
outputs of the failing test case tf and the newly identified test case tc.

5.4 Empirical Evaluation
In this section, we outline our research questions, detail our experimental configuration,
specify the metrics used for evaluation, and present the results of our experiments. The
following are the key research questions we aim to address:

RQ-5.1. [Fault Localization Ability] To what extent does our method reduce the
number of signals and blocks requiring inspection for fault localization? We assess the
effectiveness of our approach in minimizing the set of suspicious model variables and
blocks to be examined for fault localization. Specifically, we analyze how well our method
performs in this regard and compare our findings with those of the baseline technique,
CPSDebug [BMM+21], a state-of-the-art automated fault localization method for CPS
models.
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RQ-5.2. [Robustness Evaluation] How robust is our approach in scenarios where the
SUT exhibits numerous faults, potentially of diverse types? We investigate the resilience
of our approach by assessing its fault localization capabilities in the presence of multi-fault
models, comparing its performance against the baseline technique.

RQ-5.3. [Computational Efficiency] How does the computational efficiency of our
approach compare to that of the baseline technique? We gauge the computational efficiency
of our method by examining its computation time and comparing it with the performance
of the baseline technique.

To empirically assess our approach and address the research questions, we conducted
systematic experiments utilizing Simulink models spanning various safety-critical domains.
We devised a prototype implementation for our fault localization technique, as elucidated
in Section 5.2. The processes encompassing test generation, model simulation, and
model-based fault localization were realized within MATLAB. Additionally, for offline
assessment of STL properties, we employed the RTAMT tool [NY20], augmenting it with
our fault localization procedure outlined in Section 5.2.

5.4.1 CPSDebug

We now present a concise overview of our baseline method, CPSDebug [BMM+21], rec-
ognized as a state-of-the-art diagnostic solution tailored for Simulink models. CPSDebug
serves the purpose of localizing bugs within CPS designs and elucidating the root causes
of failures through a structured workflow comprising three primary phases.

During the testing phase, CPSDebug conducts simulations of the CPS Simulink model
under analysis using an initial test suite. Subsequently, it categorizes the test cases into
passing and failing ones based on their compliance with formal STL requirements.

Moving to the specification mining phase, CPSDebug leverages the passing test traces
to extract relevant properties that delineate the expected behavior of the model. This
process involves the utilization of two key tools: Daikon [ECGN01], which employs
template-based property inference to deduce likely properties for the input variables, and
Timed k-Tail (TkT) [PMGM22], an engine for automaton learning capable of generating
timed automata from timed traces.

Lastly, in the explaining phase, CPSDebug utilizes the inferred properties to analyze
failed traces and generate explanations for the detected failures. This phase encompasses
two main steps: (1) Monitoring, wherein CPSDebug analyzes failed traces to identify
signals violating the properties along with the corresponding violation time intervals, and
(2) Clustering and Mapping, where CPSDebug clusters the fail-annotated signals based on
their violation times and associates them with their respective model blocks. Ultimately,
CPSDebug employs the violated signals and their originating blocks to produce a sequence
of system snapshots for each cluster of property violations, thereby capturing the origins
of faults and the propagation of failures in both spatial and temporal dimensions.
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Table 5.3: Key information about the Simulink models of our subjects.
Model Name #Blocks #Lines φ qT

Automatic Transmission Controller System (ATCS) 65 92 □((v ≤ v̄) ∧ (ω ≤ ω̄)) 30
Aircraft Elevator Control System (AECS) 825 577 □(↑ (cmd ≥ m) → ♦[0,T ]□[0,a](|cmd − pos| ≤ n)) 10
Abstract Fuel Control System (AFCS) 253 283 □[Tstart,Tstop]¬((AF > Ref − tol) ∨ (AF < −Ref + tol)) 40
©2022 IEEE.

5.4.2 Experimental Setup
We conducted the experiments on a MacBook Pro equipped with an Apple M1 chip, 16
GB RAM, and running macOS Monterey with MATLAB® R2018b. This section provides
an overview of the subjects utilized for our experiments and evaluations. Additionally,
we detail the process of fault seeding, as well as the test suites and test oracles employed
in our experimental setup.

5.4.2.1 Case studies

For our experiments, we employ three Simulink models sourced from the automotive
and avionic sectors. Table 5.3 presents the dimensions of each model, along with the
corresponding STL specifications utilized in the experiments and the simulation time
denoted by qT . The STL specifications referenced in Table 5.3 are sourced from [Don10,
HAF14,BMM+21].

The Automatic Transmission Controller System (ATCS), as previously discussed
in Chapter 4, is a benchmark derived from the automotive field [HAF14]. This model
incorporates two inputs, namely the throttle ut and the brake ub, which regulate two
system outputs: vehicle speed v (mph) and engine speed ω (RPM). Throughout all
time instants, the inputs span the range [0, 100]. A critical safety requirement for this
system is to ensure that the vehicle speed v and engine speed ω do not surpass predefined
thresholds v̄ and ω̄. These thresholds are set as follows: v̄ = 120 mph and ω̄ = 4500
RPM.

The Aircraft Elevator Control System (AECS), as previously discussed in Chapter 3,
is a model originating from the avionics sector and features a redundant actuator
control module [GM05]. This model involves two output variables corresponding to the
positions of left and right actuators, driven by the input variable (Pilot Command).
One significant requirement entails achieving the desired aircraft position within a
predetermined timeframe. Formally, whenever the Pilot Command cmd exceeds a
threshold m, the measured actuator position pos must stabilize (i.e., become at most n
units away from cmd) within T +a time units. This requirement is expressed via the STL
specification in Table 5.3, with parameters set as m = 0.09, T = 2, a = 1, and n = 0.02.

The Abstract Fuel Control System (AFCS) is a renowned Powertrain Control
Verification Benchmark [JDK+14] sourced from the automotive domain, simulating the
air-fuel controller for an engine. This model accepts user inputs of throttle command
and engine speed to regulate both the fuel rate and the air-to-fuel (AF ) ratio. The
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primary control objective is to uphold the AF ratio at the set-point Ref (i.e., the ideal
stoichiometric ratio) through closed-loop adjustments of pertinent model variables. The
STL requirement for this model encapsulates constraints on the AF ratio, with parameter
values set as Ref = 14.7, tol = 0.01, Tstart = 10, and Tstop = 40.

In our experiments, we established the base sample time for the models, namely ATCS,
AECS, and AFCS, as 0.04, 0.01, and 0.005 respectively. These models are openly accessible
in the Simulink/Stateflow online documentation provided by MathWorks [Mat22d,Mat22a,
Mat22c]. It is noteworthy that these models are indicative of typical industrial Simulink
models concerning their size, behavioral dynamics, and intricacy.

5.4.2.2 Fault Seeding

We utilize our software tool FIM [BMNY22a] (as elaborated in Chapter 3) to introduce
faults into a model. Our selection of faults for injection was based on those commonly
employed in the literature [FMMJ21, PRWN16, SVET10, SMSJ17]. Specifically, we
considered the following categories:

• Sensor faults: Including Stuck-at, Noise, and Bias/Offset.
• Hardware faults: Encompassing Bit-flip (single and multiple).
• Network faults: Involving Package drop and Time delay.
• Block mutations: Involving incorrect relational operator, incorrect logical operator,

and incorrect arithmetic operator.

By incorporating fault types from these diverse categories, we aimed to simulate a realistic
spectrum of fault scenarios commonly encountered in practical systems, facilitating the
evaluation of fault localization techniques. For each of the previously mentioned faults,
FIM generates tailored fault blocks equipped with flags to regulate their activation.
Specifically, FIM introduces faults into a model by (1) integrating fault blocks and
(2) substituting blocks with fault blocks, leveraging a specialized library of faults and
alterations. To achieve diversity, we introduced faults of various types in different segments
(target locations) of the SUT, particularly at varying hierarchical depths. Table 5.4
provides insight into the number of seeded faults (and their corresponding groups) for
each subject. In total, we seeded 15 faults in ATCS, 45 faults in AECS, and 20 faults in
AFCS models.

Before subjecting the fault model to testing, we implemented instrumentation to facilitate
the logging of all internal signals. This process involved assigning unique names to
each signal and activating data logging within the simulation engine. By leveraging the
activation flag embedded within the seeded fault blocks introduced by FIM, we could
selectively enable or disable specific faults, thereby generating distinct faulty variants of
the SUT. Each faulty variant represented an instrumented version of the faulty model
with the activation of specific faults of interest (FOI). Depending on user specifications
and the objectives of the testing task, FOI could range from a single fault to multiple
(i.e., equal to or greater than two) faults.
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Table 5.4: Information of seeded faults in each case study.

Type ATCS AECS AFCS
Sensor faults 3 20 9
Hardware faults - 17 6
Network faults 9 - 4
Block mutations 3 8 1
Total 15 45 20
©2022 IEEE.

To address RQ-5.2, we generated various versions of our subjects with different combi-
nations of activated fault blocks. Specifically, we divided each subject into three sets of
faulty variants, where the number of active fault blocks ranged from 1 to 3 in each set.
For instance, for the ATCS model, each set comprised 15 faulty variants, while for the
AECS model, each set contained 45 faulty variants, and for the AFCS model, each set
included 20 faulty variants. Thus, we produced {45, 135, 60} faulty variants of {ATCS,
AECS, AFCS}, respectively, i.e., a total of 240 faulty variants. Additionally, to maintain
fairness in our evaluation, we ensured that the activated fault blocks encompassed diverse
types and were situated in different sections of the models.

5.4.2.3 Setup for Equivalence Testing

To assess the effectiveness of our approach in scenarios where STL specifications are
unavailable, we designate the initial/original versions of ATCS, AECS, and AFCS as
reference models. Their respective faulty variants serve as the models-under-test. Subse-
quently, we utilize the non-equivalence witness trace and employ the E-FL methodology
to pinpoint the source(s) of the fault injected into the models.

5.4.2.4 Test Suite and Test Oracle

We employ Adaptive Random Testing (ART) as described in [LNLB19] to produce the
initial test suite (T S). ART is a foundational method that uniformly samples test cases
within the valid input domains. Across each case study, we generate an initial T S
comprising 100 test cases.

For STL-FL, the monitor derived from the STL specification via the RTAMT library
serves as the test oracle. Conversely, for E-FL, we implemented a procedure that
computes the distance between the behaviors of the reference and the tested models,
which serves as our test oracle.

5.4.2.5 Evaluation metrics

We assessed the results of STL-FL and E-FL in the following aspects: Scope Reduction,
Fault Localization Cost, Fault Localization Accuracy, and Computation Time. Scope
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Reduction evaluates our approach’s effectiveness by measuring the degree to which it
reduces the overall model variables to a smaller set of suspicious variables crucial for
fault localization. Fault Localization Cost quantifies the absolute number of blocks
necessitating engineers’ attention to localize and rectify the fault. Fault Localization
Accuracy evaluates the approach’s efficacy in fault detection, determining whether the
faulty component is correctly pinpointed. Lastly, we analyze the computation time
required by our proposed approach.

5.4.3 Results
We present the experimental findings based on our evaluation criteria, using the ATCS
model as an illustrative example. To provide clarity, we assess STL-FL and E-FL under
the following test configurations:

• Test Configuration 1: [One-fault] A ‘Stuck-at 0’ fault introduced within the Engine
subsystem.

• Test Configuration 2: [Two-fault] Same as Test 1, with an additional ‘Time Delay’
fault within the Transmission/TransmissionRatio subsystem.

• Test Configuration 3: [Three-fault] Building upon Test 2, including a ‘Sum to
Product mutation’ within the Engine subsystem.

For each test configuration mentioned above, we employ both fault localization techniques,
STL-FL and E-FL, to pinpoint the SOI and their associated blocks within the SUT.
Subsequently, we assess the extent of reduction achieved in fault identification, as
illustrated in Table 5.5. The “Test” column indicates the type of test configuration, while
the “Approach” column specifies the fault localization method employed. In the “#SOI
(Reduction in #V ars)” column, we list the number of Signals of Interest, along with the
reduction in the number of variables achieved, indicated within parentheses. Here, SOI
refers to the suspicious variables exhibiting significant anomalous behavior at an early
stage. The “FL_Cost (Reduction in #Blocks)” column signifies the Fault Localization
Cost (FL_Cost), with the corresponding reduction degree reported within parentheses.
FL_Cost is determined by the total number of blocks necessitating inspection to localize
the fault(s) within the faulty model. Lastly, the “Fault(s) detected” column specifies
whether the faulty component(s), where the fault(s) were introduced, are correctly
identified.

Looking at Table 5.5, we note that our approach effectively identifies the root cause of the
fault by accurately pinpointing the faulty component across all three test configurations.
In Test Configuration 1, STL-FL identifies only one SOI, indicating a significant reduction
of 98.5% in the number of model variables. It is important to highlight that the reduction
in variables and blocks is calculated based on the values specific to the instrumented
fault model. Following fault injection and model instrumentation, the total number
of blocks in ATCS is 77, and the total number of model variables is 67. As shown in
Table 5.5, E-FL identifies two SOI in Test Configuration 1, achieving a reduction of 97%.
It is worth emphasizing that focusing on a small subset of suspicious signals enables a
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Table 5.5: Scope reduction and fault detection in ATCS.

Test Approach #SOI (Reduction in #V ars) FL_Cost (Reduction in #Blocks) Fault(s) detected

1
STL-FL 1 (98.5%) 9 (88.3%) ✓
E-FL 2 (97.0%) 9 (88.3%) ✓
CPSDebug 8 (88.1%) 25 (67.5%) ✓

2
STL-FL 5 (92.5%) 24 (68.8%) ✓
E-FL 7 (89.5%) 24 (68.8%) ✓
CPSDebug 8 (88.1%) 25 (67.5%) × (Only one faulty component identified)

3
STL-FL 12 (82.1%) 24 (68.8%) ✓
E-FL 12 (82.1%) 24 (68.8%) ✓
CPSDebug 9 (86.5%) 34 (55.8%) × (Only one faulty component identified)

©2022 IEEE.

substantial decrease in the number of variables. This allows engineers to concentrate on
a smaller set of signals, simplifying the debugging process. Additionally, we observe that
the fault localization cost is low across all three Test Configurations. Using STL-FL, we
achieve reductions of 88.3%, 68.8%, and 68.8% in the number of blocks to be inspected
for Test Configurations 1, 2, and 3, respectively.

In contrast to CPSDebug, both STL-FL and E-FL not only narrow down the scope by
reducing the number of model variables and blocks but also accurately identify the faulty
components. It is evident that even though CPSDebug achieves higher reductions in the
number of suspicious signals, particularly for scenarios with more faults (as seen in Test
Configuration 3), it fails to correctly pinpoint the fault location.

We summarize the extent of reduction in model variables achieved by both STL-FL and
E-FL using statistical evaluation metrics, namely Mean and Standard Deviation (SD),
in Table 5.6. These values are derived from all three sets of faulty variants for each
subject. It is evident that both STL-FL and E-FL achieve substantial reductions in the
number of suspicious model variables. On average, STL-FL and E-FL yield reductions
of approximately 92% and 90%, respectively, for multi-fault scenarios (ranging from one-
to three-fault models).

Fault Localization Cost. To address RQ-5.1 and RQ-5.2, we calculate the FL_Cost for
all 240 faulty models using STL-FL, E-FL, and the baseline fault localization method
CPSDebug. Figure 5.2 illustrates the distributions of the FL_Cost values across all three
benchmarks for one-fault, two-fault, and three-fault models. Each box plot in Figure 5.2
contains 80 data points (15 for ATCS, 45 for AECS, and 20 for AFCS), representing 80
faulty variants in each category of one-, two-, and three-fault models. The horizontal
axis depicts the localization approach, while the vertical axis indicates the FL_Cost.

To statistically evaluate the fault localization performance of our approaches compared
to CPSDebug, we conducted the widely recognized non-parametric Wilcoxon rank-sum
test with a significance level of 5% [Wil92, GC14]. The results of the statistical test
demonstrate that for multi-fault models (with one to three faults activated), both STL-FL
and E-FL consistently outperform CPSDebug, as indicated by the obtained p-values
being less than 0.05.
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Table 5.6: Empirical evaluation of our approach.

Model Reduction in model variables
STL-FL E-FL

Mean SD Mean SD

ATCS
One-fault 0.9463 0.0263 0.9328 0.0120
Two-fault 0.8975 0.0158 0.8892 0.0118
Three-fault 0.8199 0.0143 0.8003 0.0092

AECS
One-fault 0.9742 0.0019 0.9577 0.0132
Two-fault 0.9526 0.0142 0.9217 0.0113
Three-fault 0.9021 0.0155 0.8835 0.0129

AFCS
One-fault 0.9704 0.0037 0.9602 0.0167
Two-fault 0.9364 0.0111 0.9153 0.0149
Three-fault 0.8926 0.0237 0.8748 0.0265

©2022 IEEE.
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Figure 5.2: Distributions of FL_Cost for one-fault to three-fault models.
©2022 IEEE.

To sum up, our proposed approach demonstrates significant enhancement in fault lo-
calization cost compared to CPSDebug. On average, STL-FL reduces the FL_Cost
by approximately 43%, whereas E-FL achieves a reduction of nearly 35% in FL_Cost
compared to CPSDebug.

Fault Localization accuracy. We assess the overall accuracy of fault localization in the
proposed method and compare it with the baseline technique. Table 5.7 provides a
summary of fault localization accuracy, expressed as ‘total number of fault models for
which the faults were correctly identified/the total number of fault models’. The value
in parentheses represents the percentage of fault localization accuracy. Our observation
indicates that both STL-FL and E-FL exhibit improved fault localization accuracy
compared to CPSDebug, especially when confronted with an increasing number of
active faults in the models. Notably, while CPSDebug performs adequately with one-

94



5.4. Empirical Evaluation

Table 5.7: Fault Localization accuracy.

Approach ATCS AECS AFCS
STL-FL 45/45 (100%) 135/135 (100%) 60/60 (100%)
E-FL 45/45 (100%) 135/135 (100%) 60/60 (100%)
CPSDebug 22/45 (48.88%) 53/135 (39.25%) 25/60 (41.66%)
©2022 IEEE.

Table 5.8: Computational cost (in seconds).

Approach ATCS AECS AFCS

STL-FL
Testing 21.4 24.5 23.9
Localizing 2.3 3.1 2.8

E-FL
Testing 20.9 23.8 22.3
Localizing 2.3 3.1 2.8

CPSDebug 294.1 3394.6 2174.8
©2022 IEEE.

fault models, its accuracy diminishes significantly in the case of multi-fault models.
Furthermore, as shown in Table 5.5, the performance of CPSDebug deteriorates as the
number of active faults rises.

Computational cost. Table 5.8 outlines the computational time required for our procedure
applied to the three considered subjects. The costs for Testing and Localizing indicate the
average time taken by the approach to identify a bug in a model. These values are derived
from analyzing various fault variants (ranging from one to three faults) of our subjects for
a failing-passing test pair. Notably, Testing exhibits greater dominance than Localizing.
This is primarily attributed to the search task (i.e., optimization) involved in finding
the most similar test case. Additionally, it is worth mentioning that the involvement of
specification monitoring (through external tool invocation) in STL-FL results in slightly
higher computational costs compared to E-FL.

Looking at Table 5.8, both STL-FL and E-FL demonstrate acceptable global overheads
of {23.7, 27.6, 26.7}s and {23.2, 26.9, 25.1}s respectively, for bug localization in {ATCS,
AECS, AFCS} models. The higher computational cost associated with CPSDebug
primarily arises from specification mining utilizing Daikon and TkT. Our approach
showcases efficiency, completing the diagnosis in approximately 25 seconds on average,
significantly faster than CPSDebug, which requires an order of magnitude more time,
as evident from Table 5.8. To sum up, the answer to RQ-5.3 is that our approach is
more computationally efficient than the baseline, offering a cost-effective solution for
debugging CPS Simulink models.
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5.5 Related Work
In recent years, researchers and practitioners in CPSs have embraced two primary
methodologies to assess safety and reliability: set-based reachability analysis [DMVP15,
FGD+11,CÁS13] and rigorous testing, such as differential testing [GHJ07] and falsifica-
tion analysis [ALFS11,Don10]. Our approaches leverage the characteristics of both these
methodologies, with E-FL employing aspects of differential testing and STL-FL incorpo-
rating elements of falsification analysis. From a software engineering standpoint, fault
localization has presented ongoing challenges [PCJ+17,WGL+16]. While the presence of
faults can be detected by examining falsifying traces or related symptoms, pinpointing
the exact fault location within the SUT remains laborious. Recent studies have employed
conventional and iterative statistical debugging techniques [LNB+16,LLN+16,LNLB19]
to generate ranked lists of blocks requiring further investigation by an engineer to identify
fault locations. In contrast, our approach E-FL diverges from statistical methods by
utilizing (1) differential testing to identify failing test cases and (2) optimization to
identify new test candidates for fault localization.

Similar to our STL-FL approach, which relies on a STL specification to identify bugs,
the study by [DST17] delves into the neighborhoods of falsifying traces within CPSs.
Their aim is to pinpoint and analyze input segments responsible for violating the overall
specification. This methodology holds promise for systematically refining test candidates
to aid in debugging processes. Another approach, focusing on Spectrum-Based Fault
Localization (SBFL), integrates trace diagnostics with model slicing techniques [BFMN18].
However, due to the absence of empirical validation, the efficacy of this SBFL method in
reducing debugging efforts remains unclear. Moreover, this approach operates under the
assumption that faults are injected into specific SUT components, limiting its applicability
and making it challenging to gauge its effectiveness comprehensively.

CPSDebug [BMM+21] is a recently introduced tool that adopts a gray-box testing
methodology to localize bugs and explain failures within CPS designs. The foundational
principles of CPSDebug, which integrate testing, specification mining, and failure analysis
to uncover faults, are extensively elaborated in [BMM+19]. Our empirical assessment
indicates that our approach surpassed CPSDebug in performance. Additionally, Singh
and Saha [SS20] propose a bug localization technique based on matrix decomposition,
leveraging falsification of STL properties. Their method provides engineers with a set of
suspected signals thought to be responsible for the violation of the STL specification.

In contrast to existing methodologies, we extend our analysis to include a broader spectrum
of fault types and mutation operators applicable to Simulink models. Additionally, we
refrain from assuming the location of seeded faults or mutations within the SUT, except for
ignoring faults within Stateflow charts. Unlike conventional fault localization techniques,
our approach integrates two distinct strategies: (1) combining equivalence testing with
search-based testing, and (2) merging specification monitoring with search-based testing.
This fusion enables us to pinpoint the fundamental cause of anomalous occurrences that
ultimately culminate in observed failures. As a result, we generate a customized list of
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suspicious model variables and blocks, ideally suited to aid engineers in their debugging
endeavors.

5.6 Conclusion
Venturing into the design of fail-safe CPS entails thorough understanding of its complexity
due to heterogeneous units. Besides, it is equally important to know how to deal with
observable failures in such systems due to anomalous behavior of any of its components.
Tracing back the signals through the model components and atomic units to reveal the
faulty blocks is of significant importance in debugging. However, localizing faults in
safety-critical CPS can be extremely challenging, due to the complexity in the behavioral
dynamics of the many intertwined elements present in CPS models.

We introduced a new method for localizing faults within Simulink models of safety-critical
CPS. This approach, guided by an STL property, leverages both failing executions and
automatically generated passing executions (resembling the failing ones) to identify the
anomalous signals, thereby identifying the probable faulty blocks. Besides, we instantiated
our approach using the concept of equivalence testing, wherein fault localization is
guided by implicit specifications. We demonstrated the effectiveness of our methodology
through three distinct scenarios. Our experimental findings indicate that our approach
adeptly localizes multiple faults within acceptable fault localization cost, surpassing the
performance of CPSDebug, a state-of-the-art fault localization technique.

Data Availability Statement. The experimental data and scripts are publicly accessible
at https://gitlab.com/DrishtiYadav/fl.
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CHAPTER 6
Property-Based Mutation Testing

Mutation testing is a well-established technique in software quality assurance,
commonly used to evaluate test suites. However, its effectiveness is limited
when validating software against specific requirements, especially in scenarios like
embedded systems where stringent safety properties are involved. In such cases, a
mutant is relevant only if it affects the satisfaction of the tested properties, and it
is considered meaningfully-killed w.r.t. a property only if it leads to the violation
of that property.

To overcome these limitations, we propose a novel approach called Property-Based
Mutation Testing. This method assesses the ability of a test suite to exercise the
software against specific properties. We conducted experiments with our property-
based mutation testing framework on Simulink models of safety-critical CPSs from
automotive and avionic domains. Our findings demonstrate how property-based
mutation testing is more informative than traditional mutation testing. These
results pave the way for advancements in mutation testing and test case generation
for CPSs.

6.1 Introduction
Software plays a critical role in ensuring the safety of applications like autonomous
vehicles and medical devices. Insufficient software quality assurance can lead to severe

©2023 IEEE. Parts Reproduced, Reused, Reprinted, with permission, from Ezio Bartocci, Leonardo
Mariani, Dejan Ničković and Drishti Yadav, “Property-Based Mutation Testing,” 2023 IEEE Conference
on Software Testing, Verification and Validation (ICST), Dublin, Ireland, 2023, pp. 222-233, https:
//doi.org/10.1109/ICST57152.2023.00029
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system failures, posing significant risks. Therefore, it is essential to conduct thorough
testing of software to verify that it complies with critical properties. Software testing is
a key aspect of quality assurance and raises important questions: How can we determine
if test cases are capable of detecting faults? How do we assess the effectiveness of our
test suites?

Mutation testing (MT) is a widely recognized technique used to evaluate the adequacy
of a test suite with respect to a fault model [DLS78, ABD+79, OPB21, FCA22]. MT
involves introducing artificial defects into the software being tested and then assessing
the test suite’s effectiveness by measuring the percentage of injected faults that the test
suite can identify. This injection process utilizes mutation operators that systematically
modify the software according to predefined patterns, resulting in modified versions
known as mutants. A test case is said to “kill” a mutant if its execution reveals observable
differences between the original program and the mutated version. The mutation score,
calculated as the ratio of killed mutants to non-equivalent mutants, serves as a measure
of the test suite’s effectiveness. Ideally, a test suite should achieve a mutation score of
one, indicating that it can detect all injected faults.

While MT is effective for evaluating a test suite’s performance against a broad range of
faults scattered throughout the software, its effectiveness diminishes when the goal is to
validate the software against specific requirements. This is particularly evident in the
realm of embedded software, where software often undergoes validation against precisely
defined safety properties. For instance, in our experimental evaluation, we utilized the
Automatic Transmission Controller System (ATCS), which is annotated with numerous
safety properties expressed using STL. Test cases are crafted to validate the software
against these properties.

When applying mutation testing to assess a test suite’s ability to thoroughly exercise
software concerning a specific property, two key challenges arise: the relevance of the
mutants and the relevance of the executions that detect and kill these mutants.

Relevance of Mutants with respect to a Tested Property: Not every mutant is pertinent
for evaluating the effectiveness of a test suite against a given property. Specifically, only
mutants whose effects propagate in a manner that leads to a violation of the property are
deemed relevant. Mutants that do not affect a property should not factor into assessing
the adequacy of a test suite concerning that property. Traditional mutation testing fails
to differentiate between these types of mutants, thereby overlooking the distinction when
calculating the mutation score.

Relevance of the Execution that Kills a Mutant. Simply generating different outputs for
the original and mutated programs is insufficient to eliminate a mutant when evaluating
a test suite against a property. Effectively exercising the software with respect to a
property requires the differences in outputs to be significant and impactful enough to
cause a violation of the property in question. Otherwise, the test is generating differences
that are marginal w.r.t. the testing objective. For example, in our evaluation of test
cases for the ATCS against a property dictating thresholds for engine and vehicle speeds,
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several tests managed to trigger a mutant in the Transmission component, resulting
in output discrepancies. However, these discrepancies did not lead to violations of the
specified properties, highlighting a deficiency in the test suite. This scenario is visually
depicted in Figure 6.1 (top), where the test induces differences in engine and vehicle
speeds without surpassing the threshold. Despite regular MT counting the mutant as
killed, the test does not prompt the software to violate the property. In reality, if the fault
were present in the original model, the test would not reveal it. This underscores how
mutations can be easily killed under regular MT in data-flow models, where most of the
components are activated in every computation and values propagate through the blocks
in the model. However, these propagated values often result in minor and insignificant
output differences. Killing mutants while considering the tested properties presents a
substantially more challenging task. For instance, Figure 6.1 (bottom) illustrates a test
that successfully reveals the mutant by violating the tested properties, as demonstrated
in our experiments.
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Figure 6.1: Output plots for the original and mutated models of ATCS: (top) for a
test case satisfying the property on the mutant, (bottom) for a test case violating the
property on the mutant. The portion of the output trace (vehicle speed) responsible for
property violation is highlighted.
©2023 IEEE.

Contributions. In this chapter, we address these challenges by introducing the concept
of Property-Based Mutation Testing (PBMT) aimed at evaluating test suites against
properties or specifications. In doing so, we redefine key aspects of mutation testing
to gauge the efficacy of test suites in effectively exercising the software with respect to
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a property. Additionally, we devise a search-based test generation approach tailored
for Simulink models to systematically identify relevant mutants that could be killed
through meaningful executions, among a pool of injected mutants. Through empirical
analysis, we demonstrate that PBMT offers greater insights compared to traditional MT
in assessing the comprehensiveness of test suites. This evaluation is conducted using two
benchmarks within the realm of safety-critical CPSs, whose requirements are expressed
in STL formalism.

In summary, this chapter presents the following contributions:

1. Introduction of the innovative concept of Property-Based Mutation Testing designed
for testing software against properties.

2. Definition of a search-based strategy aimed at automatically identifying the mutants
relevant to PBMT experiments.

3. Presentation of empirical findings derived from experiments conducted on Simulink
models, illustrating the superior informativeness of PBMT compared to traditional
MT when assessing software against properties.

Chapter Organization. Section 6.2 introduces Property-Based Mutation Testing, our
proposed methodology. Section 6.3 details the process of testing CPS Simulink models
against STL specifications. Section 6.4 outlines our evaluation of two safety-critical
industrial benchmarks. Threats to validity are discussed in Section 6.5, while lessons
learned are described in Section 6.6. Related work is presented in Section 6.7, and
Section 6.8 concludes the chapter.

6.2 Property-Based Mutation Testing
In this section, we introduce PBMT, a mutation testing methodology aimed at validating
test suites against programs and their properties. This approach assumes a program P
written in a language L as the SUT, a property φ of the SUT, a test suite T , and a set
of mutation operators O. PBMT assesses the extent to which the test suite T validates
P against the property φ, focusing on the ability of T to uncover faults —as specified by
O—that could affect φ.

Definition 6.2.1 (φ-killed mutant). “A mutant p is said to be φ-killed by a test suite
T ⊂ T P

U iff ∃ a test case t ∈ T such that the following conditions hold:

1. O(t, P) |= φ, i.e., t satisfies φ when executed on the original program P, and
2. O(t, p) ̸|= φ, i.e., t violates φ when executed on the mutant p. It follows that t

exercises the mutation/fault in p in such a way that its effect is propagated to the
output up to the violation of the property φ.” [BMNY23]

©2023 IEEE. Parts Reproduced, with permission, from Ezio Bartocci, Leonardo Mariani, Dejan
Ničković and Drishti Yadav, “Property-Based Mutation Testing,” 2023 IEEE Conference on Software
Testing, Verification and Validation (ICST), Dublin, Ireland, 2023, pp. 222-233, https://doi.org/10.1109/
ICST57152.2023.00029
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6.2. Property-Based Mutation Testing

The above two conditions together ensure that executing the mutant p with a test case t
results in an output that violates the property φ (i.e., O(t, p) ̸|= φ), while the original
program still satisfies it (i.e., O(t, P) |= φ). This indicates that the test effectively
exercises the software, so that if a fault is present, it is propagated to the output, creating
significant behavioral differences that ultimately violate the property φ.

Analogous to the concept of equivalent mutants in traditional mutation testing, we
introduce a refined category called φ-trivially different mutants. The idea here is that a
mutant is not only considered irrelevant if it behaves identically to the original program,
but also if the behavioral differences it introduces are insignificant with respect to the
property φ. In other words, no test case t ∈ T P

U can distinguish between the mutant p
and the original program P in terms of the property φ.

Definition 6.2.2 (φ-trivially different mutant). “A mutant p is φ-trivially different from
P iff ∄t ∈ T P

U : O(t, P) |= φ ∧ O(t, p) ̸|= φ.” [BMNY23]

The group of φ-trivially different mutants encompasses equivalent mutants. However,
determining which mutants are φ-trivially different is an undecidable problem.

Definition 6.2.3 (φ-adequate test suite). “A test suite T is φ-adequate w.r.t. a set
of mutation operators O if it kills all the non φ-trivially different mutants that can be
generated by O.” [BMNY23]

Definition 6.2.4 (Mutation score [BMNY23]). Given a program P, a set of mutation
operators O and a test suite T , if KDφ represents the φ-killed mutants and NTDφ

represents the non φ-trivially different mutants, then the mutation score assigned to T is
given by:

MSφ = |KDφ|
|NTDφ| (6.1)

The goal of developing test suites that meet the requirements of PBMT leads to what
is known as the Mutant Killing Problem. In essence, this problem entails finding a
test case t for a given program P and a mutant p of P , along with a property φ, where t
satisfies O(t, P) |= φ, while O(t, p) ̸|= φ.

PBMT poses unique challenges compared to regular MT:

• Higher risks of introducing φ-trivially different mutants: PBMT may generate more
irrelevant mutations compared to MT. In PBMT, in addition to equivalent mutants,
there could be mutants that are not equivalent but introduce irrelevant differences
concerning a property φ.

• Harder to kill mutants: In PBMT, mutants must be exercised in a way that not
only propagates to the output but also leads to the violation of φ. This requirement
makes killing mutants in PBMT more challenging compared to MT, as it necessitates
more stringent test cases that specifically target the violation of the property φ.
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6.3 Mutation Testing of CPS Simulink Models
We apply PBMT to safety-critical CPS Simulink models, which utilize STL to express
system safety properties. The fundamentals of Simulink models and STL are covered
in Chapter 2. In this section, we introduce a novel method to automatically identify
mutants that could be φ-killed (i.e., killed with respect to a property φ) by test suites.

6.3.1 Search-Based Generation of Mutation Adequate Test Cases
One of the primary challenges in mutation testing, including PBMT, lies in accurately
calculating the mutation score, which is complicated by the undecidable nature of
identifying equivalent mutants. In PBMT, this challenge is even harder due to the
necessity of identifying φ-trivially different mutants, which extend beyond equivalent
mutants. To tackle this problem, we devised a search-based test generation approach
leveraging insights into mutant locations to produce targeted executions, determining
whether a mutant can be φ-killed. While this method does not provide insights into
mutants not killed by the procedure, our experimental findings suggest that assuming
it can identify all φ-killable mutants offers a reasonable approximation of the mutation
score.

It is worth noting that the proposed test generation strategy is not feasible for generating
tests in real-world scenarios since it relies on knowledge of fault locations typically
unavailable during software testing. Nonetheless, within the PBMT framework, this test
generation strategy proves useful for gathering precise empirical data about the number
of φ-killable mutants.

Specifically, we define the ‘Property-based test search problem’ as an optimization
challenge aimed at discovering a φ-adequate test case, expressed as:

Property-based test search problem

Input: a Simulink model M, a FOM M′ (where signal s is altered to signal s′ or
block b with output s is modified to block b′ with output s′), and a property φ.
Problem: Find a test case t such that ρ(O(t, M), φ) > 0, ρ(O(t, M′), φ) < 0 and
D(s, s′) is maximum.

Our proposed ‘Property-based test search problem’ integrates three essential aspects, two
stemming from the definition of φ-killed mutant and one directing the search towards
the mutant and generating an execution that effectively alters the system state:

• ρ(O(t, M), φ) > 0 necessitates finding a test that succeeds on the original program.
• ρ(O(t, M′), φ) < 0 necessitates finding a test that violates φ in the modified

program.
• Maximizing D(s, s′) ensures that the mutation significantly affects the internal

signal.
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We select the Euclidean distance (also known as the L2 norm) as the metric to calculate
the distance between s and s′. Given that CPS models consist of continuous real-valued
variables, the Euclidean distance, a widely used metric for real vector spaces, is an
appropriate choice for this computation. More precisely, for two signals of finite length
(each with k samples), denoted as s = (s1, · · · , sk) and s′ = (s′

1, · · · , s′
k), the Euclidean

distance between s and s′ is defined mathematically as:

D(s, s′) = ||s − s′||2 =

&''% k(
i=1

(si − s′
i)2

The optimization objective is to maximize D(s, s′) while ensuring that ρ(O(t, M), φ) > 0
and ρ(O(t, M′), φ) < 0 are met. To address this, we leverage BCA [Yad21], a global
optimization technique discussed in Chapter 4 and detailed in Algorithm 6.1. We selected
BCA due to its superior convergence and speed compared to other available optimizers.
Algorithm 6.1 adapts the standard BCA approach with two modifications. Firstly, the
initial population (Line 2) comprises randomly generated test cases within their valid
numerical input range. Secondly, fitness (Line 3) corresponds to the test objective function
value for the test cases, obtained by transforming the constrained optimization problem
into an unconstrained one using the scalar penalty constraint handling method [Coe02].
The algorithm iteratively updates the test cases (Lines 6-8) and selects the best solution
for the new population based on their fitness values (Lines 9-10). The fittest candidate
among all others in the population becomes the new global best solution (Lines 11-14).
Termination of Algorithm 6.1 (loop at Line 5) occurs upon finding a test case satisfying
the optimization constraints or exhausting the budget (time or maximum iterations).
For every mutant, we address the ‘Property-based test search problem’ to identify a test
case that kills it with respect to φ. The test suite generated through this process becomes
a fault-directed test suite, designed to uncover all the non φ-trivially different mutants.

6.3.2 Test Suite Reduction
To ensure the practicality of the fault-directed test suite, we implement an automatic
size reduction mechanism. We define a test case tr as φ-redundant with respect to a
fault-directed test suite T if the set of φ-killed mutants remains the same after adding tr

to T . In simpler terms, if including tr does not result in the discovery of any new φ-killed
mutants, then it is considered redundant in the context of T , i.e., |KDφ|T = |KDφ|T ∪ tr .
A φ-non-redundant test suite is one that excludes φ-redundant test cases. Typically, a test
suite may include redundant test cases without compromising its testing power, meaning
these redundant cases can still detect the same mutants with respect to φ. Essentially, a
single test case may be effective in detecting multiple mutations.
In our experiments, we employ a greedy algorithm similar to the one outlined in [PURMPL12]
for reducing the test suite size. Theoretically, covering all p non φ-trivially different
mutations would demand p test cases in the worst-case scenario. However, in practical
scenarios, a smaller number of tests typically prove sufficient.
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Algorithm 6.1: Search-based test generation.
Input : M : A Simulink model.

M′ : A mutant of M.
φ : An STL specification.

Output : tbest : A test case that φ-kills M′.
1 Initialize optimizer parameters
2 IP ← GenerateInitialPopulation()
3 FP ← Fitness(IP, M, M′, φ)
4 tbest, Fbest ← BestFound(FP)
5 while TimeOut() do
6 for each candidate k ∈ IP do
7 knew ← Update(k)
8 end for
9 FP ← Fitness(IP, M, M′, φ)

10 tnew, F ← BestFound(FP)
11 if F > Fbest then
12 Fbest ← F ; // update best fitness
13 tbest ← tnew ; // update best test

14 end if
15 end while
16 return tbest

6.4 Evaluation

Our evaluation seeks to investigate Property-Based Mutation Testing (PBMT) concerning
the testing of CPS Simulink models against STL properties, in comparison to regular
Mutation Testing (MT).

6.4.1 Research Questions

Our experiments seek to answer the following research questions:

RQ-6.1: Does PBMT provide a more accurate assessment of test suite adequacy compared
to MT when focusing on a safety property? To address this question, we evaluate the
effectiveness of various test suites using both PBMT and MT. We analyze the resulting
scores to determine how well the test cases exercise the software with respect to the
target property.

RQ-6.2: Do all mutation operators have an equal impact on PBMT? This question
explores the influence of various mutation operators on the mutation score, with the
goal of identifying operators that produce mutants that are either easily detectable or
challenging to detect.

106



6.4. Evaluation

Table 6.1: Details of Simulink models of our case studies.

Model Ref. #Blocks #Lines φ (STL specification) qT Sample time #Samples

ATCS [Don10] 65 92 □((v ≤ v̄) ∧ (ω ≤ ω̄)) 30 0.04 751
AECS [BMM+21] 825 577 □(↑ (cmd ≥ m) → ♦[0,T ]□[0,a](|cmd − pos| ≤ n)) 10 0.01 1001
©2023 IEEE.

6.4.2 Experimental Setup
We performed our experiments on a MacBook Pro with Apple M1 chip, 16 GB RAM,
macOS Monterey with MATLAB™ R2018b. For our evaluation, we developed a prototype
implementation of both PBMT and MT with CPS Simulink models in MATLAB. We
used the RTAMT library [NY20] for offline evaluation of STL properties.

1. Our analysis is limited to FOMs.
2. Given that our simulations typically have a predetermined duration, we adopt a finite

time horizon (referred to as simulation time qT ) for the Simulink models.
3. We presume a uniform (i.e., fixed-length) sampling interval in the Simulink models.
4. In each case of mutation, we assume that the fault is activated at the beginning of the

simulation and persists until its end.

Below, we delineate our experimental subjects, mutants, and test suites.

6.4.2.1 Experimental subjects

We assess PBMT using Simulink models from two industrial benchmarks within the
safety-critical domain. These benchmarks, namely the Automatic Transmission Controller
System (ATCS) and the Aircraft Elevator Control System (AECS), are publicly accessible
in the Simulink/Stateflow online documentation of MathWorks [Mat22d,Mat22a]. Both
systems are indicative of safety-critical CPS in terms of their size, complexity, and system
dynamics. These two models were previously discussed in Chapter 5. A summary of
their details is provided in Table 6.1.

6.4.2.2 Fault seeding and mutant generation

For each experimental subject, mutants were created using our FIM tool [BMNY22a]
(discussed in Chapter 3), which offers a range of mutation operators tailored for Simulink
models. We expanded FIM’s capabilities by introducing two supplementary operators
for injecting faults into Look-Up Tables (LUTs): (1) Injecting a stuck-at 0 fault into
any single entry, and (2) Exchanging entries between two randomly selected neighboring
positions.

Table 6.2 presents the count of mutants produced for each subject concerning the
particular mutation operator. In Table 6.3, the total number of mutants generated for
each subject and their respective generation time is provided. Notably, the process of
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mutant generation is fast, with an average duration of 1.74 seconds per mutant across
both ATCS and AECS.

Table 6.2: Number of mutants of our experimental subjects.

Type # Mutants
ATCS AECS

Noise 13 17
Bias/Offset 13 17
Negate 13 17
Absolute 13 17
ROR 0 10
S2P 1 3
P2S 2 6
ASR 3 8
LUT 2 5
©2023 IEEE.

Table 6.3: Information of generated mutants.

Subject Mutants generated Mutant generation time (seconds)
ATCS 60 68.76
AECS 100 261.64

©2023 IEEE.

6.4.2.3 Test Suite

To evaluate PBMT against MT, we compare test suites generated using two dis-
tinct strategies: Adaptive Random Testing (ART) [LNLB19] and Falsification Testing
(FT) [ADD+17,AH15]. ART serves as a baseline method that produces test cases uni-
formly distributed across valid input ranges, ensuring diversity in inputs. Conversely, FT
focuses on generating counterexamples, i.e., test cases that violate a given property for a
specific model [ZHA19,ZLA+21]. It is important to note that ART and FT operate in
fundamentally different ways. ART prioritizes generating numerous test inputs quickly,
emphasizing diversity but overlooking the specific property being tested. Conversely,
FT concentrates on creating tests specifically designed to violate the property under
examination. In FT, for each mutant M′, the objective is to generate a test case t such
that O(t, M′) ̸|= φ, indicating a violation of the property φ. The underlying hypothesis
suggests that while ART may yield a higher overall mutation score (MS), it might
result in a smaller mutation score specifically related to the property φ (MSφ) since the
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generated tests are not tailored to φ. Conversely, FT may kill fewer mutants overall but
is expected to target more mutants relevant to φ, potentially resulting in a higher MSφ.

In our assessment, we created 30 test cases for ATCS and 50 for AECS using ART.
Meanwhile, FT generates a test that violates the property for each mutant, if successful.
In our falsification testing experiments, we utilize the BCA method and the S-TaLiRo
tool, as detailed in Chapter 4 (see Section 4.6.2.2), to generate test suites TF T −BCA and
TF T −S−T aLiRo. For S-TaLiRo, we use the built-in Simulated Annealing (SA) optimizer.

To gather data for addressing our research questions, we executed all test cases in the
test suite for each subject and mutant generated. For our experiments, we employed
parallel execution of multiple simulations using the Parallel Computing Toolbox™ within
the MATLAB/Simulink®environment. Table 6.4 presents the total number of executed
test cases (including both suites) and the overall execution time for each subject.

Table 6.4: Scale of Experiments.

Subject Total test cases executed Total execution time (seconds)
ATCS 150 4,768
AECS 250 43,412

©2023 IEEE.

6.4.3 Results
RQ-6.1 explores how effectively PBMT can assess the comprehensiveness of a test suite
concerning a safety property that the software-under-test must meet. We compare MT
and PBMT on our experimental subjects and calculate the mutation scores MS and
MSφ. It is worth noting that we utilize identical mutants to calculate both scores. The
outcomes are summarized in Table 6.5. The results for regular mutation testing (MT)
and Property-Based Mutation Testing (PBMT) are presented in separate rows, with
columns representing the ATCS and AECS subject systems. Each subject system displays
the scores attained by test suites generated through Adaptive Random Testing (TART )
and Falsification Testing (TF T −BCA and TF T −S−T aLiRo). Specifically, we provide details
on the number of generated mutants, the count of killable and φ-killable mutants, the
mutants killed by each test suite according to MT and PBMT, and finally the mutation
scores MS and MSφ.

To identify the killable mutants, we embarked on identifying the equivalent mutants.
Our examination of the non-killed mutants aimed to identify mutations that produced
variants indistinguishable from the original program. With a high degree of confidence,
we successfully identified all equivalent mutants. Indeed, all 13 equivalent mutants within
the ATCS model fall under the Absolute fault type, introduced in the ‘Transmission’
component. Each of these mutants attempts to alter certain signals into positive values,
a modification that is invalid due to the nature of those signals, which cannot be negative.
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Similarly, the AECS model encountered a comparable scenario, with 17 equivalent
mutants exhibiting the same behavior. For the identification of φ-killable mutants, we
leveraged the Search-Based Test Generation (SBTG) technique detailed in Algorithm 6.1.
Notably, the computational cost of the SBTG strategy exceeds that of ART and FT due
to its optimization constraints. Our procedure successfully pinpointed every φ-killable
mutant across thirty independent runs of the search algorithm, using a maximum of
1000 iterations as the stopping criterion. All the remaining φ-trivially different mutants
consist of equivalent mutants that are not susceptible to being killed. This outcome
reinforces our confidence in the effectiveness of our method to facilitate fully automated
experiments with Simulink models. We make the assumption that the mutants which are
not killed by our strategy are φ-trivially different mutants, indicating that they do not
need to be killed. Consequently, these mutants are omitted from the calculation of MSφ.

Table 6.5: Results of Mutation Testing.

Approach ATCS AECS
TART TF T −BCA TF T −S−T aLiRo TART TF T −BCA TF T −S−T aLiRo

MT

# Mutants 60 60 60 100 100 100
# Killable mutants 47 47 47 83 83 83
# Killed mutants 47 46 46 74 70 69
Mutation Score MS (in %) 100% 97.87% 97.87% 89.15% 84.33% 83.13%

PBMT

# Mutants 60 60 60 100 100 100
# φ-killable mutants 47 47 47 83 83 83
# φ-killed mutants 25 27 26 39 35 33
MSφ (in %) 53.19% 57.44% 55.32% 46.98% 42.16% 39.76%

©2023 IEEE.

When comparing the results between MT and PBMT, it is evident that the mutation
score obtained with MT is notably higher compared to PBMT. Specifically, the mutation
score (MS) ranges between 83.13% and 100% across all four test suites and both
subject systems. In contrast, the MSφ values range between 39.76% and 57.44%. This
disparity can be attributed to the inherent characteristics of Simulink models and data-
flow computations. In such models, it is generally easy to activate every component,
essentially covering all elements in the program. However, ensuring these components
effectively contribute to the computation, propagating faults to the output and causing
observable issues, is considerably more challenging. In essence, while reaching faults
may be relatively straightforward, meaningfully propagating and detecting faults presents
a greater difficulty. This trend is consistent across the test suites generated using two
different strategies.

These findings underscore the potential pitfalls of relying solely on MT, particularly
when critical properties need validation. For instance, consider the scenario depicted in
Figure 6.1 (top), where a test case can successfully “kill” a mutant but fails to “φ-kill”
it. Indeed, the test suites produced through ART and FT attain high mutation scores
(MS), potentially leading testers to conclude that the software is thoroughly being
tested. However, upon closer inspection, it becomes evident that these test cases may not
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adequately detect even simple faults, such as those we introduced, which could impact
the property under consideration.

It is noteworthy that FT, which aims to falsify the property, does not necessarily kill more
mutants compared to ART, which prioritizes diversity over property testing. Moreover,
considering that nearly half of the killable mutants were not effectively targeted by the
φ-killing process, this highlights the necessity for further investigation into thoroughly
testing software concerning specific properties, particularly in the context of Simulink
programs.

Another notable observation is that all mutants killed by TF T −S−T aLiRo were also killed by
TBCA. However, TBCA, for both AECS and ATCS, achieved higher MSφ values compared
to TF T −S−T aLiRo. This indicates that BCA-based falsification testing generates test suites
capable of φ-killing mutants that were not addressed by the tests produced by S-TaLiRo.

Upon evaluating the tests, we observed a notable level of redundancy, wherein each
test had the ability to kill multiple mutants. Surprisingly, all mutants that were killed
by ART could be targeted by a single test. This underscores the notion that while
some surface faults are readily detectable, others, despite their simplicity, demand more
intricate testing methodologies for detection.

Conversely, our investigation revealed that it took four test cases, generated through our
SBTG technique, to uncover all 47 φ-killable mutations in ATCS. Similarly, a set of 12
test cases was sufficient to detect all 83 φ-killable mutations in AECS. This indicates
that while compact yet effective test suites can be devised to identify faults using PBMT,
a larger number of tests is necessary compared to regular MT to φ-kill the mutants.

RQ-6.2 examines the impact of individual mutation operators in PBMT. The objective is
to distinguish between operators that produce mutants easily captured by tests (referred
to as simple mutants), which may not significantly enhance test suite adequacy assessment,
and those generating mutants that are difficult to detect (known as stubborn mutants),
which could contribute more to assessing test suite thoroughness.

The results detailed in Table 6.6 encompass several metrics for each mutation operator:
(1) the count of generated mutants, (2) the count (and %) of φ-trivially different mutants,
(3) the count (and %) of NTDφ (non φ-trivially different mutants), (4) the mutation
score attained through ART, (5) the mutation score attained through FT, and (6) the
number (and %) of NTDφ mutants not killed by any test generation method (neither
ART nor FT). Note that Table 6.6 presents the combined results across both experimental
subjects (ATCS and AECS). Since BCA-based falsification testing produced test suites
that successfully φ-killed mutants which were not addressed by S-TaLiRo, we present the
results for TF T −BCA in Table 6.6.

Around fifty percent or more of the mutations generated by the Negate, ROR, S2P, and
ASR operators remained unkilled by either ART or FT. This observation hints that these
operators could potentially be more beneficial for PBMT, as they seem to produce faults
that are less easy to propagate to the output.
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6.5. Threats to Validity

For example, all mutations created by the Negate operator in the AECS system affected
the Right Outer Hydraulic Actuator component. Although existing test cases could
readily infect the execution, such as altering the output of the ‘Line resistance’ block,
they were unable to fully propagate the impact due to the presence of an intermediate
signal (for instance, ‘Piston Force’), which masks alterations if they are not sufficiently
large.

None of the mutations introduced by the ROR operator were identified by TART and TF T .
Specifically, we noted that for all available test cases t ∈ TART ∪TF T , the robustness value
assessed for the STL property remained unchanged for every ROR mutant, mirroring the
behavior of the original model. However, certain test cases were able to induce noticeable
differences in the outputs and effectively φ-kill the mutants, as demonstrated by tests
generated using our SBTG technique.

Mutations produced by the S2P operator have also proven challenging to φ-kill. Further-
more, certain mutations generated by the ASR operator could not be identified by test
cases within TART and TF T . Despite altering internal signals, these mutations do not
impact the data-flow computations or signal propagation necessary to affect the property.
For instance, consider the ASR mutation in the ‘Hydraulic Actuator’ component of the
Right Inner Hydraulic Actuator unit of AECS, where the substitution of −+ with +−
induces notable changes in the local signal but lacks the strength to φ-kill the mutant.

Conversely, two operators did not yield significant benefits. The Absolute operator
solely produced equivalent mutants, implying caution in its application, especially in
systems designed to handle negative values. It is crucial to exercise control over where
faults are injected when employing this operator, although such scenarios are rare in
CPS. Overall, no valuable mutations were observed in our study subjects. Regarding the
LUT operator, all mutations were easily φ-killable except for one, which generated values
challenging to propagate to the output, yet feasible to propagate, as evidenced by the
test suites generated using our SBTG method. Despite being the sole operator targeting
look-up tables, testers may opt to omit it under stringent time constraints during testing.

6.5 Threats to Validity

We now delve into the validity threats, focusing on various perspectives and potential
risks:

External validity. One significant threat to external validity revolves around the
applicability of our findings to other software systems. Our experiments were conducted
within the domain of data-flow oriented computations, specifically focusing on Simulink
models. It is important to acknowledge that our observations might not be universally
applicable across different contexts, such as object-oriented programs. However, within
the realm of safety-critical CPS Simulink programs, where testing against safety properties
holds paramount importance, our results are notably clear and relevant. Furthermore,
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the manageable scale of our experiment facilitated manual mutation analysis, enabling
us to identify equivalent mutants effectively.

Another validity concern pertains to the representativeness of the injected faults. Our
study’s outcomes are based on common mutation operators tailored for Simulink models,
utilizing our FIM tool [BMNY22a] (discussed in Chapter 3) and its predefined mutation
operators. Additionally, we augmented these operators with extra mutation operator
to address LUTs. However, the absence of evidence regarding real faults limits the
breadth of our conclusions. We posit that our approach could potentially be expanded
to encompass models that possess documented (real) faults, thus alleviating this concern.
This avenue represents a potential direction for future research.

Internal validity. In our experiments, we solely examined FOMs, denoting faulty
Simulink models with only one fault/mutation. Models may harbor multiple faults/mu-
tations that could interact with one another. Consequently, the outcomes might diverge
when investigated with multi-fault Simulink models. However, given that the majority of
existing research on MT centers on FOMs of software artifacts [ALN13,TCPB+20], we
evaluated our technique using single-fault models, deferring the exploration of HOMs for
future investigations.

Conclusion validity. The primary threat to conclusion validity is random variations.
To mitigate this threat, we conducted thirty independent runs of the test generation
algorithms.

6.6 Insights and Reflections
We now walk through the lessons learned and insights gained from our experiments.

Insight 1 - Generating PBMT-adequate test suites presents challenges. Our
investigation reveals that neither of the two leading test generation strategies for Simulink
programs (of our two experimental subjects) achieved a high mutation score with PBMT.
Unlike regular MT, PBMT is more intricate: a test case capable of killing a mutant may
not effectively φ-kill the same mutant. Given the significant reliance of the embedded
software industry on properties for verification and validation, there is a pressing need to
develop testing tools that comprehensively assess software functionality. The conceptual-
ization of PBMT represents a notable advancement in the field, potentially shaping the
development of more refined and effective test generation strategies.

Insight 2 - MT inadequately gauges the comprehensiveness of a test suite.
While MT remains applicable to Simulink programs, its effectiveness is limited. Test
generation techniques may successfully kill mutants if properties are not taken into
account. This highlights the necessity of designing test cases that not only cover mutants
but also propagate the errors generated by mutants, thereby enhancing their detectability
in the output and the system properties. These crucial aspects of testing are not
adequately addressed within the scope and framework of traditional MT.
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Insight 3 - Test case generation guided by PBMT can yield effective test
cases. We introduced a Search-Based Test Generation (SBTG) technique aimed at
identifying test cases capable of φ-killing mutants. This approach has proven highly
effective in φ-killing mutants, suggesting its potential as a foundation for developing a
mutation-based test case generation strategy.

Insight 4 - Not all mutations equally contribute to testing CPS Simulink
models. Our findings suggest that certain mutation operators tend to produce mutants
that are less informative for testing purposes, i.e., they generate φ-trivially different
mutants. For example, the Absolute operator consistently generated equivalent mutants,
indicating its limited utility. Conversely, operators such as Negate, ROR, and ASR
produced mutants that were challenging to φ-kill, emphasizing the need for test case
generation strategies that thoroughly exercise the software in non-trivial manners.

6.7 Related Work
Mutation Testing. From a software engineering standpoint, MT stands out as a powerful
software testing method for evaluating the quality of test suites [DLS78,ABD+79]. The
literature on MT and analysis encompasses a broad array of theoretical inquiries and
empirical explorations across various software artifacts [JH11,SdSdS17].

The work in [PM11] combines symbolic execution, concolic execution, and evolutionary
testing to automate the test generation for weak MT of programs. Along a similar line of
research, the work in [PM12] introduces a path selection strategy aimed at selecting test
cases capable of killing the mutants. Additionally, efforts to minimize test suites have
been explored through techniques like Integer Linear Programming (ILP) [PLEBMBN18],
Greedy algorithms [JSKW16,PURMPL12], formal concept analysis [LG15], etc.

Several notable studies have investigated the applicability of MT to safety-critical in-
dustrial systems, as evidenced by empirical inquiries such as those reported in [BH12,
RWK17, DPHG+18, OPB21]. While the work in [OPB21] proposes a comprehensive
mutation analysis pipeline for assessing the quality of test suites for embedded software,
it overlooks the significance of software properties and how they should be handled during
MT. In contrast to conventional MT research, our approach incorporates properties
(allowing to express software requirements and specifications), enabling the formalization
of the notion of killing the mutants.

Mutations with Simulink models. Mutation in Simulink models primarily involves
introducing faults through alterations using mutation operators [B+12]. Various tools
and techniques have been proposed by researchers for generating mutants in Simulink
models, including SIMULTATE [PRWN16], MODIFI [SVET10], ErrorSim [SMSJ17] and
FIBlock [FMMJ21]. Additionally, SLforge [CMM+18] is noteworthy for its capability
to automatically generate random valid Simulink models for conducting differential
testing. Our work also introduces FIM (as discussed in Chapter 3), a toolkit designed
for systematically injecting faults into Simulink models in an automated manner. For
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our experiments, we chose FIM due to its higher level of automation compared to other
available tools.

Mutation-based test case generation. Mutation-based test case generation ap-
proaches in regular MT utilize mutants to generate test cases capable of identifying
errors and detecting mutants. Certain approaches focus on generating tests that uncover
mutations introduced in the specification, such as in UML models [KST+15,AAJ+14,
ABJ+15,ABJK11,KS16,FKS+19]. Property-Based Mutation Testing (PBMT), however,
diverges in several aspects: it does not aim at mutations within the specification, and it
introduces a unique concept in MT.

Existing methods for addressing Simulink models primarily concentrate on targeted
test-data generation, utilizing approaches such as search-based testing [ZC05,ZC08] or
behavioral analysis methods (like bounded reachability) [BHM+09,HRK11]. Essentially,
these techniques aim to create a test suite suitable for MT, achieving full mutation
coverage based on the RIP model. Drawing inspiration from these methods, we developed
our search strategy to automatically φ-kill mutants. Moreover, PBMT introduces a
unique form of MT that evaluates the adequacy of test suites concerning properties, a
concept not previously explored in mutation-based testing.

6.8 Conclusion
We introduced Property-based Mutation Testing (PBMT), an innovative approach aimed
at assessing the effectiveness of test suites concerning software properties. Our formulation
of mutant killability addresses the satisfaction (and violation) of a property in the original
program (and its mutated version). We establish rigorous semantics for PBMT and its
associated problem of mutant killing, enabling the generation of test cases through a
global optimizer-based search. Employing various test generation strategies, we examined
their impact on mutant killability.

Our investigation of PBMT focused on two Simulink models within the safety-critical CPS
domain, demonstrating the greater challenge and significance of testing software against
properties compared to conventional MT, where mutants are easily killed. Ultimately, our
assessment highlights the limitations of state-of-the-practice Adaptive Random Testing
and Falsification Testing techniques in generating test suites capable of effectively killing
mutants when evaluated against properties.

Data Availability Statement. The tools and experimental data are publicly accessible
at https://gitlab.com/DrishtiYadav/mt to facilitate reproduction and support future
research.
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CHAPTER 7
Signal Feature Coverage and

Testing

Designing CPSs typically involves dataflow modeling, which has a structure different
from traditional software, rendering standard coverage metrics inadequate for
thorough testing. To overcome this limitation, we introduce signal feature coverage,
a new metric for systematically testing CPS dataflow models. Signal feature
coverage is derived by leveraging various signal features. We developed a testing
framework within Simulink® to generate test cases based on this coverage metric.
Our approach was evaluated through experiments on five Simulink® models tested
against various STL specifications. The results show that our coverage-based
testing approach significantly outperforms state-of-the-art testing methods in
terms of fault detection capability.

7.1 Introduction
As discussed in Chapter 1, detecting faults promptly is vital in the CPS development
process because fixing issues after hardware integration is extremely expensive. With
the rising complexity of safety-critical CPSs [Res23], the importance of thoroughly
testing CPS dataflow models becomes more evident, highlighting the need for robust test
generation strategies that can swiftly identify and resolve potential issues. In embedded
software testing, the effectiveness of test suites is frequently assessed by examining their

The content of this chapter is from the following unpublished work which is currently under
submission: Ezio Bartocci, Leonardo Mariani, Dejan Ničković and Drishti Yadav, “Signal Feature
Coverage and Testing for CPS Dataflow Models”.
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code coverage and their fault-detection capabilities. Structural coverage metrics, such as
statement and branch coverage, are widely employed in both research [FA11,YLW06]
and industry [IPJF19]. These metrics assess how thoroughly a test suite exercises a
system’s components, identifying potential gaps in the testing process. Despite that, a
large body of related research works have shown that depending exclusively on structural
coverage criteria is frequently inadequate for identifying faults in software programs and
models [GRS+16, IH14, NA09, SP10]. This is especially the case for standard metrics
used in CPS dataflow models. Because of the interconnectedness of the elements in
these models, running a test case to cover one element often results in the activation of
multiple other elements. For example, our experiments showed that an average of 7.6
random test cases could cover over 90% of the signals in the CPS models we tested. In
one instance, a single test was enough to cover all the signals in the model. Consequently,
assessing structural coverage offers minimal understanding of a test suite’s effectiveness,
which might result in undetected flaws in the system. For comprehensive testing of CPS
dataflow models, it is vital to employ more advanced coverage metrics that accurately
reflect the complex behaviors and interactions within these models.

This chapter of the thesis introduces a novel approach to tackle this challenge, presenting
the concept of signal feature coverage. This coverage criteria involves the comprehensive
exploration of the internal signals within a CPS dataflow model, considering their diverse
time and frequency features. Unlike traditional coverage metrics constrained within the
0-100% range, signal feature coverage intentionally operates in an unbounded domain
from 0 to infinity, acknowledging that there is always room for more thorough software
testing. Much like traditional structural metrics, enhancing coverage can incur significant
costs, necessitating a careful balance between costs and benefits.

It is crucial to emphasize that our contribution goes beyond just introducing a new
coverage criterion. Building upon this concept, we developed Feature-Coverage Testing
(FCT), a search-based test generation strategy aimed at generating test suites that
maximize signal feature coverage. Additionally, we apply our FCT method to various
combinations of target signals and their specific features. The initial variant, termed
Comprehensive Feature-Coverage Testing, focuses on exhaustively testing the system
by maximizing the signal feature coverage of all features across all signals within a
dataflow model. Moreover, we explore a testing scenario that concerns CPS dataflow
models assessed against formal STL properties. More specifically, our second variant of
FCT, denoted as Specification-directed Feature-Coverage Testing, strives to maximize the
coverage exclusively for those features and signals that substantially influence both the
system outputs and the fulfillment of STL properties.

Contributions. In summary, this chapter delivers the following contributions:

1. Introduction of Signal Feature Coverage, a coverage criterion tailored to enhance
the assessment of test suites for CPS dataflow models.

2. Introduction of Feature-Coverage Testing, a novel approach for generating test
cases that can be implemented in two variations for comprehensive testing of CPS
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dataflow models.
3. Experimental evaluation of signal feature coverage and feature coverage testing

using five Simulink® models and ten STL properties. Results indicate that test
case generation based on signal feature coverage can yield an approximately 60%
increase in mutation score compared to traditional testing approaches.

Chapter Organization. In Section 7.2, we introduce the signal feature coverage
criterion and the corresponding coverage-based test generation algorithm. Section 7.3
details our evaluation using five industrial CPS dataflow Simulink models. Section 7.4
reviews related work, and Section 7.5 offers the concluding remarks.

7.2 Signal Feature Coverage
We begin by introducing the concept of a signal feature and outlining a collection of
such pertinent features (refer to Section 7.2.1). Subsequently, we propose signal feature
coverage (outlined in Section 7.2.2) as a metric for assessing test adequacy in CPS
dataflow models. Following this, we present an algorithm designed to generate test cases
that maximize the coverage of signal features (detailed in Section 7.2.3). Additionally,
we implement the feature-coverage based test generation method using a criterion that
prioritizes signals and features likely to have a significant influence on the system (detailed
in Section 7.2.3.2).

7.2.1 Signal Features
In this section, we explore signal features, which encompass statistical, spectral, and
other quantifiable properties of signals. We delineate a standardized set of signal features
commonly utilized in both CPS applications and signal processing. Our proposal includes
ten signal features that offer valuable insights into system behavior. The choice of these
features is justified by their recognized importance in signal processing, system analysis,
and fault detection, as evidenced by prior research [SG23,RMP20,KISH20,BG20,YET20,
KAC21]. These features have found widespread application across diverse fields such as
communications, biomedical applications, and control systems.

Integrating these features into our testing methodology for Simulink® models of CPSs,
our objective is to comprehensively assess essential aspects of signal behavior, facilitating
thorough system testing, fault diagnosis, and performance evaluation. We categorize
the chosen signal features into four distinct feature sets: Basic statistics, Higher-order
statistics, Impulsive metrics, and Frequency features. In what follows, we reserve the
use of the bold letter u for a signal of finite length which contains k samples such that
u = (u1, u2, ..., uk).

Basic statistics. Within this feature set are four distinct features. Basic statistics
are employed to measure the spread of a signal [SG23]. Table 7.1 outlines the features
encompassed in this set, comprising the mean, standard deviation, root-mean-square,
and shape factor.
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Table 7.1: The Basic Statistics feature set [SG23].

Feature Mathematical formula

Mean µ = 1
k

)k
i=1 ui

Standard Deviation (SD) σ =
"

1
k−1

)k
i=1 |ui − µ|2

Root-Mean-Square (RMS) uRMS =
"

1
k

)k
i=1 |ui|2

Shape factor (SF) uSF = uRMS
1
k

)k

i=1 |ui|

Table 7.2: The Higher-Order statistics and Impulsive metrics of a signal.

Feature Description Mathematical formula

Kurtosis It quantifies the distribution shape (length
of the tails) of a signal [RMP20].

ukurt =
1
k

)k

i=1(ui−µ)4�
1
k

)k

i=1(ui−µ)2
�2

Skewness It measures the asymmetrical spread of
a signal about its mean value [RMP20,
Mat23a].

uskew =
1
k

)k

i=1(ui−µ)3�
1
k

)k

i=1(ui−µ)2
� 3

2

Peak Value It is the peak or maximum absolute value
of the signal [SG23].

up = maxi |ui|

Impulse factor “It presents the impulsive behavior and
the multitude of peaks" [KBG+21] in the
signal.

uIF = up

1
k

)k

i=1 |ui|

Crest factor It indicates how extreme the peaks are in
the signal [Mat23a].

ucrest = up

uRMS
= up"

1
k

)k

i=1 |ui|2

Higher-order statistics. Within this feature set, there are two features. Higher-order
statistics assess the symmetry and flatness of a signal [SG23], offering insights into
system behavior via the third moment (skewness) and fourth moment (kurtosis) of the
signal [Mat23a], as summarized in Table 7.2.

Impulsive metrics. Within this feature set, there are three features. Impulsive metrics
are utilized to assess peak changes in the signal, encompassing peak value, impulse factor,
and crest factor [Mat23a], as discussed in Table 7.2.

Frequency features. The notion of frequency is straightforward for sinusoidal signals,
but real-world signals often exhibit greater complexity. Analyzing non-stationary signals
presents challenges in frequency analysis, prompting the emergence of instantaneous
frequency [Boa92a, Boa92b]. Instantaneous frequency captures the time-varying char-
acteristics of signals and holds significance across various applications such as seismic
analysis, radar systems, communications, and biomedical research. In our investigation,
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we incorporate the ‘Peak Instantaneous frequency’ feature into the frequency feature set
to enhance the analysis of associated signals. As a result, this feature set encompasses a
single feature.

In mathematical terms, the instantaneous frequency finst(t) is computed as the derivative
of the phase of the analytic signal derived from the input signal, represented as follows:

finst(t) = 1
2π

dφ

dt

In the above equation, φ represents the phase of the analytic signal uA derived from the
input signal u. The process involves computing the analytic signal uA by performing the
hilbert transform on u. Subsequently, the Peak Instantaneous frequency, represented as
uP IF , is determined as the maximum value of finst(t).

7.2.2 Signal Feature Coverage
Let us consider an internal signal s from a CPS dataflow model1 M and a feature x
associated with that signal, denoted as xs. We assume that this feature xs needs to
be exercised within a certain range R, bounded by its minimum (minR) and maximum
(maxR) values. Let Xs = {xs

1, xs
2, . . . , xs

n} represent a set of n observations of the feature
xs.

To assess the extent to which Xs exercises the feature x of s, we evaluate how uniformly
and densely the values in Xs sample the range of values for the feature. This method
provides a reasonable confidence regarding the test suite’s ability to encompass a wide
range of behaviors for the selected feature and signal.

To introduce this metric, we utilize a simple automatic binning algorithm to divide the
range R into N bins of equal width, denoted as R1, . . . , RN . For example, if R = [0, 10]
and N = 4, the resulting bins would be [0, 2.5), [2.5, 5), [5, 7.5), [7.5, 10]2. These N bins
are referred to as the Standard bins.

Given a set of observations Xs and a range R divided into N bins R1, . . . , RN , we
establish the concepts of bin occupancy and bin coverage as follows.

Definition 7.2.1 (Bin Occupancy). A bin Ri is considered occupied if there exists an
observation xs

i ∈ Xs such that xs
i falls within Ri. We define the bin occupancy function

Occ(Ri) as:

Occ(Ri) =
�

1, if Ri is occupied
0, otherwise

Definition 7.2.2 (Bin Coverage). The Bin Coverage, denoted by β, is then defined as

β = # Standard Bins Covered

# Standard Bins
=

)N
i=1 Occ(Ri)

N
1We assume that the models are determinsitic.
2Typically, we consider the last bin to be inclusive on both ends.
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Figure 7.1 illustrates two scenarios of bin coverage for the same number of samples. In
the bottom scenario, eight samples achieve 100% bin coverage with a division into 6 bins.
Conversely, in the top scenario, the same eight samples only achieve 7

12 = 58.33% bin
coverage with a division into 12 bins.

minR maxR

minR maxR
Split in 12 bins, 58,33% bin coverage

Split in 6 bins, 100% bin coverage

feature x

feature x

Figure 7.1: Sample bin coverage of a feature.

To assess how densely and uniformly a feature is sampled, we determine the finest division
in bins of its domain that is covered by the available samples. Essentially, if a feature is
thoroughly exercised across its entire range, it should allow for a finer-grained division
that is well-covered by the available samples. We quantify this coverage by counting the
number of bins in the finest division. For example, if a set of ten samples covers up to
five standard bins (i.e., bins of equal length), the coverage achieved would be five.
Achieving higher coverage levels is increasingly harder with additional samples. For
example, covering four bins requires at least four evenly distributed values, whereas
covering a division in five or six bins, demands better distribution of samples.
This measure of coverage satisfies some unusual but useful properties. Notably, the
coverage is measured as a natural number, which (i) discretizes the domain, capturing
the incremental coverage levels that can be achieved, and (ii) is unbounded, reflecting
the idea that testers can continuously add further evidence to better exercise a system.
Indeed, an empirical research question pertains to identifying meaningful coverage levels
that offer a beneficial balance between cost and results. This question is not exclusive to
this coverage metric, but is also relevant to bounded coverage metrics, which are seldom
addressed until reaching 100% coverage.
In a more formal manner, considering a set of samples Xs, the signal feature coverage of
a feature x of a signal s can be defined as follows.

Definition 7.2.3 (Individual Signal Feature Coverage).

ζxs = arg max
N

(β ≥ 0.95) (7.1)

Note that here, to be practical and accommodate for intervals that might be particularly
hard or impossible to cover, we require the samples to cover a significant portion of the
standard bins, defined as 95% of the bins in the partition.

We see the signal feature coverage as primarily a multi-optimization problem, that is,
test suites should target the individual features and signals, and coverage reports should
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detail the results per signal. However, it is also possible to derive an aggregated coverage
measure for an entire system, such as considering the average or minimum feature coverage
value obtained for a system. In our analysis, we compute the coverage measure for a
system by determining the average of individual signal feature coverage values across the
target signals and target features within the system.

Definition 7.2.4 (Signal Feature Coverage). In conventional dataflow system models,
there is usually a wide range of signals, each possibly containing numerous features that
testers may want to explore beyond those initially discussed in Section 7.2.1. Let S
represent the set of all signals in the dataflow model of a system, and F denote the set
of all features. If S′ ⊆ S and F ′ ⊆ F are the subsets of signals and features that a tester
wants to examine, the Signal Feature Coverage is calculated as follows:

ζS′F ′ = 1
|S′||F ′|

(
s∈S′

(
x∈F ′

ζxs (7.2)

To customize the coverage evaluation based on specific testing needs, we offer two versions
of the meta-definition of ζS′F ′ with varying subsets of signals and features. For a thorough
examination and to gain a comprehensive insight into the system, a tester might aim to
explore the coverage of all features across all signals within a system model. This version
of signal feature coverage is referred to as the “Comprehensive Signal Feature Coverage”
(ζcomp), calculated with S′ = S (all signals) and F ′ = F (all features).

Alternatively, testers might choose to narrow their focus and calculate signal feature
coverage for a specific subset of signals and their corresponding subset of features, which
can be beneficial for system testing. These subsets are typically determined by testers
and may require domain knowledge or thorough testing. One relevant scenario involves
selecting only the features that could significantly impact a property φ under examination.
This variant of our coverage criterion is termed “φ-driven Signal Feature Coverage” (ζφ),
concentrating on the analysis of important features Fφ of important signals Sφ that
notably affect the satisfaction of φ. ζφ is essentially ζS′F ′ with S′ = Sφ and F ′ = Fφ.

7.2.3 Testing for Signal Feature Coverage
In this section, we introduce Feature-Coverage Testing (FCT), a test generation strategy
designed to maximize the signal feature coverage for S′ signals and their associated F ′

features. The test generation process is formulated as a single-objective optimization
problem aimed at maximizing the signal feature coverage of the target features of the
target signals of a system.

Signal feature coverage-based test generation problem

Input: a dataflow model M with S′ signals and F ′ features of each signal.
Problem: Find T S s.t. ζS′F ′ is maximum.
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The aim of this maximization problem is to generate a test suite T S comprising test cases
t ∈ T S that thoroughly cover the target features of the target signals within the system.
We implement the test generation process using Simulink® as our CPS dataflow modeling
and simulation platform, along with BCA (discussed in Chapter 4)3, to maximize signal
feature coverage by iteratively refining a test suite based on the coverage metric.

In our BCA-based test generation method, each test t is similar to a thrombocyte within
the swarm, while the swarm itself corresponds to a test suite. In our approach, we
formulated fitness (expressed as the objective function ζS′F ′) at the swarm level rather
than at the individual particle level. This choice is consistent with our aim of maximizing
ζS′F ′ , which is derived from the entire test suite rather than from individual test cases.

Similar to classical BCA, we initiate with an initial population, consisting of thrombocyte
positions. Here, thrombocyte positions signify individual test cases. It is important
to note that we represent each test case as a numerical vector [pos0, . . . , posN ], where
each value posi denotes a characteristic of the system’s input signal. For example, in
the AECS model, the system’s input includes the pilot command, characterized by its
amplitude Amp and frequency Freq. Thus, the test case for the AECS model is expressed
as tAECS = [Amp, Freq], where both Amp and Freq take numeric values within their
valid ranges.

We then compute the fitness ζS′F ′ as outlined in Section 7.2.2. Upon performing the
coverage computation, we obtain a set of bins that partition the feature values of the
signal s associated with the test cases in the population. Our goal in maximizing feature
coverage is to ensure there is at least one element in each bin while also fostering diversity
in the feature values. To achieve this, we update the test cases using the BCA update
equations. The BCA update equations guide the tests to explore and converge towards
promising regions, optimizing the overall search process. When confronted with bins
containing multiple feature values, we pick a test case at random from that bin, designate
it as the global best, and update the other test cases within that bin using the regular
BCA update equations. Following the update, the algorithm recomputes the fitness. If
the objective function value ζS′F ′ shows improvement, the updated test suite is accepted
as an optimal solution. The process continues until the budget is exhausted.

Several testing needs can impact the generation of tests for feature-coverage testing,
which are outlined as follows.

7.2.3.1 Comprehensive Feature-Coverage Testing

When testing covers all signals S and features F , the method is referred to as Com-
prehensive Feature-Coverage Testing (FCT-C). The aim of FCT-C is to maximize the
coverage of all signal features, denoted as Comprehensive Signal Feature Coverage ζcomp.

3We also compared the performance of BCA with two other metaheuristic algorithms including
classical Particle Swarm Optimization (PSO) and Water Cycle Algorithm (WCA), observing similar
results up to two decimal places.
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This approach is achieved by applying the BCA framework discussed earlier to optimize
ζcomp.

7.2.3.2 Specification-directed Feature-Coverage Testing

In real-world scenarios, testing activities often prioritize ensuring the system’s adherence
to functional, non-functional, and safety requirements. Especially when conforming to
safety specifications is critical, testing aligns with formal specifications expressed in STL.
In these cases, we refer to the feature-coverage testing strategy as Specification-directed
Feature-Coverage Testing (FCT-S). Within FCT-S, the focus is on a meaningful subset
of features within the internal signals that have a significant impact on meeting the
specified safety requirements. In our implementation of FCT-S, we limit signal feature
coverage to the features of the internal signals that significantly impact the robustness
(and consequently the satisfaction/violation) of the STL specifications4. Identifying
features with the greatest impact on robustness helps streamline testing by focusing on
the most influential aspects of the system, thereby improving the effectiveness of the
fault detection process.

There is no unique way of measuring the impact of a feature on the robustness, and various
approaches have been proposed in the literature. One common approach is sensitivity
analysis, which introduces small perturbations to a feature’s value to observe changes
in system robustness, directly measuring the feature’s influence on the satisfaction or
violation of the formal specification. Another method is feature importance ranking,
used in machine learning models like decision trees or random forests, where a feature’s
significance is based on its contribution to decision-making or error reduction. These
techniques can be adapted to formal specification-based testing, prioritizing features
that significantly impact robustness outcomes. Other methods include causal inference,
assessing the causal effect of feature changes on robustness, and mutual information-based
techniques, which capture non-linear dependencies by measuring the shared information
between a feature and robustness score. However, these methods may introduce added
computational complexity or require extensive data, which can be challenging in practical
scenarios.

In our study, we propose estimating the impact of features on robustness by examining
the correlation between a feature’s values and the robustness of the simulation trace
concerning the STL property. The correlation can indicate whether a feature tends
to increase or decrease robustness as its values change, offering insights into how the
feature influences system behavior in relation to the formal specifications. We chose this
method because it provides a straightforward, data-driven way to identify significant
features. More specifically, we employ a statistical procedure based on bivariate analysis to
empirically uncover the correlations between each feature and the robustness metric, which
we found to be effective based on our experimental findings. However, it is important to

4It is worth mentioning that in specification-less scenarios, one could still evaluate the impact of a
feature directly on the model outputs. However, this approach holds limited relevance for CPS dataflow
models, which are typically tested against predefined requirements.
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note that correlation measures the strength and direction of a linear relationship between
features and robustness. If the relationship is non-linear, correlation may not adequately
capture the true impact of the feature, potentially leading to an incomplete assessment.

Algorithm 7.1 outlines our significant feature identification procedure, which iteratively
reduces (i) the signal population by considering its correlation with the output, and (ii)
the number of features by considering its correlation with the robustness with respect
to the STL property. It operates in three main stages. First (lines 6-9), the procedure
generates and executes tests to gather evidence of correlation among signals and features.
Second (lines 10-15), it progressively incorporates randomly generated test cases to the
existing test suite and checks correlation to iteratively reduce the set of the significant
signals and significant features. The gradual reduction in the number of signals is achieved
by discarding 20% (as per the discard threshold) of the least correlated signals in each
iteration. Third (line 16), it removes the redundant internal signals (i.e., those significant
signal variables whose values are implied by other significant signal variables) and their
associated features to derive the final reduced set of significant signals and features,
denoted as V̂H and X̂, respectively.

In more detail, the algorithm starts with a model M, a property φ, and a set of signal
features Feat to be investigated. In our experiments, we examine the ten features
outlined in Section 7.2.1. The algorithm initiates by randomly creating an initial test
suite (line 6). Subsequently, it employs the function Monitor to simulate the model
against each test in the test suite and calculate the robustness ρ (as explained in Chapter 2)
of each resulting simulation trace with respect to the STL property φ.

To identify the significant signals, the algorithm utilizes the FindTopS subroutine
(Algorithm 7.2) which calculates correlation coefficients between each internal signal in
VH and the output signals, assessing their level of association (lines 1-7). It then rejects
a small portion of the internal signals with weaker correlations with the system outputs,
based on the discard threshold (line 8). The resulting set of internal signals (i.e., V̂H) is
identified as those signals demonstrating strong association with the system output.

In the subsequent phase, the procedure employs the FindF subroutine (Algorithm 7.3)
to identify the features of each internal signal v ∈ V̂H that significantly influence the
robustness of φ. For every v ∈ V̂H , the algorithm computes the feature values for all the
features in the feature set Feat (line 2), and evaluates the correlation coefficient between
the signal feature values and the robustness ρ (line 3). It marks a feature as relevant
if it demonstrates a substantial impact on ρ, indicating that the absolute value of the
correlation coefficient surpasses the correlation threshold θ2. A threshold exceeding 50%
is selected to identify a subset of significant features X̂ that exert either strong or very
strong influence on the robustness values.

Next, the procedure incrementally adds a series of test cases to the existing test suite
(line 11), and recalculates the robustness (line 12) and correlation values to further reduce
the number of significant internal signals and significant features (lines 13-14).

As the final step, the procedure further reduces the number of significant signals and
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Algorithm 7.1: Feature Identification Procedure: Identifying significant features
of significant signal variables that impact φ.

Input : M - A CPS dataflow model.
φ - An STL specification of M.
Feat - A set of signal features.

Output : V̂H - Significant signal variables.
X̂ - Significant signal features.

1 SimData = [ ]; Robustness = [ ]
2 X̂ = [ ]; CORR = [ ]; corr = [ ]
3 θ1 = 0.99 ; // initialize redundancy threshold
4 θ2 = 0.5; // initialize correlation threshold
5 θ3 = 0.2; // initialize discard threshold
6 T S = RandomTestSuite(M)
7 SimData, Robustness ← Monitor(T S, M, φ)
8 V̂H ← FindTopS(SimData, θ3) ; // identify internal signals

correlated with output

9 X̂ ← FindF(V̂H , SimData,Feat, Robustness, θ2) ; // identify features
that correlate with robustness

10 for q times do
11 T S = T S ∪ J ; // add tests to the test suite
12 SimData, Robustness ← Monitor(T S, M, φ)
13 V̂H ← FindTopS(SimData, θ3)
14 X̂ ← FindF(V̂H , SimData,Feat, Robustness, θ2)
15 end for
16 V̂H , X̂ ← Remove(SimData, θ1, V̂H , X̂) ; // discard redundant

internal signals and associated features

17 return V̂H , X̂

Algorithm 7.2: The subroutine FindTopS().
1 for each v ∈ VH do
2 for each item t ∈ T S do
3 corrv = Correlation(v, VOt)
4 CORR = CORR ∪ corrv

5 end for
6 corr = corr ∪ CORR
7 end for
8 V̂H ← Reject(corr, VH , θ3) ; // discard internal signals

exhibiting low correlation with output

9 return V̂H
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Algorithm 7.3: The subroutine FindF().
1 for each v ∈ V̂H do
2 A = Feature(Simdatav,Feat)
3 [γ] ← Select(A, Robustness, θ2) ; // identify features that

correlate with robustness

4 X̂ = X̂ ∪ [γ]
5 end for
6 return X̂

features by eliminating the redundant internal signals and their associated features
(line 16). To identify redundant internal signals, the procedure employs the function
Remove, which calculates the correlation coefficients between the current set of significant
internal signals using the Pearson method. It removes those that provide redundant
information. Specifically, when the correlation coefficient between any two internal
variables v1 and v2 exceeds the redundancy threshold θ1, one of the variables is discarded
from further analysis along with its associated features. The resulting set of significant
internal signals and features represents the targets of FCT-S. Test case generation is
ultimately defined by applying the BCA problem to maximize ζV̂HX̂, as described in the
previous section.

7.3 Empirical Evaluation
We conduct empirical assessments of the proposed coverage criteria alongside its related
coverage-based test generation strategies, comparing them against several state-of-the-art
test generation methods. Specifically, we explore the following RQs:

RQ-7.1-Coverage. To what extent do existing test generation methodologies explore the
features of CPS Simulink®models based on signal feature coverage? The first RQ aims to
find out if covering the features of signals is a non-trivial problem. This RQ examines the
efficacy of current test generation methods in terms of signal feature coverage. If current
methods already produce test suites with extensive feature coverage, further investigation
into maximizing coverage becomes redundant. To address this query, we compare
the performance of three test generation techniques against our feature-coverage test
generation method to check how thoroughly signals’ features can be covered and identify
any deficiencies in existing testing methods. Details of the considered test generation
methods are outlined in Section 7.3.1.1. Additionally, we explore how variations in
resource allocation affect the attained coverage, providing insights into the efficiency of
resource allocation in enhancing signal feature coverage.

RQ-7.2-Fault Revealing Capability. Do test suites that achieve high feature coverage
also uncover more faults in CPS Simulink® models? This question uses mutation testing
(MT) to evaluate the performance of feature coverage-based test generation methods,
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specifically FCT-C and FCT-S, in comparison to established testing methods. The MT
procedure is detailed in Section 7.3.1.4, while the test generation techniques are discussed
in Section 7.3.1.1.

7.3.1 Experimental Setup
Now, we will outline the test generation methods under comparison, the platform used
for execution, the subjects of our experiments, and the mutations applied.

7.3.1.1 Test generation

In our analysis, we examine two groups of test generation methods: the two variations
of feature-coverage testing (FCT-C and FCT-S) and six state-of-the-art test generation
techniques for CPS Simulink models (namely ART, OD-VB, OD-FB, FT-BCA, FT-S-
TaLiRO and SDV-EC), as discussed below.

• Comprehensive Feature-Coverage Test Generation (FCT-C) is designed to generate
tests that cover all targets, including all signals and features. It aims to determine
achievable levels of signal feature coverage.

• Specification-directed Feature-Coverage Test Generation (FCT-S) is the approach that
focuses solely on important features of key signals (V̂H and X̂) identified using the
Feature Identification Algorithm detailed in Section 7.2.3.2.

• Adaptive Random Testing (ART)5 is a method for generating tests that prioritizes
creating varied test cases “by maximizing distances between the test inputs” [CLM05,
LNLB19], as previously mentioned in Chapter 6. It is often regarded as a baseline
because of its simplicity and efficacy.

• Output Diversity (OD) is a method for generating tests that aims to create test
cases with highly diverse outputs [LNLB19,MNBB19,MNBB15]. It employs a search-
based approach that begins with an initial test suite and then iteratively enhances
it by making small adjustments to the test cases to maximize output diversity. This
technique evaluates neighboring test cases at each iteration and selects the one that
notably increases output diversity. This process continues until further improvement
is no longer feasible. In this study, we consider two variations of OD: vector-based
(VB) and feature-based (FB), as proposed in [MNBB19]. The vector-based approach
directly analyzes output signal vectors, while the feature-based method operates on
feature vectors derived from output signals. This entails describing the output signals
based on their value as well as their first and second derivatives, which help identify
distinct signal shapes.

• Simulink® Design VerifierTM—Execution Coverage (SDV-EC) is utilized to generate
tests aimed at achieving model coverage. The test generation is configured to achieve
block execution coverage, a structural coverage metric that indicates whether each
5Considering that ART generally outperforms random testing (RT) in terms of both failure detection

and program-based coverage completeness [MZC+20,CKLW08], we have excluded RT from our comparison.
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block is executed during simulation. This coverage metric is most comparable to
statement coverage in code coverage analysis. Note that Simulink® Design VerifierTM

is a product from MathWorks6.
• Falsification Testing (FT) is a search-based approach used to generate tests that

violate system requirements or assumptions [ADD+17], as mentioned previously in
Chapter 6. Essentially, given an STL property φ of a model M, FT aims to find a
test case t such that ρ(φ, O(t, M)) < 0, meaning O(t, M) ̸|= φ. In our experiments,
we employ BCA to generate test cases guided by classical quantitative robustness. In
essence, FT’s goal is to create a test that violates the property being examined, with
the aim of uncovering bugs. We also use the S-TaLiRo tool, as discussed in Chapter 4
(see Section 4.6.2.2), for coverage-guided falsification-based test generation.

To address RQ-7.1, we analyze the effectiveness of two feature-coverage testing methods
(FCT-C and FCT-S), along with four state-of-the-art techniques: ART, OD-VB, OD-FB
and SDV-EC. However, since FT is tailored for fault detection rather than coverage,
we apply it exclusively to address RQ-7.2 in our MT experiments. Therefore, RQ-7.2
considers all the aforementioned test generation strategies. It is worth noting that we
conducted 30 independent runs of each test generation algorithm to mitigate the influence
of random fluctuations and to provide statistical insights.

7.3.1.2 Simulation Platform

For our experiments, we employed MATLAB® Simulink® R2018b provided by MathWorks®

and utilized the RTAMT library [NY20] for the offline assessment of STL properties.
These experiments were conducted on a MacBook Pro running macOS Ventura, equipped
with an Apple M1 chip and 16 GB of RAM.

7.3.1.3 Experimental Subjects

In addressing our RQs, we examined five diverse Simulink® models, sourced from [Mat22c,
Mat22d, Mat22a, EAF+22]. Also, we considered ten requirements expressed as STL
properties, representing essential conditions that these systems must adhere to. These
models have been extensively utilized in prior research works [NKJ+17,SS20,BMNY22c,
EAF+22].

Fault-Tolerant Fuel Control System (FCS). FCS serves as a benchmark within the
automotive sector, simulating a fuel control system designed for a gasoline engine [Mat22c].
It is represented as a hybrid system, incorporating differential equations along with a
switching condition. FCS operates with two inputs: throttle and engine speed, while
producing two outputs: Fuel Flow Rate and the air-to-fuel ratio (λ). The primary control
aim is to maintain λ in proximity to the reference mixture ratio (λref ).

Automatic Transmission Controller System (ATCS). This has been previously
addressed in Chapter 5.

6https://in.mathworks.com/products/simulink-design-verifier.html
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Table 7.3: Key features of selected Simulink models.

Model #Blocks #Lines T Sample time #Samples

FCS 215 190 110 0.01 11001
ATCS 65 92 30 0.04 751
AECS 825 577 10 0.01 1001
NN 105 123 40 0.001 40001
SC 173 144 35 0.01 3501

Aircraft Elevator Control System (AECS). This has been already discussed in
Chapter 5.

Neural-Network Controller (NN). The neural network controller is engineered to
uphold a magnet at a specific reference position over an electromagnet, securing a stable
hover [EAF+22,Mat24]. Operating with a reference position value (Ref) ranging between
1 and 3 as input, the model outputs the actual position (Pos) of the hovering magnet.
The aim is to guarantee that after alterations to the reference, the present position
consistently aligns with the reference with minimal deviation.

Steam Condenser with Recurrent Neural Network Controller (SC). The model,
initially presented in [YF19] and also employed in [EAF+22], simulates a dynamic steam
condenser model controlled by a Recurrent Neural Network in feedback. Operating within
an input range of [3.99, 4.01], the main objective is to maintain the output pressure
consistently within a predefined tolerance range.

Table 7.3 provides an overview of the essential features of the five models, including
the count of blocks, lines, simulation time denoted as T (in seconds), sampling time
(in seconds), and the total number of samples. Additionally, Table 7.4 outlines their
requirements described in natural language and in STL.

7.3.1.4 Property-Based Mutation Testing

To conduct the MT experiments necessary for addressing RQ-7.2, we utilize Property-
Based Mutation Testing (PBMT), as previously outlined in Chapter 6. In our experimental
setup, we employ FIM [BMNY22a], our tool designed for automatically injecting faults
and mutations into Simulink models, as detailed in Chapter 3. We utilize seven fault
types/mutation operators provided by FIM, which are commonly utilized in Simulink
model testing scenarios. These include three line mutations (Noise, Bias/Offset,
Negate) and four block mutations (ROR: Relational Operator Replacement, S2P: Sum to
Product Mutation, P2S: Product to Sum Mutation, ASR: Arithmetic Sign Replacement).
Notably, we opt out of using FIM’s Absolute operator due to its tendency to generate
mutants that are φ-trivially different from the original (φ-trivial mutants) [BMNY23].
Similarly, we exclude the Invert and Bit-flip operators due to their tendency to
produce invalid mutants. Table 7.5 provides insights into the number of valid mutants
(those that could be compiled) generated for each mutation operator across the various
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Table 7.5: Mutation operators and number of mutants.

Type Operator # Mutants
FCS ATCS AECS NN SC

Line Mutation
Noise 10 13 17 10 10
Bias/Offset 12 13 17 10 10
Negate 10 13 17 0 0

Block Mutation

ROR 0 0 10 0 0
S2P 1 1 3 2 3
P2S 0 2 6 1 2
ASR 3 3 8 3 9

Total 36 45 78 26 34

subjects. For every valid FOM7 produced by FIM, we presume that the fault remains
active for the entire duration of the simulation, commencing at time 0 and persisting
until the end at time T .

For our PBMT evaluations, we utilize all the test generation techniques outlined in
Section 7.3.1.1. It is noteworthy that this selection allows for a comparison between
FCT-S (property-dependent) and FCT-C (property-independent) against other property-
dependent (FT) and property-independent (ART, OD-VB, and OD-FB) methods. Addi-
tionally, in our FT-based test generation setup (for both BCA and S-TaLiRo) for PBMT,
FT is applied individually to each mutant. To elaborate, for every mutant M′, FT
attempts to generate a test case t that violates the property, denoted as O(t, M′) ̸|= φ.

7.3.2 Results and Discussion
RQ-7.1 - Coverage

RQ-7.1 assesses the effectiveness of state-of-the-art test generation strategies in thoroughly
exercising features. As previously noted, the interconnected nature of elements in dataflow
models often results in the execution of multiple elements with just a few test cases.
This observation was confirmed in our experiments, where a single random test case
was sufficient to cover all signals in the ATCS model, and on average, 9.25 random test
cases were enough to cover more than 90% of the signals in the other four models. This
highlights the necessity for more advanced coverage criteria. Consequently, we compare
the signal feature coverage achieved by traditional test generation strategies with that of
our proposed FCT-S and FCT-C techniques.

Figure 7.2 shows the trends of ζcomp over time, averaged across 30 independent runs
for each experimental subject and all properties. For a detailed view of the variability

7In our study, we exclusively consider first-order mutants of Simulink models.
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in the ζcomp values across all techniques, refer to Figure 7.3. It is important to note
that ART, OD-VB, OD-FB, SDV-EC and FCT-C are property-independent techniques,
while FCT-S is property-directed. Thus, separate curves are shown for FCT-S for each
property. Additionally, because FCT-S includes a feature identification step to determine
significant signals and features, the initial coverage with FCT-S starts at zero.

Analyzing the figure reveals an initial brief period where our proposed FCT-C and
FCT-S techniques show lower performance in terms of the coverage metric. However,

(a) FCS model

(b) ATCS model

Figure 7.2: Trends over time of mean value of ζcomp for different test generation strategies
for various models.
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(c) AECS model

(d) NN model

(e) SC model

Figure 7.2: Trends over time of mean value of ζcomp for different test generation strategies
for various models. (cont.)
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(a) (b) (c)

(d) (e)

Figure 7.3: Trends over time of ζcomp achieved by different test generation strategies:
Tubular visualization indicating minimum, maximum and mean values.

as time progresses, both techniques exhibit a rapid improvement, eventually surpassing
the state-of-the-art methods. This indicates that our techniques are capable of achieving
high coverage given sufficient time and resources. Table 7.6 details (1) the time required
for FCT-S to identify significant signals and features, referred to as Feature Identification
Time (FIT), and (2) the time for FCT-C/FCT-S to exceed the performance of state-
of-the-art methods in terms of ζcomp, referred to as Surpass Time (ST). According to
Table 7.6, the feature identification step takes an average of approximately 252.39 seconds
across all experimental subjects. Additionally, FCT-C consistently outperforms FCT-S in
surpassing state-of-the-art strategies, achieving higher ζcomp values earlier than FCT-S.

Upon examining Figure 7.2, it is evident that the curves representing the mean ζcomp for
various state-of-the-art strategies, namely ART, OD-VB, OD-FB and SDV-EC, either
overlap or closely align, indicating comparable performance among these techniques. In
particular, there is a considerable overlap between the curves for ART and SDV-EC.
As expected, the Comprehensive (FCT-C) approach, aimed at covering all features and
signals comprehensively, consistently achieves the highest coverage levels compared to
other methods, including the Specification-directed (FCT-S) technique. However, there is
an exception to this trend. Specifically, for the FCS model assessed against property φF CS

1 ,
the FCT-S method achieves slightly higher coverage values than FCT-C. We hypothesize
that this superior performance of FCT-S may be attributed to its effectiveness in covering
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Table 7.6: Time required for identifying significant signals and features, and times at
which FCT-S/FCT-C surpass state-of-the-art strategies w.r.t. ζcomp.

Model Property FIT (s) ST for FCT-S (s) ST for FCT-C (s)
Average Worst Average Worst Average Worst

FCS φ1 241.33 254.81 450.23 462.56 400.67 405.34
φ2 270.24 279.65 471.02 482.10

ATCS

φ1 243.67 278.67 380.23 397.24

352.67 365.38φ2 246.73 269.66 384.56 395.26
φ3 245.79 265.57 379.68 387.91
φ4 244.83 271.58 372.59 380.26

AECS φ1 272.80 293.72 406.27 411.84 274.56 281.67

NN φ1 246.52 270.43 403.86 415.27 304.53 311.25
φ2 271.48 291.27 502.36 516.28

SC φ1 240.56 261.78 306.74 309.38 245.56 253.38

key features of key signals, leading to extensive coverage of multiple features across various
signals. This observation suggests that the FCT-S strategy might capture certain feature
values that could be challenging to cover with the Comprehensive (FCT-C) approach.

Looking at Figure 7.2, it is evident that both FCT-C and FCT-S tend to saturate towards
the later stages of the experiments, usually around 16k-18k seconds. This suggests
that achieving further coverage enhancement may become increasingly difficult. On the
contrary, state-of-the-art techniques do not show full saturation in ζcomp values, indicating
that there is still room for improvement. This implies that these techniques may require
additional time resources to generate tests that effectively cover the signal features.

In Figure 7.2, we also present the variability in ζcomp across 30 runs for each test generation
strategy using box plots captured at different time snapshots. Each box in the plot
contains 30 data points, where each data point signifies the ζcomp achieved by a test
suite generated in a single run. The horizontal axis denotes the test generation approach,
while the vertical axis represents the corresponding ζcomp values. Within each box, an
asterisk (*) denotes the mean value of ζcomp. Examining Figure 7.2a, we notice minimal
variation in the data for the FCS model, except for specific time snapshots. For instance,
at the 8k second snapshot, both OD-VB and OD-FB show outliers (illustrated as lower
whiskers in their respective boxes), indicating that certain test suites generated using
these techniques achieve coverage levels lower than the mean value. Furthermore, upon
analyzing all the box plots of the FCS model across various time snapshots, we observe
that ART and SDV-EC exhibit slightly better performance in terms of ζcomp among the
traditional strategies. However, their performance falls behind when compared to our
feature-coverage testing techniques.
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In comparison to the other models, the test suites generated for the NN model (Figure 7.2d)
demonstrate slightly greater variations in the ζcomp values. Furthermore, for certain
models, notably FCS (Figure 7.2a) and AECS (Figure 7.2c), across all time snapshots,
the box plots associated with FCT-C and FCT-S closely converge at similar levels. This
convergence implies that FCT-C and FCT-S exhibit comparable effectiveness in achieving
coverage levels for the specified properties in these models.
Across all experimental subjects, traditional ART and OD-based test generation meth-
ods demonstrate notably low coverage levels. On the other hand, FCT-C and FCT-S
approaches employ focused test generation designed to maximize feature coverage. Conse-
quently, the generated tests thoroughly exercise the target features of the internal signals,
resulting in significantly higher coverage levels compared to conventional test generation
methods, as depicted in Figure 7.2. These findings underscore the existence of a gap in
the capability of baseline techniques in covering signal features in CPS Simulink models.
It is crucial to acknowledge that the signals and features identified through our feature
identification procedure may not perfectly align with the true signals and features
influencing the STL property. Discrepancies could exist between the identified signals and
features and those genuinely affecting the satisfaction of the considered property, referred
to as the ground truth (GT) signals and features. Moreover, there is not a definitive
method for identifying the GT signals/features, as it is at the discretion of the tester
or involves selecting a specific procedure for this purpose. To assess the performance
of our feature identification step in capturing these features, we conduct correlation
analysis over a large set of tests among internal signals, features, and the quantitative
robustness of simulation traces with respect to the STL properties. This comprehensive
analysis spans an extended duration, encompassing 10,000 random tests for each model
and property, totaling approximately 74 hours across all our experimental subjects and
properties.
After determining the GT signals and features, we assessed the extent to which the
generated test suites cover the GT signals and features. Specifically, we assessed the
φ-driven Signal Feature Coverage of the ground truth signals and their associated features.
Figure 7.4 presents the trends of ζφ, which represent the φ-driven signal feature coverage
computed for the ground truth signals and features, averaged over 30 runs. Additionally,
Figure 7.5 illustrates the variability in ζφ across all models and properties. Notably, we
have a separate plot for each property of a model since ground truth features and signals
are specific to each property. Also, it is worth noting that the FCT-S-based test suites
utilized to compute ζφ-values for GT features and signals are the ones that we generated
focusing on maximizing coverage of signals and features identified through the feature
identification procedure. This approach provides valuable insights into the effectiveness of
our time-efficient feature identification procedure and offers indications of any correlation
between the identified signals+features and the ground truth signals+features.
Upon analyzing Figure 7.4, distinct patterns emerge, delineating three main categories
within the curves. Firstly, one set of curves suggests that the state-of-the-art testing ap-
proaches inadequately exercise the ground truth features and signals, failing to extensively
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cover the signals most relevant to the property under test. Secondly, another set of curves
indicates that FCT-C achieves better coverage of these features and signals compared to
the state-of-the-art methods, highlighting the need for specific methods to thoroughly
cover relevant features of relevant signals. Lastly, a third set of curves showcases that
FCT-S surpasses both FCT-C and the state-of-the-art, achieving higher coverage of
the GT features and signals. This trend holds true across all experimental models and
properties. This observation underscores the effectiveness of our feature identification
procedure in identifying features and signals that contribute to the coverage of GT signals
and features, implying a correlation between them. Additionally, from Figure 7.4, we
note significant overlaps among the curves corresponding to the state-of-the-art testing
strategies across all experimental models and properties, indicating their comparable
performance in exercising the GT signal features.

Figure 7.3 presents the trends over time of ζcomp across various test generation techniques.
Employing a tubular visualization, we encapsulate the ζcomp values, integrating minimum,
maximum, and mean statistics. The tubular boundaries delineate the range between
minimum and maximum values, with the mean value represented by a bold line within this
range. Upon examining Figure 7.3 for the variability in ζcomp values, it is apparent that
the tubes are closely grouped, indicating minimal dispersion between the extreme (i.e.,
minimum and maximum) values. Furthermore, significant overlaps are observed among
the tubes corresponding to state-of-the-art techniques across most of our experimental
models and properties. Similarly, Figure 7.5 illustrates the variability in ground truth
signal feature coverage ζφ trends. This visualization employs the same tubular format,
capturing minimum, maximum, and mean ζφ values. Notably, the tightly packed tubes
suggest limited variance in the data. Due to the significant overlap among the data
points for ART- and SDV-EC-based test suites, we have excluded the SDV-EC curves
from Figure 7.3, Figure 7.4, and Figure 7.5 to enhance the readability of the plots. In
both Figure 7.3 and Figure 7.5, a distinct contrast in performance is evident between our
feature-coverage testing techniques and the state-of-the-art methods, with the former
demonstrating superior efficacy.

RQ-7.2 - Fault Revealing Capability

RQ-7.2 explores whether test suites generated based on signal feature coverage are more
effective at detecting faults compared to those created using state-of-the-art methods.
Specifically, we assess the mutant-killing capability of test suites produced by ART,
FT-BCA, FT-S-TaLiRo, SDV-EC, OD-VB, and OD-FB, and compare them to those
generated by our FCT methods, namely FCT-C and FCT-S.

Figure 7.6 presents the trends over time of the number of mutants φ-killed by test suites
generated using different methods. For clearer visualization and easier interpretation,
the plots display the average number of mutants φ-killed. For a detailed view of the
variability in the number of mutants φ-killed, readers can refer to Figure 7.7. For the
mutant-killing trends for various test suites, there is significant overlap between the
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Figure 7.4: Trends over time of the mean ζφ-values computed for ground truth signals
and features.

curves for ART and SDV-EC-based test suites. As a result, in each subplot of Figure 7.6
and Figure 7.7, only one of these curves is clearly visible at a time.

We verified the φ-killability of the mutants using the mutant-directed test generation
strategy outlined in [BMNY23], and also outlined in Algorithm 6.1 discussed in Chapter 6.
All generated mutants were confirmed to be φ-killable. As illustrated in Figure 7.6, distinct
patterns are evident among the curves. The curves for FCT-C and FCT-S consistently
show a significantly higher number of φ-killed mutants compared to all other state-of-the-
art testing methods. This trend is consistent across all models and properties, providing
strong evidence for the effectiveness of generating test cases that thoroughly exercise the
features of the internal signals.

An interesting observation is that the FT approach (both BCA and S-TaLiRo), which
focuses on property falsification, does not achieve a higher mutant kill count than other
state-of-the-art methods. In fact, it consistently performs less effective compared to
FCT-S and FCT-C across all system models and their respective properties. This
suggests that targeting falsification may be less effective in identifying faults than the
strategies employed by FCT-S and FCT-C. Similarly, the ART-based test generation,
which prioritizes diversity among inputs without considering the property, also shows
lower mutant-killing effectiveness. ART-generated test cases fail to sufficiently (i) explore
the internal behavior of the software and (ii) detect basic faults, such as those seeded
using FIM, that could impact the property. This outcome aligns with previous findings in
the literature [BMNY23], further highlighting the inadequacy of ART-generated test cases
for effective fault detection. It is also observed that the performance of SDV-EC-based
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Figure 7.5: Trends over time of ζφ achieved by different test generation strategies: Tubular
visualization indicating minimum, maximum and mean values.
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Figure 7.6: Trends over time of the average number of φ-killed mutants by different test
generation strategies.

Figure 7.7: Trends over time of the number of φ-killed mutants by different test generation
strategies: Tubular visualization indicating minimum, maximum and mean values.
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test suites in φ-killing the mutants is very similar to that of ART-based test suites,
including their signal feature coverage.
Furthermore, output diversity-based testing strategies (OD-VB and OD-FB) show lim-
ited effectiveness in fault detection. These strategies aim to increase the likelihood of
uncovering failures by diversifying test output signals, which enhance the chances of
detecting significant discrepancies between expected and actual outputs. However, our
PBMT evaluations across various models and properties suggest that the low mutant-
killing performance of OD-VB and OD-FB results from insufficient exploration of the
feature values within internal signals. This inadequate coverage prevents these strategies
from effectively identifying faults. More specifically, the OD-FB approach focuses on
diversifying the feature vectors of output signals but fails to diversify the features within
internal signals. We believe this shortcoming is due to the complex interconnections and
interactions between components and signals within the system. In essence, OD-VB and
OD-FB testing methods fall short in thoroughly examining the internal behavior of the
system model.
In contrast, FCT-S and FCT-C produce test cases that achieve greater feature coverage,
significantly improving their effectiveness in detecting and capturing system errors,
leading to a higher mutant-killing capability. These findings highlight the substantial
benefits of generating tests that cover a wide range of features and feature values. Such
tests are more likely to reveal faults by exercising them in ways that noticeably impact
safety properties. By focusing on the features of internal signals, feature-coverage testing
increases the chances of activating faults or erroneous behaviors linked to those features.
This approach is particularly effective because faults in CPSs are often associated with
specific signal characteristics or interactions between signals.
In summary, FCT-S and FCT-C proved to be the most effective test case generation
strategies, achieving the highest mutant kill count. The tests generated by FCT-S and
FCT-C exercise mutants in a manner that modifies the features of internal signals,
causing failures to propagate to the observable interface and resulting in system property
violations. Moreover, the superior performance of FCT-C and FCT-S underscores the
importance of diversity in the feature values covered by test cases. This diversity enables
a more thorough exploration of the system’s response space, increasing the likelihood of
uncovering various types of faults or corner cases that might be overlooked by feature-
insensitive testing approaches.
In Figure 7.7, we present the trends over time for the number of mutants φ-killed with
respect to a given property φ, showing minimum, maximum, and mean values. This
visualization provides a comprehensive view of the variability in mutant killing across
different scenarios, enhancing the understanding of overall performance. Examining
Figure 7.7, we observe that test suites generated by FCT-S and FCT-C demonstrate the
ability to kill the highest number of mutants, reaching a maximum mutation score of
100% (i.e., killing all φ-killable mutants) at around 18k seconds (approximately 5 hours)
for most experimental subjects. Additionally, we notice significant overlap among the
tubes representing the state-of-the-art testing strategies for certain subjects. In particular,
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in the FCS (property 1), AECS, NN (property 1), and SC models, the maximum number
of mutants killed appears slightly higher for ART-based and SDV-EC-based test suites.
However, it is crucial to emphasize that the overall mutant killing count for ART-based
and SDV-EC-based suites remains substantially lower compared to even the minimum
number of mutants killed by our FCT-C and FCT-S techniques.

Another important finding is that the Specification-directed feature-coverage testing
strategy, FCT-S, exhibits similar performance to the baseline FCT-C method. Across
most of our experimental models and properties, the differences in the mean number
of mutants φ-killed by FCT-C and FCT-S are marginal. This parity in performance
between FCT-S and FCT-C-based testing methods implies that while the specification-
directed approach thoroughly exercises signals and features strongly correlated with
the tested property, it may not necessarily improve mutant killing compared to the
feature-comprehensive strategy.

In our concluding analysis, we investigated the correlation between coverage values of
individual signal feature types and mutation scores to assess if particular features notably
impact mutation-killing capabilities. However, we did not observe a consistent pattern
across all our experimental subjects concerning the influence of individual signal features
on mutation-killing effectiveness. We aim to explore further the role of signal features in
fault detection as part of our future research endeavors.

7.3.3 Threats to Validity
Our evaluation is influenced by the following threats to validity:

External Validity: Like many studies, ours faces an external validity concern regarding
the generalizability of the results. To address this, we tested multiple properties and
CPS models across diverse application domains. The consistency of the results across all
properties and applications suggests that our findings provide a valuable and motivating
foundation for further investigation into the concept of signal feature coverage. Another
potential threat is the representativeness of the injected faults. Our results are based on
common faults and mutation operators specific to Simulink® models, as supported by
FIM (discussed in Chapter 3), to offer a fair and relevant evaluation with hundreds of
injected faults. Conducting an initial study of this scale with real Simulink® faults would
be challenging due to the necessity of a large dataset of actual faults.

Internal Validity: An internal validity concern involves the generated mutants. We
focused on FOMs, consistent with common research practices in MT, and supported
by evidence indicating their reliability as predictors of test suite effectiveness [JJI+14].
Exploring multi-fault Simulink® models remains an avenue for future research.

Conclusion Validity: One potential concern regarding conclusion validity relates to the
randomness inherent in the test generation methods. To address this, we conducted each
test case generation process 30 times. We reported both average results (as shown in
Figure 7.2, Figure 7.4, and Figure 7.6) and results regarding the variance of the computed
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metrics (depicted in Figure 7.3, Figure 7.5, and Figure 7.7). The uniformity of findings
across all subjects and the minimal variation in results suggest that the presence of
randomness does not pose a significant threat to our conclusions.

7.4 Related Work
In recent years, there has been a growing interest in coverage-based testing approaches for
CPS dataflow models. One prominent metric is input coverage, which focuses on achieving
diversity among input signals [LNLB19]. Similarly, output coverage aims to diversify sys-
tem outputs [MNBB19]. The studies presented in [MNBB19,MNBB15,LNLB19] explore
methods for generating tests that maximize output signal diversity in Simulink® models
by guiding the process based on the output values that need to be tested. The underlying
idea is that diversifying the output signals increases the chances of detecting significant
discrepancies between expected and actual outputs, thereby enhancing failure detection.
Structural coverage metrics for CPS dataflow models encompass block execution coverage,
decision coverage, condition decision coverage, modified condition decision coverage,
and node/edge/path coverage [Mat23b,TBAA15,AERP04]. While traditional coverage
criteria typically focus on input values, output responses, and structural elements, they
fall short of fully capturing the complexities and dynamic behaviors inherent in CPS
dataflow models. The dynamics of CPS dataflow models are particularly influenced by
internal signal features and interactions. Conventional testing strategies that rely solely
on input/output values fail to ensure comprehensive testing of the internal behavior of
the system, often missing critical faults, as highlighted by our empirical findings. Signal
feature coverage addresses these shortcomings by explicitly considering the internal signal
features within CPS dataflow models, thereby more effectively revealing system faults.

Several researchers have explored the use of signal features to improve the testing of
CPS models. Zander [ZN09] introduced a detailed taxonomy of signal features tai-
lored for dataflow models, advocating for their use in describing specifications and test
oracles. Similarly, Matinnejad et al. [MNBB19] examined signal features, highlight-
ing the importance of diversifying them to enhance test generation processes. Other
researchers have argued that internal signals are valuable for fault identification and
localization [LNLB19,GRS+16]. Liu et al. [LNLB19] suggested that considering inter-
nal signals can enhance fault localization in Simulink models, as faults become more
detectable when analyzing internal signals or intermediary outputs. Similarly, Gay et
al. [GRS+16] proposed that focusing on the final outputs of a Simulink model might
mask the effects of internal faults. In contrast, examining subsystem outputs can make
the impact of faults more evident. In this thesis, we contribute to this field by proposing
a novel approach based on signal feature coverage. This approach guides test generation
to focus on exercising the features of internal signals within CPS dataflow models, thus
enhancing the effectiveness of the testing process.

Another research avenue explores integrating formal methods [MWR+15] and model
checking techniques [NGM+19] with coverage-based testing. These methods use for-
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mal specifications to guide test case generation and verify system properties [DDD+15,
DYHF17,MYPF19]. For instance, Bartocci et al. [BBM+22] propose an adaptive test
generation strategy to achieve specification coverage for temporal logic properties. Addi-
tionally, Dokhanchi et al. [DZS+15] enhance falsification methods by applying coverage
metrics to the state space of hybrid systems. Our approach, however, leverages formal
specifications (specifically, system safety properties expressed in STL) to pinpoint crit-
ical signals and features, which are then used to generate test cases focused on signal
feature coverage. Furthermore, the automation of test case generation has been explored
using techniques such as genetic algorithms [OHY11,AWM+18] and search-based test-
ing [TAC+21,ZC08]. In line with these search-based strategies for achieving specific test
objectives, we utilize BCA to generate test cases that maximize signal feature coverage.

Moreover, researchers have investigated mutation-based testing for CPS Simulink dataflow
models, focusing on detecting seeded faults [BHM+09,HNT14]. As outlined in Chapter 6,
we introduced Property-Based Mutation Testing [BMNY23] to address mutation testing
for CPS Simulink models with respect to formal properties. In our experiments, we
utilized this approach to showcase the mutant-killing effectiveness of the test suites
generated by our feature-coverage testing methods.

7.5 Conclusion
We introduced signal feature coverage as a new coverage metric specifically designed
for CPS dataflow models, based on commonly observed signal features. Additionally,
we developed a test generation strategy aimed at maximizing signal feature coverage
for a specified set of features and signals. Our feature-coverage testing approach was
evaluated against four state-of-the-art methods, demonstrating superior fault detection
by enhancing the coverage of different features of the internal signal within a system
model. Our feature-coverage testing method consistently outperformed existing testing
strategies across all properties and subjects in our experiments.

The experimental results yielded the following important insights: (1) Utilizing signal
features leads to coverage criteria that more accurately reflect the behavior and intricacies
of CPS models. (2) Test suites designed to maximize signal feature coverage achieve
higher mutation scores.

Data Availability Statement. Our data package and all the details of our evaluation
results are available at https://gitlab.com/DrishtiYadav/fct_master.
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CHAPTER 8
Summary and Future Work

In this chapter, we encapsulate the essence of the thesis and illuminate potential paths for
future research. First, by distilling the core themes and findings, we offer a brief overview
of the thesis contributions in Section 8.1. Next, we identify unexplored areas and propose
avenues (in Section 8.2) for further investigation, paving the way for continued scholarly
inquiry and advancement in the field.

8.1 Summary
The primary contribution of this thesis, as indicated by its title, lies in the development
of a fault-based testing framework tailored for safety-critical CPSs, facilitating swift
and accurate fault diagnostics for such systems. The proposed framework integrates
several techniques, including fault injection, global optimization, search-based testing for
fault localization, mutation testing against formal properties, and feature coverage-based
testing. This amalgamation offers distinct advantages over existing approaches and
facilitates comprehensive testing across various scenarios. The focus of this thesis was
specifically on CPS Simulink models governed by STL specifications. These specifications
enable the encoding of intricate task requirements, encompassing both spatial and
temporal constraints within the system.

Chapter 3 introduced FIM, a toolkit designed for automating fault injection and mutant
generation tasks within Simulink models. With FIM, testers have the flexibility to control
the activation of fault blocks according to their testing objectives, and fine-tune fault
parameters to rigorously evaluate the system under test against failures, assessing its
fault tolerance. Verification experts and testers can adapt and customize our existing
open-source toolkit to suit their safety evaluation and testing requirements. The fault
injection tool FIM developed in this chapter forms the foundation for fault seeding and
mutant generation in the later chapters.
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Chapter 4 introduced a novel optimization algorithm termed Blood Coagulation Algorithm
(BCA), inspired by the mechanism of blood coagulation in the human body. Drawing from
the cooperative behavior of thrombocytes and their intelligent clot formation strategy,
BCA emphasizes intensification and diversification within a search space. Through
extensive testing on a benchmark of well-known functions and real-world optimization
problems, we compared BCA with several state-of-the-art meta-heuristic algorithms,
revealing its competitive and statistically significant performance. The BCA optimizer
introduced in this chapter plays a crucial role in the subsequent chapters, handling
optimization tasks efficiently.

Chapter 5 introduced a new technique for fault localization in Simulink models of safety-
critical CPS. Our method, guided by an STL property, utilizes both failing executions
and automatically generated passing executions resembling the failed ones to pinpoint
anomalous signals and, consequently, the probable faulty blocks. We also applied
our technique using equivalence testing, where fault localization aligns with implicit
specifications. We then showcased the efficacy of our approach, demonstrating that our
method effectively localizes multiple faults within an acceptable cost, surpassing the
performance of CPSDebug, a commonly used approach in the field.

Chapter 6 introduced Property-Based Mutation Testing (PBMT), an innovative approach
aimed at evaluating test suites based on software properties. We formalized the concept
of mutant killability concerning the satisfaction and violation of a property by the original
program and its mutated version, respectively. This formalization provided a robust
foundation for PBMT and its associated mutant killing problem, facilitating the use
of the BCA optimizer for test case generation. We employed various test generation
strategies to create test suites and examined their effectiveness in mutant killability.
Our investigation of PBMT utilized two Simulink models within the safety-critical CPS
domain, highlighting the challenges and relevance of testing software against properties
compared to traditional MT method. Additionally, our evaluation revealed that current
state-of-the-art techniques like Adaptive Random Testing and Falsification Testing still
have limitations in generating test suites capable of effectively killing mutants when
tested against properties.

Chapter 7 detailed the introduction of Signal Feature Coverage, a coverage metric
specifically designed for CPS dataflow models, focusing on common signal features. A
search-based test generation strategy was also developed to maximize this coverage for
a given set of features and signals. When compared to four leading test generation
techniques, our proposed search-based strategy was shown to maximize signal feature
coverage more effectively, resulting in superior mutant detection. This highlights the
advantage of utilizing signal features to establish a coverage criterion that is better suited
to capturing the behavior and intricacies of CPS models. Specifically, we demonstrated
that encompassing a broad spectrum of signal features can effectively address various
aspects of system functionality, thereby increasing the probability of detecting faults
caused by mutations.
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8.2 Outlook and Future Research Directions
The methodologies developed in this thesis, though focused on CPS Simulink models
governed by STL specifications, are applicable to other formal specification languages
for signal-based temporal properties. The fault localization method in Chapter 5, which
compares passing and failing test cases, can be used with any formal language that
has well-defined qualitative and quantitative semantics. Similarly, PBMT (evaluating
property satisfaction on the original program and their violation on mutants) and FCT-S
(identifying features impacting properties) are language-agnostic, given the availability of
these semantics. Fault injection is inherently language-independent. Additionally, the
Blood Coagulation Algorithm (BCA) is not tied to any specific formal language, though
its use in search-based tasks may involve formal specifications. Thus, with well-defined
semantics, our proposed methods remain broadly applicable and effective.

This thesis does not comprehensively explore every possible aspect of the presented
work. While this dissertation includes experimental validation, it is equally important to
assess the practical effectiveness of the proposed tools and methodologies in real-world
CPS development environments. To this end, we plan to conduct a user study with
professional engineers actively working on CPSs to evaluate the tools’ usability, efficiency,
and overall impact during fault diagnosis tasks. By simulating realistic scenarios, we aim
to gather feedback on workflow integration, identify areas for improvement, and refine
our approach. If access to professional engineers is limited, an initial study with students
specializing in CPS development will be considered for preliminary insights.

There are several promising avenues for future research that have yet to be explored
in this thesis or within the research community. At a broader level, a potential avenue
for future research involves exploring higher-order mutants within formal temporal
logic specifications, along with investigating falsification and coverage-based testing
in multi-fault CPS dataflow models. Developing more systematic tools that can offer
formal safety assurances when multiple faults are introduced into the system is crucial,
especially in scenarios involving complex CPS controllers with learning-based control
laws or learning-enabled perception, which inherently introduce stochastic elements into
the system.

Besides, on a more general level, a potential avenue for future research involves testing
with Simulink models that contain documented real faults, although this task is notably
challenging due to the scarcity of such models. Furthermore, future investigations could
involve testing our proposed tools and techniques across a broader range of Simulink
models and a larger set of STL properties. This approach aims to address potential
validity threats by enhancing the generalizability of the results obtained.

More with respect to the themes explored in this thesis, we consider FIM (as discussed in
Chapter 3) to be a significant advancement in the verification process for safety-critical
systems. Presently, FIM efficiently generates a considerable number of fault-injected
models, enabling scalable fault injection experiments. Future improvements may target
specific application scenarios, like offering more refined testing options. Conducting
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an empirical study to evaluate the costs and benefits of large-scale mutation testing
in Simulink models could provide valuable insights. Moreover, expanding the tool to
include additional options for fault events could enhance fault diagnosis and reasoning
capabilities. Lastly, integrating FIM with simulation-based verification engines employing
formal approaches for safety analysis holds promise for further enhancing its utility.

Another promising avenue for future research involves extending BCA to address multi-
objective and many-objective optimization problems. Additionally, investigating the
performance of BCA with various constraint handling approaches for solving constrained
optimization problems is another promising area for research. The capability of BCA
to deal with highly constrained problems also needs to be explored. Additionally, there
is a need for continued research to evaluate the effectiveness of the proposed algorithm
in addressing complex real-life applications characterized by complex search spaces and
high dimensionality across diverse multidisciplinary domains. Given the simplicity of the
BCA proposed in this thesis in Chapter 4, incorporating additional mechanisms such as
evolutionary updating structures and chaos-based updating strategies could be beneficial
for future research efforts.

Expanding upon the other subjects addressed in this thesis, there is potential for expanding
upon our fault localization methodology, as outlined in Chapter 5. This expansion could
involve integrating different test generation strategies and evaluating how they influence
the accuracy of fault localization as a whole. Additionally, delving into the interaction
among various failing executions within a system that violates a given specification
presents an intriguing avenue for exploration. Also, developing nuanced strategies to
select the most effective test cases from a test suite based on these interactions could be
a valuable endeavor.

Another prospective research trajectory involves adaptation of PBMT to closely associated
CPS modeling languages, encompassing Simulink models integrated with Stateflow Charts.
Additionally, there will be a need for further exploration into HOMs, along with research
endeavors aimed at addressing test case generation for exposing higher-order faults.
Furthermore, complex LUTs (including n-D lookup tables and Prelookup blocks) are also
used in model-based development of hybrid systems with Simulink. Mutations occurring
within these LUTs could present greater interest to testers, thus representing a potential
avenue for future research.

Another promising future research avenue involves expanding the study of signal feature
coverage to HOMs and assessing its applicability in more complex scenarios. Furthermore,
refining the testing approach by exploring the interactions of different signal features on
system specifications could enhance its effectiveness. These initiatives are set to expand
the knowledge in CPS testing, ultimately leading to the creation of more resilient and
dependable CPSs in the future.

To conclude, we hope that certain sections of this thesis will serve as a foundation for
further exploration and development, whether it is through expanding upon the points
outlined in the future prospects or applying the concepts in different domains.
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