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Abstract—In recent years, methods based on Symbolic Com-
puter Algebra (SCA) have become increasingly successful in the
field of formal verification of arithmetic circuits. While several
different approaches have been proposed to tackle this challeng-
ing task, most of them are based on the same mathematical
operations. They perform ideal membership tests that reduce
specification polynomials by a series of polynomial divisions.
For integer arithmetic, under certain conditions, the polynomial
divisions boil down to substitutions of variables in integer
polynomials. In this context, the overall performance of an SCA
verification tool is closely related to the efficiency of the steps
manipulating integer polynomials. In this paper we present our
tool FastPoly, a package for representing integer polynomials that
provides efficient operations including variable substitution with
integrated normalization steps. We provide the sources of our
tool, making it available for other research groups to support
future progress in this field.

I. INTRODUCTION

Arithmetic circuits play an important role in circuit designs,
ranging from general-purpose processors to specialized hard-
ware used in computationally intensive applications such as
cryptography or machine learning. In order to increase the
confidence in the designs and to avoid design errors such as the
infamous Pentium bug [1], fully automatic formal verification
became more and more important.

In particular, the verification of multiplier and divider
circuits has been a challenging problem for a long time.
Methods based on BDDs [2], [3] struggle with exponential
space complexity while SAT-based methods [4], [5] experience
exponential run times. However, methods based on Symbolic
Computer Algebra (SCA) have become increasingly success-
ful in recent years, enabling the verification of large and
complex arithmetic circuits like finite field multipliers [6],
integer multipliers [7]–[23], modular multipliers [24] and
divider circuits [25]–[29]. Here the verification task has been
reduced to an ideal membership test for the specification
polynomial based on so-called backward rewriting, sometimes
also referred to as algebraic reasoning [19], [20], [22], [30].

In the context of SCA-based formal verification for inte-
ger arithmetic, a variety of different approaches have been
published recently. Some focus on reverse engineering and
detection of converging cones to precompute polynomials for
sub-circuits and simplify those polynomials early on [15], [16],
[18], [21]. Some rely on adder detection to simplify the circuit
under verification and additionally split the ideal membership

test into several sub-tasks by splitting the specification into
“slices”, one for each primary output [17], [19], [20], [22],
[30]. Others precompute specific signal relations in the circuit
like equivalences/antivalences [27] or satisfiability don’t cares
[28], [29] to simplify occurring intermediate polynomials
which especially is necessary for divider verification. One of
the most recent methods showed that a successful verification
of integer multipliers can be achieved by only using dynamic
phase and order optimization [23].

Despite differences in the way their algorithms work, at
the lowest level all of these approaches rely on the same
basic operations: Representing specification polynomials and
performing manipulation steps on them, either by polynomial
divisions or the simpler substitutions of variables by integer
polynomials. In the remainder of the paper we will refer to
those manipulations as substitution steps. Those substitution
steps influence the higher-level algorithms in several ways:
First, the overall performance of the algorithm is closely
related to the efficiency of single substitution steps. This is
easy to conclude, because each approach ultimately boils down
to a certain number of necessary substitution steps that it
must perform. Second, the efficiency of single substitution
steps already influences the design options of the algorithms.
If a single substitution step already has high computational
costs, algorithmic approaches reducing the number of sub-
stitution steps or splitting the specification polynomial into
smaller slices become more important and elaborate methods
searching for good substitution orders to reduce peak sizes of
polynomials as used in [23] become infeasible.

In this paper we present FastPoly, an integer polynomial
package that provides efficient operations on polynomials
including the substitution steps which are the basis for many
SCA-based algorithms. We elaborate how we achieve an
efficient implementation of those substitution steps by using
two simple data structures. Our experimental results show the
efficiency of our package in contrast to other publicly available
polynomial packages which provide a similar operation set.
By providing the sources of our package and making them
available for other research groups, we encourage and support
future progress in this field.

The paper is structured as follows: In Sect. II we provide
details on our polynomial package. In Sect. III we give a
demonstration of how to use our package. We evaluate our
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package in Sect. IV and conclude the paper with final remarks
in Sect. V.

II. TOOL DESCRIPTION

A. Requirements

Before diving into the details of our polynomial package,
we first summarize the requirements for a polynomial package
that is suitable to be used in SCA-based approaches to the
verification of integer arithmetic circuits.

We start by defining the polynomials we want to represent
as well as their basic characteristics: For integer arithmetic
we consider polynomials over binary variables (from a set
X = {x1, . . . , xn}) with integer coefficients from Z, i. e.,
a polynomial is a sum of monomials, a monomial is a
product of a term with an integer, and a term is a product
of variables from X . Polynomials represent pseudo-Boolean
functions f : {0, 1}n ↦→ Z. The very basic operation that
our polynomial package has to provide (in an efficient way)
is the substitution step of the SCA-based backward rewriting
approach. In this step all occurrences of a distinct variable
xi in the polynomial are replaced by some other polynomial
Pi, i. e., the substitution with xi = Pi (or the polynomial
division with the polynomial −xi + Pi) is performed. To
achieve canonical representations, polynomials also have to
be simplified after each substitution step by reducing powers
kv of variables v with k > 1 to v (since the variables are

binary), by combining monomials with identical terms into
one monomial, and by omitting monomials with leading factor
0. For those normalization steps we need the functionalities
of finding, adding and removing monomials. For example, if
we want to add a monomial c · m (which originates from a
substitution step or has to be added for other reasons) to our
polynomial, we first have to search for a monomial d · m 
that already exists in the polynomial. In this case, the old
d · m is removed and the new monomial (c + d) · m (if
c + d ̸= 0) is added to the polynomial. In this way we make
sure that there is only up to one monomial with the same term
in the polynomial. In the context of circuit verification, xi 
typically represents the output of a circuit component and Pi 
is the polynomial description of the function of this component
expressed in its input variables. Such components can be basic
logic gates such as AND and OR gates with the corresponding
polynomials being Pi = ai · bi and Pi = ai + bi − ai · bi,
respectively, but they can also describe larger parts of the
circuit, such as fanout-free cones, as used in [16]. Fig. 1 shows
the series of substitution steps for a full adder circuit.

In summary, our polynomial package has to represent and
normalize polynomials as described above. We need to be
able to find monomials in the polynomial quickly, we have
to add and remove monomials quickly, and we need an
efficient way of carrying out the basic substitution step. Next
we describe how we achieve those goals in our polynomial
package FastPoly.

x8 = x5 + x6 − x5x6 
x7 = x3 + x4 − 2x3x4 
x6 = x3x4 
x5 = x1x2x3 x7 
x4 = x1 + x2 − 2x1x2 

x2 
2x8 + x7 

x8→ 2x5 + 2x6 − 2x5x6 + x7x8 
x1 

x4 

x5 

x6 

x6→ 2x5 + 2x3x4 − 2x3x4x5 + x7 
x7→ 2x5 − 2x3x4x5 + x3 + x4 
x5→ 2x1 x2 − 2x1x2x3x4 + x3 + x4 
x4→ x1 + x2 + x3 

Fig. 1. Full adder circuit with series of substitutions.

B. Implementation

Our polynomial package FastPoly is implemented in C++.
In this subsection we break down the data structures used and
how they support the necessary operations.

1) Polynomials: Our class for polynomials, called Polynom,
is the data structure saving all information needed for the
representation of integer polynomials and enabling an efficient
implementation of the substitution operation. The class con-
sists of two major parts. The first part uses the std::set from
C++ for saving all monomials of a polynomial. We elaborate
on the monomial class in the next subsection. For now it
is only important to know that we have monomial objects
representing monomials and those monomials have a specific
order defined among each other which is used to determine
a monomial’s position in the set. The std::set is usually
implemented as red-black tree. Therefore, searching, inserting
and removing monomials have logarithmic time complexity in
the size of the set, i. e., the size of the polynomial.

However, for the desired substitution operation, where we
substitute all occurrences of a variable xi in the polynomial by
some other polynomial Pi, this set is not sufficient to enable
an efficient implementation of the operation. As mentioned,
searching for a monomial has logarithmic time complexity,
which is good enough for our needs as long as we are
searching for a single specific monomial. In contrast, for the
substitution operation we do not search for a single monomial
only, but we have to find all monomials which include the
variable xi we want to substitute. To avoid the necessity of
searching through the complete polynomial for this purpose,
we use a second index data structure for our polynomial class
which we call refList. Basically, we maintain for every variable
in the polynomial a doubly linked list. The elements stored in
the doubly linked list for some variable xi are pointers to
all monomials containing xi. The heads of the doubly linked
lists are stored in a C-style array. Now, for the substitution
operation we find all monomials containing a specific variable
xi by obtaining (in constant time) the head of the list for xi 
from the array under index i and by following the doubly
linked list afterwards. If a variable is not present in the
polynomial, the corresponding list will be empty, which can
be checked in constant time as well.
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2) Monomials: Now, we define the implementation of
monomials in detail. Our class for monomials is called Monom
and consists of the following: The coefficient is realized
by an arbitrary-precision integer implemented by the GNU
Multiple Precision Arithmetic Library (GMP) [31]. A usual
64-bit integer is not sufficient here since in circuit verification
we typically deal with very large coefficients. The term of
the monomial is a C-style array of integers which is always
sorted in ascending order. An integer i represents the variable
xi. We use an additional integer to save the size of the array
and an additional integer to save the sum over all indices of
variables in the monomial. This sum can be seen as a very
light-weight form of a hash value for each monomial which
is used to differentiate between monomials more quickly. For
saving the monomials into the std::set of the polynomial class,
we have to define a specific order on monomials. To compare
two monomials, we first compare the sum components of
the monomials. In case the sums are identical, we compare
the sizes of the monomials next. If the sizes are identical
as well, we fall back to a lexicographic order of the terms
of the compared monomials. For this lexicographic order, we
may need, in the worst case, to compare all variables in both
terms of the compared monomials. For this reason we compare
the sum and size attributes of monomials first, since most
monomials differ already either in their sum or their size. Note
that the coefficients of monomials are not used for ordering.
There is only up to one monomial with the same term in a
polynomial and during the addition of a monomial c · m to a
polynomial p we just look for some existing monomial d·m in
p with arbitrary coefficient d. Additionally, the representation
of a monomial m contains for each variable xi a “back”
pointer to the element in the doubly linked list for xi that
points to m. In that way, m can be removed from the index
data structure formed by the doubly linked lists in time that is
linear in the size of m. Fig. 2 provides a visualization of the
explained data structures for the simple example polynomial
P = 5x1 + 7x2 + 9x1x3.

C. Additional Features

In addition to the basic structure of our polynomial package
explained in the previous subsection, we provide the following
features:

• Internal modulo reduction: Our package provides the
possibility to set a modulo reduction parameter, enabling
an internal modulo operation on monomial coefficients al-
ready during internal polynomial operations. This ensures
that all monomial coefficients are calculated modulo the
reduction parameter, which is used in many SCA-based
approaches [23].

• Phase Optimization: We offer the functionality to change
the “phase” of a variable in the polynomial by replacing
each occurrence of the variable by its negation. This can
be used to perform phase optimization with the goal to
reduce the polynomial size [23].

• Certification: We offer the ability to produce certificates
in the practical algebraic calculus (PAC) format [32].

III. TOOL USAGE

We provide the source code of our tool at [33]. Our tool
relies on the GMP library [31] which has to be preinstalled
by the user. We currently provide three different APIs for the
usage of our polynomial package (which also can be used in
a mixed fashion):

1) Reading in the starting polynomial and the polynomials
for the substitution steps from an external file.

2) Building polynomials from scratch using the construc-
tors of the polynomial and monomial classes and per-
forming substitution steps of variables by polynomials
by the basic substitution function.

3) Using pre-defined “shortcut” functions for substitution
steps of basic logic gates.

In Listing 1 we provide a demonstration on how to use
these APIs for the simple example of backward rewriting a
full adder circuit which is shown in Fig. 1.

IV. EXPERIMENTAL RESULTS

We have tested the performance of our package on a number
of sample cases. The tests were executed on a single core of
an Intel Xeon CPU E5-2643 with 3.30 GHz. Resources were
limited to 32 GB of main memory and 6 hours of CPU time.
For comparison we ran the same experiments for the general-
purpose computer algebra system SINGULAR [34] as well as
for the polynomial library used in AMULET2.2 [30], since it is,
to the best of our knowledge, the only other publicly available
polynomial package for the specific purpose of SCA-based
verification.

We provide an artifact at [35] for better reproducibility of
our experimental results.

For the benchmark set we decided to use some examples
from SCA-based multiplier verification [23]. Since we want
to evaluate the performance of our presented package and
compare it to the polynomial library from AMULET2.2 and to
the computer algebra system SINGULAR, we abstract from
differences in the application of the polynomial packages
in our verification tool DYNPHASEORDEROPT [23] and in
AMULET2.2. We achieve this by using benchmarks which
consist only of a starting polynomial (which is equal to the
specification polynomial from [23]) and a (pre-computed)
series of substitution steps. To create these benchmarks, we
use DYNPHASEORDEROPT which intensively searches for a
“good” traversal order (in terms of small intermediate polyno-
mial sizes) of the gates of a given multiplier circuit. It achieves
this by determining candidates for the next substitutions, trying
out these substitution steps and, if the polynomial size grows
too large, reverting the steps again until a suitable series of
substitutions is found. We write out the resulting substitution
order from DYNPHASEORDEROPT to be able to “replay”
it later on. In summary, the experiments we consider here
consist only of construction and substitution of polynomials,
with the substitution steps predetermined in the benchmark
files. Note that DYNPHASEORDEROPT actually performs an
additional “phase optimization” after every step. The phase
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Fig. 2. Visualization of our polynomial data structures.

TABLE I
EXPERIMENTAL RESULTS. TIMES IN CPU SECONDS.

Benchmark # steps
Starting

poly.size FastPoly
Run times

AMULET2.2 Singular
Maximum

poly.size
16-bit sp-ar-rc
32-bit sp-ar-rc
64-bit sp-ar-rc

128-bit sp-ar-rc
256-bit sp-ar-rc

2,816
11,776
48,128

194,560
782,336

288
1,088
4,224

16,640
66,048

0.85
2.53
9.69

38.77
150.35

0.82
9.08

103.58
7444.54

TO

TO
TO
EE
EE
EE

302
1,102
4,298

16,654
66,062

16-bit sp-wt-lf
32-bit sp-wt-lf
64-bit sp-wt-lf

128-bit sp-wt-lf
256-bit sp-wt-lf

3,057
12,616
50,564

200,100
796,191

288
1,088
4,224

16,640
66,048

0.58
2.41
9.84

38.65
158.00

1.24
20.97

455.97
TO
TO

TO
TO
EE
EE
EE

670
2,055
8,315

26,522
82,154

8-bit sp-ar-ks 652 80 1.77 TO TO 54,473

optimization is omitted, since the polynomial library from
AMULET2.2 does not support this operation. We considered
three different multiplier architectures: sp-ar-rc, sp-wt-lf, and
sp-ar-ks [36]. Usually, integer multipliers are composed of
three stages: The first stage is the Partial Product Generator
(PPG) which generates partial products from the bits of the two
input operands. In our considered architectures this is realized
by a simple PPG (sp), which just computes the logical AND
of all bits of the first input and all bits of the second input.
The second stage is the Partial Product Accumulator (PPA)
which sums up all the partial products until they are reduced
to two numbers only. In our experiments we consider array
accumulation (ar) and Wallace trees (wt) [37]. The third stage
consists of the Final Stage Adder (FSA) which converts the
resulting two numbers from the PPA stage into the final binary
representation of the output product, realized by a two operand
adder network. We consider the well-known ripple-carry adder
(rc), the Ladner-Fischer adder (lf) [38] and the Kogge-Stone
adder (ks) [39]. The former two architectures sp-ar-rc and sp-
wt-lf can be considered as easy to verify and lead to rather
low peak sizes of the polynomials when choosing a reasonable
substitution order. The latter, sp-ar-ks, is more challenging for
SCA-based verification tools. Therefore, we consider bitwidths
ranging from 16 to 256 bits for the two easy architectures,
while we only consider the 8-bit benchmark for sp-ar-ks. We

would like to point out that we have deliberately chosen a
few architectures as examples for which we know that the
computed series of substitution steps does not produce ex-
cessively large intermediate polynomials, even without phase
optimization. A comprehensive experimental analysis showing
the robustness of our verification tool DYNPHASEORDEROPT
on different multiplier architectures can be found in [23]. For
example, the successful verification of challenging circuits
like the sp-ar-ks multipliers for much larger bitwidths than
eight (as considered here) definitely needs the dynamic phase
optimization from [23] as well.

The experimental results are shown in Tab. I. Col. 1 states
the benchmark. Col. 2 gives the number of substitution steps
for this benchmark and Col. 3 the size of the starting polyno-
mial. Col. 4 indicates the run time for our package to execute
all substitution steps while Col. 5 gives the run time for
the polynomial library from AMULET2.2 [30]. Col. 6 shows
the results for the computer algebra system Singular. Col. 7
shows the maximum polynomial size reached by intermediate
results for our package as well as for AMULET2.2. Since we
perform the same series of substitutions for both packages,
they produce the same intermediate results leading to identical
maximum polynomial sizes. However, we cannot confirm
this for SINGULAR, because it does not provide intermediate
results.
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Listing 1. Full adder demo.

# inc lude ” p o l y p a r s e r . h ”

i n t main ( i n t argc , char a rgv ) {**

/ / Example 1 ) Reading i n from e x t e r n a l f i l e .
Polynom spec1 ;
i n i t s p e c ( spec1 , ” . / demo / f u l l a d d e r e x a m p l e . t x t ” ) ;
r e du c e po l y ( spec1 , ” . / demo / f u l l a d d e r e x a m p l e . t x t ” ) ;
s t d : : c ou t << ” R e s u l t 1 : ” << spec1 << s t d : : e nd l ;

/ / Example 2 ) B u i l d i n g po l y nom i a l s from s c r a t c h .
Polynom x8po ly ( 6 ) ; / / I n s t a n t i a t e po l y f o r x8 ga t e .
/ / The i n i t i a l i z a t i o n parame te r d e f i n e s t h e maximum
/ / v a r i a b l e i n d e x f o r t h e po l ynom ia l .
x8po ly . createMonom ( 5 ) ; / / Crea t e and add monom 1* x5 .
x8po ly . createMonom ( 6 ) ; / / Crea t e and add monom 1* x6 .
x8po ly . createMonom ( 5 , 6 , mpz c l a s s ( − 1 ) ) ;
/ / Crea t e and add monom −1*x5*x6 .
Polynom x7po ly ( 4 ) ; / / I n s t a n t i a t e po l y f o r x7 ga t e .
x7po ly . createMonom ( 3 ) ;
x7po ly . createMonom ( 4 ) ;
x7po ly . createMonom ( 3 , 4 , mpz c l a s s ( − 2 ) ) ;
Polynom x6po ly ( 4 ) ; / / I n s t a n t i a t e po l y f o r x6 ga t e .
x6po ly . createMonom ( 3 , 4 ) ;
Polynom x5po ly ( 2 ) ; / / I n s t a n t i a t e po l y f o r x5 ga t e .
x5po ly . createMonom ( 1 , 2 ) ;
Polynom x4po ly ( 2 ) ; / / I n s t a n t i a t e po l y f o r x4 ga t e .
x4po ly . createMonom ( 1 ) ;
x4po ly . createMonom ( 2 ) ;
x4po ly . createMonom ( 1 , 2 , mpz c l a s s ( − 2 ) ) ;
Polynom spec2 ( 8 ) ; / / I n s t a n t i a t e spec2 po l ynom ia l .
spec2 . createMonom ( 8 , mpz c l a s s ( 2 ) ) ;
spec2 . createMonom ( 7 ) ;
/ / Now s u b s t i t u t e x i by i t s ga t e po l y nom ia l x i p o l y .
spec2 . r ep l a ceVa rByPo ly ( 8 , x8po ly ) ;
spec2 . r ep l a ceVa rByPo ly ( 6 , x6po ly ) ;
spec2 . r ep l a ceVa rByPo ly ( 7 , x7po ly ) ;
spec2 . r ep l a ceVa rByPo ly ( 5 , x5po ly ) ;
spec2 . r ep l a ceVa rByPo ly ( 4 , x4po ly ) ;
s t d : : c ou t << ” R e s u l t 2 : ” << spec2 << s t d : : e nd l ;

/ / Example 3 ) Using ” s h o r t c u t ” l o g i c ga t e f u n c t i o n s .
Polynom spec3 ( 8 ) ; / / I n s t a n t i a t e spec3 po l ynom ia l .
spec3 . createMonom ( 8 , mpz c l a s s ( 2 ) ) ;
spec3 . createMonom ( 7 ) ;
spec3 . rep laceOR ( 8 , 5 , 6 ) ;
/ / Func t i on f o r r e p l a c i n g x8 by t h e OR ga t e
/ / po l y nom ia l w i t h i n p u t s x5 and x6 .
spec3 . replaceAND ( 6 , 3 , 4 ) ;
spec3 . replaceXOR ( 7 , 3 , 4 ) ;
spec3 . replaceAND ( 5 , 1 , 2 ) ;
spec3 . replaceXOR ( 4 , 1 , 2 ) ;
s t d : : c ou t << ” R e s u l t 3 : ” << spec3 << s t d : : e nd l ;

re turn 0 ;
} 

It can be seen that our package clearly outperforms the
polynomial library from AMULET2.2 and SINGULAR. This
can be explained by the fact that in the polynomial library from
AMULET2.2 the performance of a single substitution step
clearly depends on the size of the current polynomial, even
if only a fraction of the polynomial is actually changed. This
resulted in long run times and even time outs (indicated by TO)
for benchmarks which produce large intermediate polynomials
like the 128-bit and 256-bit examples as well as the challeng-
ing 8-bit sp-ar-ks benchmark. SINGULAR was not able to solve
any of the benchmarks. The smaller benchmarks ran into time
outs (TO), while benchmarks with bitwidths of 64 and larger
produced an error state (indicated by EE) because SINGULAR
cannot handle more than 32767 ring variables. This result

was to be expected. Although SINGULAR, as general-purpose
computer algebra system, provides the necessary operations to
perform the polynomial substitution steps, it is not specifically
tailored for our considered use case, unlike our polynomial
package as well as the one from AMULET2.2. Our package,
on the other hand, was able to solve every benchmark within a
few minutes. We can observe that the run times of our package
increase roughly linearly with the number of substitution steps
(which in turn grow quadratically with the bitwidth of the
benchmark). We would like to emphasize that the efficiency
of the substitution steps shown for our polynomial package
is key to enabling the intensive order calculations which are
performed in our verification tool from [23].

V. CONCLUSIONS AND FUTURE WORK

We have presented our tool FastPoly, a polynomial package
designed for supporting efficient polynomial operations which
are used in SCA-based approaches for circuit verification. Our
experimental results confirm the efficiency of our tool. We
believe by making our tool available for other research groups
we will support future advances in the field of SCA-based
circuit verification.

REFERENCES

[1] T. Coe, “Inside the Pentium FDIV bug,” Dr. Dobbs J., vol. 20, no. 4,
pp. 129—-135, 1995.

[2] R. E. Bryant, “Graph-based algorithms for Boolean function manipula-
tion,” TC, vol. 35, no. 8, pp. 677–691, 1986.

[3] J. R. Burch, “Using BDDs to verify multipliers,” in DAC, 1991, pp.
408–412.

[4] J. P. M. Silva and T. Glass, “Combinational equivalence checking using
satisfiability and recursive learning,” in DATE. IEEE Computer Society
/ ACM, 1999, pp. 145–149.

[5] E. I. Goldberg, M. R. Prasad, and R. K. Brayton, “Using SAT for
combinational equivalence checking,” in DATE. IEEE Computer
Society, 2001, pp. 114–121.

[6] J. Lv, P. Kalla, and F. Enescu, “Efficient Gröbner basis reductions for
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