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Kurzfassung

Die zunehmende Integration von heterogenen Gebäudeautomationssystemen ermöglicht

gesteigerten Komfort, Energieeffizienz, verbessertes Gebäudemanagement, Nachhaltig-

keit sowie erweiterte Anwendungsgebiete, wie beispielsweise “Active Assisted Living”

Szenarien. Diese Smart Homes und Gebäude sind heutzutage als dezentrale Systeme rea-

lisiert, in denen eingebettete Geräte Prozessdaten über ein Netzwerk austauschen.

Offensichtlich verändern sich dabei die Anforderungen an derlei Systeme, vor allem

hinsichtlich der Informations- und Datensicherheit (Security). Dem Themengebiet siche-

re Kommunikation kommt dabei ein ähnlich wichtiger Stellenwert zu wie dem Aspekt

der Softwaresicherheit. Während erstere Thematik bereits von Standardisierungsgremi-

en und Herstellern aufgegriffen wurde, gibt es bis jetzt keine wissenschaftliche Aufar-

beitung, wie das Problem der Softwaresicherheit in diesem Bereich systemweit realisiert

werden kann. Kein generisches Angriffsmodell ist bekannt und es fehlt an Sicherheits-

empfehlungen. Existierende Schutzmechanismen sind entweder zu zeit- und kostenin-

tensiv oder können nicht einfach auf bestehende Technologien übertragen werden bzw.

berücksichtigen nicht die besonderen Anforderungen. Der Entwurf und die Umsetzung

von Sicherheitsmaßnahmen wird daher EntwicklerInnen überlassen, die oft aufgrund der

Vielfältigkeit des Problems und der Sicherheitsanforderungen überfordert sind. Daraus

resultiert, dass Steuerungs- und Regelungsanwendungen unsicher ausgeführt sind, und

es Widersachern ermöglicht wird, Gebäudeautomationssysteme anzugreifen.

Diese Dissertation stellt eine Architektur für sichere und verteilte Steuerungs- und Re-

gelungsanwendungen in Smart Homes und Gebäuden vor. Damit soll das Problem gelöst

werden, wie diese Software sicher auf den unterschiedlichen oft eingebetteten Systemen

ausgeführt werden kann. Die folgenden, bisher noch nicht wissenschaftlich aufgearbei-

teten Themen, werden diskutiert: eine umfassende Identifikation der Sicherheitsanforde-

rungen, ein Anwendungsmodell, das es ermöglicht Steuerungs- und Regelungsanwen-

dungen formal zu spezifizieren, das Konzept von Sicherheitsattributen, die die Formu-

lierung einer Sicherheitsrichtlinie erlauben und zu guter Letzt, eine Architektur, die die

sichere Entwicklung und Ausführung von Steuerungs- und Regelungsanwendungen so-

wie die Einhaltung von Sicherheitsrichtlinien garantiert.
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Abstract

With today’s ongoing integration of heterogeneous building automation systems, in-

creased comfort, energy efficiency, improved building management, sustainability as well

as advanced applications such as active assisted living scenarios become possible. These

smart homes and buildings are implemented as decentralized systems, where embedded

devices are connected via networks to exchange their data.

Obviously, the demands – especially regarding security – increase: Secure communi-

cation becomes equally important as secure software being executed on the embedded

devices. While the former has (recently) been addressed by standardization committees

and manufacturers, until now no scientific research is available, that targets the problem

of secure control applications in this domain. No attack model has been defined, no secu-

rity measures have been recommended, existing measures from other domains are either

too cost or time intensive to deploy, cannot be trivially applied to or do not cover specific

demands and constraints of the building automation domain. Thus, deploying adequate

control application security measures is left open to developers, who are overburdened

with the manifold and often unknown security requirements. This yields to insecure con-

trol applications, which enable adversaries to attack building automation systems.

This dissertation introduces an architecture for distributed control applications in

smart homes and buildings, which tackles the problem on how to secure software run-

ning on different device classes. The following novelties are contributed, which – to the

best knowledge of the author – have not been addressed in research, yet: a comprehen-

sive identification of security requirements for control applications in smart homes and

buildings, an application model capable of depicting control applications in a formal way,

the concept of security attributes, being able to formally specify a security policy, and a

framework, which allows the secure development and execution of control applications,

and an enforcement of the defined security policies.
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Introduction

1.1 Motivation

A Building Automation System (BAS) aims at improving control and management of me-

chanical and electrical systems in buildings – more generally, interaction among all kinds

of devices typically found in those smart homes and buildings. The core application

area of BASs is environmental control handled by the traditional services Heating, cool-

ing, Ventilation, and Air Conditioning (HVAC) and lighting/shading. Other application

specific services are often implemented by separated systems. This is especially true for

safety-critical (e.g. fire or social alarm systems) and security-critical (e.g. intrusion alarm

or access control systems) services, which are typically provided by proprietary stand-

alone systems. Today, if at all, only loose coupling is implemented with the core BAS for

visualization, alarm management and trending [62].

The benefits of deploying BASs are manifold. While improved building management,

sustainability and reduced operational costs are the dominant reasons for integrating

modern BASs in buildings, increased comfort and e-health applications including tele-

monitoring and telecare are becoming possible in smart homes. Especially the latter can

be seen as a new strategy to cope with the upcoming social and economic challenges

in industrial nations towards an aged population and a decline in birth rates due to the

demographic trend. Such Ambient Assistive Technologies – with smart homes being an

integral part of them – can provide support to elderly or disabled persons, foster their

autonomy and quality of life and lower the cost of medical care. The additional benefits

1
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concerning energy saving and energy efficiency apply to both applications areas – smart

homes as well as buildings.

To activate all inherent synergies among these diverse systems and enable such new

application areas, an integration – also of security and safety-critical systems – is a ma-

jor topic. Consider, for example, the possibility of sharing the data originating from just

one sensor in multiple application domains in parallel. This will reduce investment and

maintenance costs and also facilitate management and in particular configuration of the

integrated BAS as now a multitude of different applications can be substituted for a uni-

fied view and a single central configuration access point.

Obviously, the demands on a more sophisticated BAS controlling different subsystems

increase. This is especially true for the integration of security-critical services. They de-

pend on the underlying control system and its software to be reliable and robust against

malicious manipulations to fulfill their purpose. Integration also makes way for further

improvement of the traditional services. For example, although often not regarded as

security-critical, incorporating security countermeasures for HVAC and lighting/shading

services will prevent, among others, vandalism acts. The economic impact of a company-

wide shutdown of the lighting system can be easily compared to a successful attack on

the company Web server – the only difference being that, for the Web server, elaborate

security measures are already common practice. With further standardization and in-

creasing use of BASs (possibly with remote connections) adversaries can be expected to

target unprotected building control systems. Thus, it is required to set up schemes for

BASs providing protection as powerful as those already established in the Information

Technology (IT) world.

However, directly applying those IT security concepts to BASs is impossible due to

different requirements and resource limitations of the devices involved. To provide com-

parable protection, the development of new security concepts (although possibly based

on a redesign of IT mechanisms) is strictly necessary. The ultimate goal is a secure sys-

tem architecture for BASs applicable for the use in their core areas and tightly integrated

environments [62].
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Figure 1.1: Security Attacks

1.2 Security in Building Automation Systems

To be able to integrate security-critical services, the implemented control functions, i.e.,

functions that control the building automation services, have to be protected against

unauthorized access and malicious interference (security attack). A typical example of

such a security attack is the manipulation of an access control system that opens and

closes an entrance door. To perform security attacks, the malicious entity (adversary) has

to identify vulnerabilities of a system that can be utilized to gain unauthorized access

to the control functions. The existence of vulnerabilities leads to a security threat which

can be regarded as the potential for violation of security that may or may not be utilized.

Figure 1.1 shows the relation between these basic security terms.

On the one hand, the protection of a system against security attacks demands that

the amount of vulnerabilities is minimized by incorporating security in every stage of the

system’s life cycle, especially already during design [90]. On the other hand, countermea-

sures that eliminate or prevent security threats and attacks in advance have to be imple-

mented. For example, the encryption of transmitted data can be used to avoid a disclosure

of confidential information. In cases where a prevention is not possible with reasonable

effort, mechanisms have to be deployed trying to at least detect security attacks, report

them, and minimize the resulting damage. Consider, for example, an Intrusion Detection

System (IDS) that reveals abnormal system behavior and tries to prevent a propagation

by isolating the source of the attack.
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Figure 1.2: Network Attacks

In today’s BASs, the control functions are distributed to Control Applications (CAs)

being hosted on different devices interconnected by a common network. Unauthorized

access by an adversary to control functions can be gained by, on the one hand, directly

manipulating the devices (e.g. changing the control logic or modifying control data such

as an output value) or, on the other hand, by indirectly changing control parameters or

interfering with the data exchanged among the CAs. Therefore, the devices themselves

as well as their communication means have to be secured [62].

1.2.1 Secure Communication

An adversary may attack the network medium to access the exchanged data and thus

interfere with the data when they are transmitted (network attacks; cf. Figure 1.2). Ac-

cording to [126], an adversary may try to intercept, manipulate, fabricate, or interrupt the

transmitted data. Access to the network medium can be achieved in two ways.

• Medium access: The adversary gains physical access to the network medium. This

can be accomplished more easily when open communication technologies (e.g.

Internet Protocol (IP), Radio Frequency (RF) or powerline networks) are used.

• Device access: The adversary can use the network interface of another compromised

device (e.g. a Web gateway).
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1.2.2 Secure Devices

An adversary may attack a device to access control functions (device attacks; cf. Fig-

ure 1.3). These attacks can be classified based on the means used to launch them [77],

[136].

• Software attacks: An adversary may use regular communication channels to exploit

weaknesses in a device’s software.

• Side-channel attacks: An adversary may observe external (device) parameters

which are measurable during operation to collect information about internals.

• Physical or invasive attacks: An adversary may use physical intrusion or manipu-

lation to interfere with a device.

Physical and side-channel attacks can either be invasive, typically being hard to em-

ploy due to expensive hardware costs, or non-invasive targeting timing, power and elec-

tromagnetic analysis, and fault induction. Software attacks form a massive challenge for

the security engineering effort. The list of possible issues is extremely broad, with the

most common flaws being buffer overflows, memory corruption errors, code update pro-

cesses, insecure algorithms, cryptographic flaws, insecure key management or operating

system weaknesses. Additionally, the execution of basically trusted software, being hi-

jacked by an adversary or containing undetected flaws (e.g. virus, trojan, worm) often

causes security leaks or may result in Denial of Service (DoS) attacks.
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Figure 1.3: Device Attacks
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1.3 Problem Statement and Hypothesis

In order to provide secure BASs, comprehensive measures need to cover communica-

tion as well as device security. Mechanisms tailored to the use in Building Automation

Networks (BANs) that counteract network attacks are presented in [58]. An overall de-

vice security needs to deal with software, side-channel, and physical attacks. An exten-

sive survey on the latter two and a short discussion of countermeasures can be found in

[104]. No scientific research is available that targets software attacks in the BAS domain.

This thesis focuses on the research question, how control applications for smart homes

and buildings can be secured. The following hypothesis will be discussed and proven

throughout the work:

Hypothesis 1 Today’s software for smart home and building devices lacks adequate security

mechanisms. Irrespective of the used technology, no sound protection against software attacks

is deployed, thus enabling adversaries to successfully attack those devices. Existing protection

techniques from other domains (e.g. the IT domain) are insufficient and not applicable to BASs

due to different functional and non-functional requirements. Thus, a secure architecture being

adaptable to all common BAS standards needs to be established. This architecture needs to cover

BAS specific constraints, provide a security policy and a secure software environment. Besides,

mechanisms for attack detection are needed.

Figure 1.4 briefly describes the security process and involved stakeholders over the

building lifetime. A building owner defines the requirements and instructs a planner

to plan the building. The system integrator selects and commissions the devices and

an installer deploys them in the building. The building operator finally maintains the

building. Basically, security is essential in all steps, for all stakeholders and during the

complete lifetime. This dissertation describes the process of providing secure CAs (blue

markings in Figure 1.4): Starting from secure CA development, committees are supported

in standardizing mechanisms, frameworks and generic policies, while CA manufacturers

are supported in creating CAs. System integrators and building operators are supported

in adapting security policies during CA operation.
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1.4 Methodology and Organization

The following methodology has been applied during this work. To motivate the research

question, first a security analysis of today’s BAS technologies and installations has been

performed. Then, functional and non-functional requirements for secure CAs have been

defined and the state-of-the-art has been examined by literature search with respect to

its applicability. Since the requirements can only be met partially, a secure CA architec-

ture has been investigated. The research result is an approach to provide secure CAs.

Validation could be done in various ways: First, it could be compared to other concepts

and be analyzed with respect to improvements. Since neither concepts nor implemen-

tations for secure CA development are available in the BAS domain no benchmarking

can be performed. Second, the generic technique could be implemented and be validated

using standardized security tests (e.g. CIS-CAT and Other CIS Benchmark Assessment

Tools1) or during security competitions (e.g. Competition on Software Verification (SV-

COMP)2). However, no tests or competitions exist in the BAS domain and additionally

such methods can only validate implementations and not generic concepts. Simulation

1 https://benchmarks.cisecurity.org/downloads/audit-tools/, Last access:
2015/09/18

2 http://sv-comp.sosy-lab.org/2016/, Last access: 2015/09/18

https://benchmarks.cisecurity.org/downloads/audit-tools/
http://sv-comp.sosy-lab.org/2016/
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of the concept could validate its applicability, however it is not feasible for security re-

quirements. Thus the presented approach has been validated using various orthogonal

analyses. On the basis of a use case, prototypes have been implemented and performance

benchmarks have been performed. An accompanying discussion shows how the security

process is carried out and can be used to enable security in today’s already existing BASs.

Concluding, an exhaustive analysis evaluates whether the functional and organizational

requirements can be fulfilled or not.

The thesis is structured as follows. Each section starts with a hypothesis covering

parts of secure CAs in smart homes and buildings, that is being discussed throughout the

section. In a summary this hypothesis is being proved.

Section 2 analyzes domain constraints in distributed CAs and the structure of modern

BASs, their devices and application models. Then the definition of CAs in related stan-

dards as well as their design, development and deployment in open BASs (i.e. BACnet,

EnOcean, KNX, LonWorks, ZigBee) are investigated.

To demonstrate that software security is currently being strongly neglected, a deep

analysis on CA security in current building automation standards and technologies is per-

formed by researching security mechanisms being deployed in installations and by iden-

tifying vulnerabilities being present. An additional exemplary evaluation on installed

CAs based on EnOcean shows the rather high probability of a successful attack. The

problem of insecure CAs is spread in the whole smart home and building automation do-

main, irrespective of deployed technology or manufacturer. Based on a software security

threat and risk analysis, security requirements are identified (cf. Section 3).

As a next step, a state-of-the-art analysis is performed. Existing software protection

techniques are investigated and security in open BAS standards is analyzed. This related

work is evaluated for BASs with respect to its applicability and implied security gain

regarding the discussed threats and requirements (cf. Section 4).

The main contribution of this dissertation is a comprehensive concept and process for

secure and distributed CAs, describing how to fulfill the demands for security-critical

smart homes and buildings. This secure CA architecture consists of a model as well as a
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mapping to common technologies of an integrated BAS, being capable to describe secure

CAs in a generic way. A formal method to define a security policy based on security

attributes for a whole BAS, a secure software environment to allow the execution of CAs

and the enforcement of the policy, and an attack prevention and detection system are

investigated (cf. Section 5).

The evaluation is described in Section 6. A use case is defined and prototypes are

implemented for the different device classes. Performance measurements and an accom-

panying discussion on how the security process is working demonstrate that the generic

concept can be implemented on today’s devices. Secondly, it is discussed how the pre-

sented approach can be used to enable security in current BASs. Attack detection and

prevention become possible, if appropriate devices are installed. Concluding, an exhaus-

tive discussion evaluates that all functional requirements are fulfilled by applying the

developed framework. Some organizational requirements still need to be considered,

when implementing real live installations.

Finally, recommendations for implementing secure CAs are formulated (cf. Section 7).

Parts of this dissertation were already published in the following peer-reviewed pub-

lications:

• W. Granzer, W. Kastner, G. Neugschwandtner, and F. Praus, “A Modular Architecture for

Building Automation Systems”, in Proc. 6th IEEE International Workshop on Factory Commu-

nication Systems (WFCS ’06), Jun. 2006, pp. 99–102

• W. Granzer, W. Kastner, G. Neugschwandtner, and F. Praus, “Security in Networked Build-

ing Automation Systems”, in Proc. 6th IEEE International Workshop on Factory Communication

Systems (WFCS ’06), Best Paper Award of WFCS ’06, Jun. 2006, pp. 283–292

• F. Praus, T. Flanitzer, and W. Kastner, “Secure and Customizable Software Applications in

Embedded Networks”, in Proc. 13th IEEE International Conference on Emerging Technologies

and Factory Automation (ETFA’08), Sep. 2008, pp. 1473–1480

• C. Reinisch, W. Granzer, F. Praus, and W. Kastner, “Integration of Heterogeneous Building

Automation Systems Using Ontologies”, in Proceedings of 34th Annual Conference of the IEEE

Industrial Electronics Society (IECON ’08), Nov. 2008, pp. 2736–2741
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• F. Praus and W. Kastner, “User Applications Development Using Embedded Java”, in Proc.

KNX Scientific Conference, Nov. 2008

• F. Praus, W. Granzer, and W. Kastner, “Enhanced Control Application Development in

Building Automation”, in Proc. 7th IEEE International Conference on Industrial Informatics

(INDIN’09), Jun. 2009, pp. 390–395

• F. Praus and W. Kastner, “Secure Control Applications in Building Automation Using Do-

main Knowledge”, in Proc. 8th IEEE International Conference on Industrial Informatics (IN-

DIN’10), Jul. 2010, pp. 52–57

• W. Granzer, F. Praus, and W. Kastner, “Security in Building Automation Systems”, IEEE

Transactions on Industrial Electronics, vol. 57, no. 11, pp. 3622–3630, Nov. 2010

• F. Praus and W. Kastner, “Identifying Unsecured Building Automation Installations”, in

Proc. 19th IEEE International Conference on Emerging Technologies and Factory Automation

(ETFA’14), Sep. 2014

• F. Praus and W. Kastner, “Spotting Unsecured KNX Installations”, in Proc. KNX Scientific

Conference, KNX Scientific Award 2014, Nov. 2014

Nevertheless, this dissertation is submitted as monograph, describing secure CAs in

smart homes and buildings in a comprehensive manner.



2
Control Applications in Building

Automation Systems

Hypothesis 2 An overall software security in smart homes and buildings can only be established,

if the required measures are applicable to all common standards and technologies.

This section is dedicated to the definition of BASs and the classification of devices typi-

cally being found there. Besides, an identification of how to model distributed CAs in a

general way and an analysis of application models in existing technologies are covered.

2.1 Device Classes

The system functionality of BASs can be divided into a three level model being ordered

hierarchically [85]. At the field level, environmental data are measured and parameters

of the environment are physically controlled. Automatic control is performed at the au-

tomation level whereas global configuration and managements tasks are realized at the

management level. For years, the levels of the functional model have been mapped to

separate networks when BAS had to be implemented. Sensors and actuators were inter-

connected via field networks. Controllers (e.g. Direct Digital Controls (DDCs)) responsi-

ble for dedicated process-oriented and time-dependent sequential control were combined

via automation networks. Finally, servers and workstations hosting, for instance, appli-

cations for trend logging and visualization were linked by a management network. Of

11
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course, vertical access for data exchange from the lowest to the highest level had to be

provided.

Nowadays, the standard three level functional hierarchy model can be implemented

as a flatter, two-tier architecture (Figure 2.1) [96]. This is for two reasons. First, so called

intelligent field devices incorporate more functionality than ordinary ones. Second, IT

and its infrastructure became accepted not only at the management level, but also at the

automation level. This is due to the fact that functions of the former automation level

can be realized with cheap IT hardware since environmental conditions in the building

automation domain are not that harsh compared to industrial automation. Consequently,

functions of the former automation level are split, being reassigned either to field de-

vices (e.g. implementing controller functionality) or management devices (e.g. realizing

process data monitoring) [60].

As a result, the two-level architecture consists of a control network and a common

backbone which together form the BAN. The control network is home to field devices

and has a typical bandwidth in the order of a few KBits/s. Since the requirements of

management devices still cannot be fulfilled by this control network (e.g. a global con-

sistent view of the entire system needs higher data rates), control networks are intercon-

nected via a high-bandwidth (typically MBits/s) backbone network. At the intersection
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point between the networks, interconnection devices are used. Based on this novel view

on a BAN, BAS devices and their functionality have to be re-classified and the following

demands have to be considered [60]:

• Resources: The required functionality of a BAS device significantly influences the

demands on processing power and memory.

• Interfaces: Different interfaces are desirable:

– Network interfaces to integrate the device into a BAN.

– Point-to-point interfaces to perform configuration tasks.

– Process interfaces for data acquisition and interacting with the physical environ-

ment.

– Human machine interfaces for user interaction.

• Power consumption: If a device is driven by battery or by a common power supply

(e.g. via link power), a low power consumption is needed.

• Environment: Since BASs shall be operable for many years, the used devices shall

be insensitive to rough installation environments.

• Costs: Device installation as well as maintenance costs need to be considered to

keep a BAS – probably consisting of thousands of devices – affordable.

Sensors, Actuators and Controllers (SACs) are located at the control level. Represen-

tatives of this device class interact directly with the physical environment and are respon-

sible for data acquisition and for controlling the behavior of the environment. Addition-

ally, they may include controller functionality. The following requirements are crucial for

SACs:

• Resources: As SACs have to perform more or less simple tasks, small and low cost

MicroController Unit (MCU) based devices are sufficient. The memory require-

ments are relaxed since the amount of process data (in the order of bytes to a few

KBytes) to be handled can be assumed to be small.
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• Interfaces: In order to configure and maintain a SAC device (e.g. upload new

firmware), a simple point-to-point interface (e.g. serial communication) has to be

provided. To exchange process data, a network interface is required. Compared

to industrial automation, the demands on the response time1 are more moderate

but they nevertheless exist (e.g. in the order of a few milliseconds; cf. [96]). Since

wireless networks are gaining importance in BASs, such interfaces have to be taken

into account as well. For SACs, a process interface for interaction with the physical

environment is mandatory.

• Power consumption: SACs are often supplied via link power to avoid the need for

an additional power cable. In some cases, SACs may be even driven by a battery

(e.g. glass break sensors). Here, low power consumption is of major concern.

• Environment: As SACs are usually located in the field, they have to be robust and

small.

InterConnection Devices (ICDs) provide an interconnection between network seg-

ments or remote access to foreign networks. They operate at different layers of the Open

Systems Interconnection (OSI) Reference Model. To extend the maximum physical net-

work cable length, repeaters and bridges can be used acting at the physical and data link

layer, respectively. While a router operates on protocols at the network layer, a gateway

to e.g., a Wide Area Network (WAN), ensures transparency to applications that run on

top of the protocol stack. The demands on ICDs are the following:

• Resources: Compared to SAC devices, the requirements on ICDs are quite similar.

Since routing is not a very complex task, MCUs are sufficient to fulfill the processing

power requirements of ICDs. However, routers and gateways may need additional

memory for storing routing tables or caching data.

• Interfaces: To configure and manage ICDs, some sort of local interface (e.g.

Universal Serial Bus (USB)) is required. The main objective of ICDs is the inter-

connection of two or more network segments or networks. Therefore, ICDs need at

least two (possibly different) network interfaces.
1 The term response time is referred to as the time interval between action initiation (e.g. pressing a

light switch) and action execution (e.g. light on).
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• Power consumption: Since battery driven ICDs are uncommon, low power con-

sumption is not as important as it is for SACs.

• Environment: ICDs will normally be located at central points in the building

(e.g. in a switch cabinet). However, it is still important that ICDs are small and

maintenance-free.

Finally, Management Devices (MDs) are used to configure and maintain a BAS. Typi-

cally, MDs execute configuration (e.g. set initial configuration parameters), maintenance

(e.g. changing setpoints), and operator tasks (e.g. visualization, alarm monitoring, secu-

rity alert monitoring). In most cases, representatives of the MD class will be located at

the backbone level. Still, some representatives may be found at the control level (e.g. for

on-site device configuration). Since MDs are often controlled by humans, they provide

some kind of (graphical) User Interface (UI). Requirements on MDs are quite different

compared to SACs and ICDs:

• Resources: MDs have to operate with data from the whole BAS and therefore are

supposed to process higher data volumes (in the order of KBytes to MBytes). Addi-

tionally, management tasks require more processing power and (persistent) storage

for software and data.

• Interfaces: To be able to fulfill configuration and management tasks, a connection

to the BAN is mandatory. Such an interconnection can be achieved using so-called

network adapters (e.g. SAC with a serial connection). The demands on the response

time can be seen more relaxed since management tasks are not time critical. Addi-

tionally, interfaces for various UIs have to be provided.

• Power consumption: Since server, workstation and PC-based MDs are supplied via

the power grid, power consumption is not of major concern.

• Environment: MDs with fully fledged UIs will be normally located in moderate

environments (offices). Therefore, small size and robustness against rough environ-

mental conditions are less important. For other MD representatives, relaxed envi-

ronmental conditions can be expected as well.
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Figure 2.2 shows, from an abstract point of view, the different building blocks which

have to be assembled to provide the functionality for each device class. By selecting the

corresponding soft- and hardware blocks, SACs, ICDs or even MCU-based MDs can be

implemented.
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Figure 2.2: Building Automation System Hardware Building Blocks

2.2 Distributed Control Applications

While the functionality of system components (i.e. ICDs and MDs) is usually fixed, SACs

are highly customizable and manifold. Thus, in the BAS domain typically the approach

exists to customize generic ”template” network nodes with application specific hardware.

Universally designed base platforms consisting of MCUs and network interfaces are used

in conjunction with application specific components (e.g. switches, temperature sensors)

to form a particular system. Similarly, the software is split into a generic Operating Sys-

tem (OS) or system software providing basic functionality and a customizable CA dealing

with the specific hardware. While the former is usually fixed and non replaceable, the lat-

ter is implemented by the device manufacturer and may be downloaded by the system

integrator, even after installation of the device [142]. Allowing CAs to be uploaded in the

field has benefits for configuration and maintenance. Network adapters and application

specific hardware can be procured separately, and software updates can be applied after

installation.

Definition 1 Control Application: A CA is a configurable software being executed on a SAC

with the purpose to control a process at the control level.
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Definition 2 Distributed Control Applications: Distributed CAs communicate via the BAN and

implement a particular function of a BAS.

A common way to model distributed CAs and their application models is with the

help of Function Blocks (FBs) (cf. Figure 2.3). Sensor functions convert physical quanti-

ties to output information which in turn serves as input to application or actuator func-

tions. Actuator functions convert input information obtained through the BAN to physi-

cal quantities. Application functions represent the functionality to be achieved by means

of automation and control.

E

OUTPUT

Sensor function

type
INPUT 1 OUTPUT 1

Application function Actuator function

PAR_CAL

INPUT

type

A

OUTPUT
type

PAR_CAL
type

INPUT N OUTPUT M
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type
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.

.

.
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Figure 2.3: Function Blocks (based on [163])

The necessary vendor-independent compliance (i.e. interoperability) does not only

have to be guaranteed for communication but also for these distributed CAs, so that

devices of different vendors can be deployed in one system and broader acceptance of

advanced trade neutral applications for e.g. energy optimizations is achieved. Interop-

erability can only be met by standardizing the application models, which state how data

is represented (data format, encoding) and how the communication between CAs has to

be realized (methods to manipulate data). Today, efforts are underway to lay down the

functions of the building automation and required BAS domain knowledge within the

following (international) standards [132].

Among defining terms and discussing basic considerations regarding application soft-

ware, ISO 16484-3 [86] specifies the functions of building automation and control systems.

It distinguishes between input/output functions (e.g. binary in/output, analog in/out-

put), processing functions (e.g. monitoring, open loop controlling, closed loop control-

ling, calculating/optimizing), management functions (e.g. trending), and operator func-
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tions, and clearly describes what these functions ought to do. For description it relies on

FBs. The method for programming functions and applications, however, is not part of

ISO 16484-3.

Closely related to ISO 16484-3 is its predecessor VDI 3814 [164], which is partly obso-

lete, but additionally defines the requirements usually present in middle Europe includ-

ing legal restrictions.

VDI 3813-1 [163] describes a subset of building automation – the fundamentals of

room control. It defines the terms and functions of room automation independent of the

underlying technology on the basis of use cases. It further provides a thorough system

analysis and classification of room control functions into application functions (e.g. light-

ing control, temperature control), display/operator functions (e.g. light switch, tempera-

ture setpoint), service/diagnostic functions (e.g. self-diagnostics, software downloading),

and management functions (e.g. trending, energy analysis).

VDI 3813-2 [165] extends Part 1 and specifies the methodology to describe functions

of room automation. Using FBs and a textual description, it outlines the functionality (i.e.

inputs, outputs, parameters, physical in/outputs) of an object.

Experiences with VDI 3813-1 and VDI 3813-2 revealed that an exact specification on

how to combine those functions of room automation is missing. Thus, VDI 3813-3 [162]

specifies room automation function macros and application examples of room types.

VDI 3805 [166] describes the open product data exchange in building services between

different manufacturers or trades. Details such as product data, technical data and geom-

etry data are covered and their description is standardized in a machine processable way.

Although this standard is not directly related to CA development or CA security, impor-

tant domain knowledge (e.g. optimal/minimal/maximal volume flow of a fan) can be

extracted out of the technical data section.

With regard to system modeling, the process control domain is similar to BAS. Appli-

cation structure and development has been covered in multiple standards.

The conceptual FB specification for process control is described in IEC 61804-2 [82].

The device model as well as specifications of FBs for measurement, actuation and pro-

cessing are contained and can be mapped to specific communication systems and imple-

mentations. The IEC 61804-3 Electronic Device Description Language standard presents a
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generic language for the description of the properties of automation system components.

Entities such as device parameters and their dependencies, device functions or interaction

with control devices can be modeled.

Quite similar, IEC 61499-1 [83] defines a nomenclature and reference model and spec-

ifies the concept of FBs with the big difference that an IEC 61499-1 FB is an IEC 61804 FB

with execution control, and event inputs and outputs being added.

IEC 61131-3 [84] defines the syntax and semantics of programming languages for pro-

grammable logic controllers. The software model, communication model as well as the

programming model are covered.

To be able to describe the security concept presented in this dissertation in a bet-

ter way, the following use case
⊗

is defined according to VDI 3813-3 and will be used

throughout the remaining sections. Figure 2.4 shows a minimalistic light actuator with

delayed on/off behavior being used for a stairwell light.

Use case
⊗

Stairwell light: When pressing the “on” button E of the light sensor, the attached

light control immediately triggers the light actuator to switch on lamp L. Upon pressing the “off”

button E of the light sensor, the attached light control waits the time configured with the off delay

parameter PAR_OFFD and then triggers the light actuator to switch off the lamp L. The output

L_STA of the light actuator is used as feedback to the actuate light sensor, to be able to display the

current status using output A.

E/A

L_STA L_SET

Actuate light (switching)

LightLight
L_MAN L_SET

Light control

Light

Time

Time

PAR_OND

PAR_OFFD

Light actuator

Light

PAR_POFF

PAR_PON

L_SET L_STA

L

Light

Light

Figure 2.4: Use Case
⊗

: Distributed Control Application: VDI 3813-3: D-1-2 Lighting
Control Manual with Time-Controlled Switching Off (Stairwell Light)
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2.3 Application Models

While the previous section considered CAs according to generic definitions, this section

gives an overview of application models and CA development in current BAS technolo-

gies. Besides, application security aspects briefly including also communication are an-

alyzed. Only the most important open BAS protocol standards BACnet, EnOcean, Lon-

Works, KNX and IEEE 802.15.4/ZigBee, which span more than one application domain

are considered for the rest of this thesis. In fact, detailed information about proprietary

standards such as Z-Wave [183] is not publicly available and BAS for special purposes

(e.g. DALI for lighting [81], M-BUS for smart meters [25], and Modbus mainly used for

accessing Programmable Logic Controller (PLC) memory [118]) do not cover all BAS ap-

plication areas of interest.

2.3.1 BACnet

Building Automation and Control networking protocol (BACnet) was developed by a

project committee established by the American Society of Heating, Refrigerating and Air-

Conditioning Engineers (ASHRAE). Its main objective is to provide a solution for BAS of

all sizes and types. In 1995, BACnet was published as ANSI/ASHRAE 135 standard [7].

Meanwhile, BACnet has become the CEN and ISO standard 16484 [87], [91].

BACnet defines the network visible part called BACnet object of a single data element.

The internal data structure is not covered and thus also the CA itself and its development

are not specified. Each BACnet object has a dedicated object type and represents a collec-

tion of properties. Each property has a data type defining the size and encoding of the

data element.

BACnet-2012 defines 54 different objects and more than 200 different property types

as well as object access services. The most important services used to access and manipu-

late objects are ReadProperty (i.e. read the value of a property), and WriteProperty

(i.e. set a new property value). Example objects are the generic binary and analog object

types such as BACnet Binary Output Object Type and BACnet Analog Input

Object Type. It is the responsibility of the CA to map the functionality of a simple
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light to a BACnet Binary Output Object Type or a room temperature value to a

BACnet Analog Input Object Type. However, there are efforts underway to stan-

dardize more application-specific object types in BACnet.

The Lighting-Output Object Type, for instance, has been included in the latest

standard (cf. Table 2.1). Issuing a WriteProperty request on the Present-Value of

a device implementing the Lighting-Output Object Type with a BACnet compliant

tool, a connected light can be switched on and off. If the parameter Off-Delay is set

appropriately, a stairwell light can be realized.

Property Identifier Property Datatype
Object-Identifier BACnetObjectIdentifier
Object-Name CharacterString
Object-Type BACnetObjectType
Present-Value REAL
Progress-Value REAL
Lighting-Cmd BACnetLightingCommand
Blink-Time Unsigned
Off-Delay REAL OPTIONAL
Blink-Prior.-Threshold Unsigned OPTIONAL
Status-Flags BACnetStatusFlags
Out-Of-Service BOOLEAN
Priority-Array BACnetPriorityArray
Relinquish-Default REAL
Priority-Array BACnetPriorityArray
Relinquish-Default REAL
Lighting-Cmd-Prior. Unsigned

Table 2.1: BACnet Lighting-Output Object Type

BACnet optionally uses the Advanced Encryption Standard (AES), the Keyed-Hash

Message Authentication Code (HMAC) algorithm, and a message ID in combination with

a time stamp to protect against unauthorized interception, modification, and fabrication

of data exchanged via the communication medium. Furthermore, security concepts like a

trusted key server being responsible for generating and distributing session keys and the

use of different key types and key revisions are used.
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2.3.2 ISO/IEC 14543-3-10/EnOcean

EnOcean is a wireless BAS standard for solutions with ultra-low power consumption

and energy harvesting. It has been developed by the EnOcean GmbH, which has been

founded in 2001 as a spin-off from Siemens AG. The company holds the patents for its

energy harvesting technology and manufactures the communication modules. In 2012,

the ISO/IEC 14543-3-10 standard was released, standardizing the physical, data link and

network layer of EnOcean [88]. Interoperability of applications is pursued by the non-

profit organization EnOcean Alliance. It defines the EnOcean Equipment Profiles (EEPs),

providing the data format, descriptions and procedure of device pairing [38].

EnOcean defines the communication protocol (i.e. the telegram format) for data ex-

change in BASs. CAs, their development, internal structures or deployment are not stan-

dardized. Depending on the telegram type, different applications (e.g. Light and Blind

Control, Temperature Sensor) can be realized.

Since no application model is defined by the EnOcean standard, a stairwell light

can be implemented in various ways. Using a standard rocker switch, EEP RPS

F6-02: Rocker Switch, 2 Rocker telegrams [38] are transmitted when buttons

are pressed. Compatible actuators receive these telegrams and switch their outputs ac-

cordingly. Using a manufacturer dependent local configuration of the switching actua-

tor (e.g. via DIP switches), a stairwell light can be realized. [38] defines the EEP 4BS

A5-38-08: Telegram-Central Command-Gateway telegram. Using the com-

mand 0x01: Switching, a delay value can be set to execute the switching command

after a certain delay.

Until 2012, EnOcean did not provide any security mechanisms. In March 2012, version

1.0 of the Security of EnOcean Radio Networks specification [43] was released, which cov-

ers security features targeting the very-low energy requirements of self-powered devices.

The current specification version 1.9 provides secure communication. The algorithm AES-

Cipher Based Message Authentication Code (CMAC) is used for authentication, AES-

Cipher-Block Chaining (CBC) and Variable Advanced Encryption Standard (VAES) for

en/decryption.
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In September 2013, three application notes have been released. [39] describes how to

implement security in CAs and the required security tasks for secure communication in

transmitters and receivers. [40] covers security in line-powered devices (i.e. gateways, ac-

tuators). Secure CA development and a secure architecture with the use of EnOcean Link

[42] a middleware for the EnOcean protocol stack are described. The EnOcean Link docu-

mentation contains a security example for secure communication and a security watcher

example, which can be used to detect possible security issues. [41] describes how to in-

clude security into self-sustaining applications (i.e. sensors).

2.3.3 KNX

The KNX standard [103] – being maintained by the KNX Association – describes an exten-

sive open system concept for distributed home and BASs. KNX covers the full scope of

related applications, including lighting, shading, shutters and blinds, HVAC and remote

meter reading. The KNX specification results from a formal merger of three technologies

dedicated to this area: European Installation Bus (EIB), Batibus, and European Home

System (EHS). Significant parts of the KNX specification are published as European stan-

dards EN13321 and EN50090 [74], [123], [124] but KNX technology is also covered by an

international standard ISO/IEC 14542-3 [89] as well as GB/Z 20965 [23] published by the

Standardization Administration of China.

KNX is more than just a simple network protocol specification. Besides merely defin-

ing how data is transferred, the standard includes rules and definitions of how a KNX

system is managed, how devices can be implemented by different vendors and how they

have to behave to achieve interworking. The central hardware concept are customized

application modules being connected via the Physical External Interface (PEI) to stan-

dardized Bus Attachment Units (BAUs). Certainly, the manufacturer dependent CAs

are the corresponding software components within a KNX system. KNX supports var-

ious standardized hardware interfaces. The first time creation of CAs for Bus Coupling

Unit (BCU) 1, Bus Interface Module (BIM) M111, BIM M115, BCU 2 and BIM M113 based

devices, however, remains quite complex since the hardware does not provide enough

memory for advanced CAs. No toolchain is available that offers high level program-
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ming languages (e.g. C, C++) and the developer has to consider MCU specific issues (e.g.

RAM flags). The new generation of BIMs (NEC 78K0/Kx2 based) overcomes the hard-

ware limitations and allows development in the C programming language and debug-

ging using the IAR Embedded Workbench. For development of CAs on a separate MCU,

a Twisted Pair Universal Asynchronous Transceiver (TP-UART) chip can be used, which

handles the physical and most of the data link layer tasks. Besides, various companies

provide KNX compliant hard- and software such as evaluation boards, devices, modules,

stacks and software (e.g. TAPKO Technologies GmbH2, Weinzierl Engineering GmbH3).

The central management software ETS then allows customization and adaptation of most

KNX compliant CAs to a specific installation by changing parameters.

KNX defines application models within the different application domains (e.g. HVAC,

lighting). Their functionality is distributed across functional blocks which are described

by a well-known behavior and consist of one or more datapoints. A functional block is

implemented by a single device, and each device can host multiple functional blocks. A

single datapoint (i.e. input, output, parameter that influences the behavior of the func-

tional block) represents a single data of the application and has a defined Data Point

Type (DPT) which states its format (e.g. bit length), encoding, range (e.g. upper and lower

bound of the value) and engineering unit (e.g. percent). Each datapoint can be accessed

using a specific KNX communication service as well as a particular address (e.g. group

object datapoints use group addresses and are accessible through group communication

services).

The KNX function block Light Actuator defines the following datapoints [103,

Part 7/20] (cf. Table 2.2). A push button can be used to issue an A_GroupValue_Write

on the datapoint OnOff. The light actuator then switches off the light after the time con-

figured by parameter Timed Duration. Feedback to sensors is given using the output

InfoOnOff.

KNX did not offer mechanisms to guarantee confidentiality, integrity or freshness for

process data being exchanged via the network until 2013. Neither did it support a ded-

icated authentication service. It only provided a basic access control scheme, which can

2 http://www.tapko.de/
3 http://weinzierl.de/

http://www.tapko.de/
http://weinzierl.de/
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Data Point Data Point Type
Output: InfoOnOff DPT_Switch
Input: OnOff DPT_Switch
Parameter: Timed Duration DPT_TimePeriodSec

Table 2.2: KNX Light Actuator Function Block

be used to limit the management access to devices. Up to 255 different access levels can

be defined, each of them associated with a different set of privileges. For each of these

access levels, a 4 byte password can be specified. The security extension KNXnet/IP Se-

cure [102] provides data integrity, freshness, confidentiality and mutual authentication

for KNXnet/IP. Moreover, KNX Data Security [101] supports secure communication for

all existing KNX communication media.

2.3.4 LonWorks

LonWorks or Local Operating Network (LON) was originally developed by Echelon Cor-

poration as a generic open control network to support a wide range of distributed ap-

plications in various domains such as building automation, industrial automation, trans-

port automation or street lighting. It consists of the LonTalk communication protocol, a

controller (Neuron Chip), transceivers for bus access and management and development

tools. In 1999, LonTalk was standardized as ANSI/EIA-709 and ANSI/CEA-709 stan-

dard [26]. It is also available as European standard EN14908 [122] and as international

standard ISO/IEC-14908 [92]. These standards are accompanied by ANSI/EIA-852 [160],

which describes tunneling of LonTalk over IP networks.

LonWorks nodes are usually based on a network controller (e.g. Neuron series, LoyTec

LC3020), which executes the network protocol stack and the CA. CAs define so called

Network Variables (NVs), which are basic communication objects and are shared by de-

vices over the network. The CA may be implemented in Neuron C (a programming lan-

guage similar to ANSI C), which represents NVs as standard C variables with the unique

property that a data packet is automatically created and transmitted whenever the value

of the NV changes or is automatically updated whenever a data packet has been received

from the network.
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For interoperability reasons, the LonMark Association4 standardizes the NVs through

the definition of Standard Network Variable Types (SNVTs). A SNVT is an exactly de-

fined (e.g. encoding, physical unit), calibrated, filtered and linearized engineering value

which allows its doubtless interpretation. Besides the SNVTs, also so called Standard

Configuration Property Types (SCPTs) are defined and used to access configuration func-

tions within a device (e.g. changing parameters). To satisfy the demands of special do-

mains such as building automation, the LonMark Interoperability Association defines so

called Standard Functional Profile Templates (SFPTs) for interoperability. These SFPTs

are application-specific and include NVs and configuration properties, default values,

and power-up behaviors.

To implement a light with delayed on/off behavior, three SFPTs are needed [112]. The

scene panel selects a defined scene (cf. Table 2.3). The scene controller delays

the switch off command (cf. Table 2.4). Finally the lamp actuator controls the light (cf.

Table 2.5).

Network Variable SNVT Type
Output: nvoScene SNVT_scene

Table 2.3: LonWorks Scene Panel

Network Variable SNVT Type
Input: nviScene SNVT_scene
Input: nvoSwitch SNVT_switch
SCPTdelayTime: nciDelayTime SNVT_time_sec

Table 2.4: LonWorks Scene Controller

Network Variable SNVT Type
Input: nviLampValue SNVT_switch
Output: nvoLampValueFb SNVT_switch

Table 2.5: LonWorks Lamp Actuator

LonWorks provides a four step challenge-response mechanism to counteract modifica-

tion and fabrication attacks of network messages. A sender which intends to authenticate

4 http://www.lonmark.org/

http://www.lonmark.org/
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a transmission asserts the authentication bit of its message. Receivers reply with a 64 bit

random number. The sender returns a 64 bit hash value calculated over the content of

the message and the random number using a shared key. The receiver performs the same

calculation and compares the results.

In addition to the basic LonWorks authentication mechanism, LonWorks/IP defines

its own security mechanism, which uses Message-Digest Algorithm 5 (MD5) together

with a shared secret to protect the data against modification and fabrication.

2.3.5 IEEE 802.15.4/ZigBee

IEEE 802.15.4 specifies a physical and a data link layer for communication in wireless

personal area networks as an open standard [78]. ZigBee is based on IEEE 802.15.4 and

standardizes a network and an application layer [180]. It aims at providing a simple,

low-rate, low-power and cost effective protocol for RF applications.

ZigBee CAs are implemented by application objects that are distributed across the Zig-

Bee devices, with one ZigBee device hosting a maximum of 240 application objects. Each

application object hereby implements a specific functionality of the distributed applica-

tion. Within the application object, the functionality is represented by so called clusters.

A cluster is a collection of commands and attributes. While a single attribute of a cluster

represents a single data of the process to be controlled (e.g. the state of a light), com-

mands are used to manipulate these attributes as well as to initiate actions within the

device. Therefore, clusters act as interfaces to the application objects.

The exact structure of the application objects and their associated clusters (includ-

ing the specification of the clusters’ attributes and commands) is not defined by the core

specification. However, to enable interoperability between ZigBee devices, so called ap-

plication profiles are defined. Application profiles target a specific application domain.

They contain a set of logical device descriptions that define the functionality to be imple-

mented. This functionality is represented by clusters, whose implementations can either

be mandatory or optional. An application object is thus an implementation of a logical de-

vice description (or at least of all its mandatory clusters) within a physical ZigBee device,

e.g. an On/Off Light.
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An example of such an application profile is the ZigBee Home Automation Profile

[179] targeting applications typically found in residential or light commercial environ-

ments. The Dimmable Light device can be used to realize a stairwell light, although

devices may disregard the Transmission time field if not being able to move at a

variable rate (cf. Table 2.6).

Cluster Command
Basic
Identify
On/Off
Level Control Move to Level (with On/Off) Cmd.
Scenes
Groups

Table 2.6: ZigBee Dimmable Light

IEEE 802.15.4 offers security services for data exchange at the link layer that use

Counter with CBC-MAC (CCM)* as combined encryption and authentication block ci-

pher mode. It can be used in environments requiring authentication only (against fab-

rication and modification), encryption only (against interception), or a combination of

both.

ZigBee utilizes the IEEE 802.15.4:2003 transmission services of the data link layer.

However, ZigBee does not use the security mechanisms provided by IEEE 802.15.4:2003 –

they are completely replaced by a more advanced security concept. This concept supports

the use of different key types and provides advanced key management services. Again,

CCM* is used as cryptographic algorithm.

2.4 Summary

Today’s open BAS technologies (i.e. BACnet, EnOcean, KNX, LonWorks and ZigBee)

achieve interoperability each by standardizing their own CA model. As shown in this

section, these application models differ significantly even for simple use cases such as

a stairwell light or an individual room control. A transparent (i.e. translation/gateway-

free) communication across technology borders is likewise impossible [137], as common

security mechanisms are missing. The actual functionality of a BAS, however, is always
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similar and most of the traditional functions can likewise be realized by any of these tech-

nologies. Therefore, to be able to develop a secure CA architecture being adaptable to all

different standards and technologies, a consistent application model is required. Security

can then be investigated for this model and appropriate measures can be derived and

developed for the different technologies and standards.



30 Control Applications in Building Automation Systems



3
Control Application Security

Hypothesis 3 Today’s CAs are insecure. Irrespective of the used technology, no sound protection

considering BAS specific constraints is deployed, thus enabling adversaries to attack installed

devices.

The ultimate goal of an adversary is to gain unauthorized access to control level func-

tions by manipulating the software being executed on BAS devices. A possible attack

scenario is a burglar trying to hack a door switch to illegally access a building or to neu-

tralize a window break sensor by crashing its CA. Such attacks can either be performed

remotely via the network or locally, exploiting threats in a device’s interface. Based on the

abstract BAS model presented in Section 2.1, different attack scenarios on such software

can be identified.

• SAC: An adversary may directly access SACs to manipulate the behavior of the

hosted CAs by changing configuration parameters (e.g. setpoint), the control logic

(e.g. algorithm), or the control data (e.g. output value). On the one hand, such at-

tacks can be performed exploiting the threats discussed in Section 3.3. On the other

hand, the two level concept of downloadable CAs (as it is available in e.g. KNX

and LonWorks), which allows rapid innovation and implementation, may impose

security risks and another way of compromising a BAS. Malicious, erroneous or

compromised CAs may be uploaded long after device deployment and may tamper

with the device software to attack a BAS. In case a system integrator installs such

a malicious CA, neither network nor device protection help since the application

31
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seems to be trusted (trojan horse threat). A maliciously modified CA could obtain

access to arbitrary memory regions where, for instance, secret keys are stored.

• ICD: An adversary may attack the application running on the ICD to get access to

the data passing through the ICD. As ICDs may also provide an interconnection

to foreign public networks (e.g. the Internet), an ICD can also be misused as access

point to launch further attacks via the BAN.

• MD: An adversary may attack a MD by manipulating the operator software and

also impersonate a MD. The privileges of the compromised device can then be

misused to gain management access to SACs or ICDs.

This section is structured as follows: Section 3.1 is dedicated to a security analysis of

current BAS installations based on BACnet and KNX technology. The goal is to investi-

gate, if and how many BAS are being connected to the Internet and to find all available

SACs. Section 3.2 then covers research on how to attack the CAs on these SACs. In this

context, the EnOcean technology serves as an example for the investigations. Section 3.3

analyzes the threats to software running on BAS devices. Finally Section 3.4 defines the

requirements for secure CAs.

3.1 Security in Current Installations

Similar to the Industry 4.0 initiative in the industrial automation or the establishment

of cyber-physical systems, Ethernet and IP-based interconnection in open and well es-

tablished BAS technologies such as BACnet, EnOcean, KNX, LonWorks, Modbus using

specific ICDs (e.g. routers, gateways) are getting increasingly important. An integration

and connection to the management level is achieved in a more convenient way. Remote

access paves the way for energy management systems dedicated for functional buildings

and ambient assisted living applications tailored to our homes of which future solutions

may even reside within the cloud.

The Internet itself, however, is an open medium, which is used by adversaries all

over the world to attack connected devices – including automation technologies. In the
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industrial automation, such attacks already have been performed (e.g. Stuxnet [95]). Se-

curity awareness among integrators, developers and end-users, however, is still miss-

ing as recent research and experiments have shown (e.g. Industrial Risk Assessment

Map (IRAM)1). Thousands of Supervisory Control and Data Acquisition (SCADA) and

industrial control systems are directly connected to the Internet exposing them to various

attacks.

Even worse, often security vulnerabilities are present in those SACs. Early 2013, a

software bug in a block heat and power plant has been discovered, which allowed unau-

thorized remote control. Meanwhile, the software has been fixed and a Virtual Private

Network (VPN) box is available for secure data exchange [69]. Beginning of May 2013,

a software bug in a widespread industrial control system has been discovered, which

also allowed unauthorized remote control. 500 installations in Germany were affected

[68]. It lasted till August 2013 until the manufacturer released an update for up to 200.000

world-wide installations [113].

Research and analyses targeted industrial automation mainly based on the fact, that a

web server has been running on the default Transmission Control Protocol (TCP) port 80

of affected SACs, which has been exposed to the Internet search engine Shodan2. Up to

now, no extensive research is available, which deeply analyzes BASs being connected to

the Internet.

Therefore, this section is dedicated to security of existing (and installed) BASs. In

Section 3.1.1, BACnet and KNX and the basic technology required to connect them to IP-

based networks are briefly described. It is also outlined how discovery is standardized.

Section 3.1.2 describes a scanning architecture to detect BASs being connected to the In-

ternet and presents the results of worldwide Internet Protocol version 4 (IPv4) scans [131],

[133].
1 http://www.scadacs.org/iram.html, Last access: 2015/08/03
2 http://www.shodanhq.com/, Last access: 2013/10/05

http://www.scadacs.org/iram.html
http://www.shodanhq.com/
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3.1.1 BACnet/IP and KNXnet/IP

BACnet provides the network option BACnet/IP, which permits BACnet devices to use

standard Internet Protocols (User Datagram Protocol (UDP) and IP) as virtual data link

layer.

BACnet defines the network visible part called BACnet object of a single data element.

The internal data structure is not covered. Each BACnet object has a dedicated object type

and represents a collection of properties. Each property has a data type defining the size

and encoding of the data element. An object in a network is referenced by its system-wide

unique Object_Identifier property, which is usually assigned during configuration.

This provides a mechanism for accessing every object in the BAN via defined object access

services.

The left part of Figure 3.1 shows an example communication. To search for BAC-

net devices in a network, the Who-Is broadcast service can be used by BACnet clients.

Each receiving BACnet device shall respond with a broadcast I-Am request contain-

ing the IAmDeviceIdentifier (object type, device instance number) and some fur-

ther properties. The most important services used to access and manipulate objects are

ReadProperty (to read the value of a property), and WriteProperty (to set a new

property value), which are sent via unicast communication using the object and property

identifier.

BACnet integrates protocol security extensions for quite some time (since Addendum

g in 2008), which should protect the exchanged data against interception, modification,

and fabrication. Furthermore, advanced security concepts like the use of different key

types and key revisions have been introduced.

KNXnet/IP describes transportation of KNX telegrams on top of IP networks with

main purpose to expand building control beyond the local KNX bus. KNXnet/IP sup-

ports discovery and self-description of a KNXnet/IP server using one well known dis-

covery endpoint. A server should at least support one control endpoint and one data

endpoint (UDP or TCP on arbitrary ports) per KNX connection for additional communi-

cation (cf. Figure 3.2).
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Broadcast: Who-Is

BACnet client BACnet server

Broadcast: I-Am

Unicast: ReadProperty

Unicast: ReadPropertyAck
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Property: Object_Name
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I-Am Device Identifier
(Object Type: Device,
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Object Identifier +
Property Identifier

BACnet Error | Object Name

Figure 3.1: BACnet Communication

The left part of Figure 3.3 shows an example communication. For discovering

a KNXnet/IP server, the client sends a SEARCH_REQUEST to the discovery endpoint

(system default multicast address 224.0.23.12, UDP port 3671). Every server receiving

the request should respond immediately with a SEARCH_RESPONSE frame for each of

its service containers containing the Host Protocol Address Information (HPAI) (IPv4:

IP address and port number) of the control endpoint. Afterwards, the client typ-

ically sends a DESCRIPTION_REQUEST to all received control endpoints using uni-

cast telegrams and the information contained in the HPAI. Servers respond with a

DESCRIPTION_RESPONSE, containing Description Information Blocks (DIBs) with sup-

ported protocol, capabilities, state information and an optional user friendly name. To

connect to the control endpoints, a unicast CONNECT_REQUEST can be used.

The KNX Association standardized KNXnet/IP Secure in 2014. Until now, no devices

implementing this standard are available.
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Figure 3.2: KNXnet/IP Discovery

3.1.2 A Survey on Worldwide Installations

3.1.2.1 Attack Vector

In order to research whether and how many BASs based on BACnet and KNX are openly

connected to the Internet and what security measures are currently implemented, the

following assumptions are made to find such sites:

• BACnet devices are connected to the Internet using their BACnet/IP network inter-

face or using BACnet/IP ICDs (i.e. BACnet IP routers/gateways).

• KNX installations are connected to the Internet using KNXnet/IP ICDs. KNX de-

vices directly connected to an IP backbone (“native” KNX IP devices) are not con-

sidered, since such devices hardly exist.

• IPv4 is used, no distinction between dynamic or static IP address ranges is made.
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Figure 3.3: KNXnet/IP Communication

• The installations are standard compliant as described in Section 3.1.1 and are reach-

able via the default IP ports. Devices are either being directly connected to the

Internet using a public IP address or reachable using port forwarding to a private

IP address. These ports are not filtered using a firewall.

Based on these assumptions, the following attack vector can be used to analyze BASs

being openly connected to the Internet.

Iterate through all (worldwide) IPv4 addresses and try to discover BACnet or KNX

services. Simple port scans using common tools (e.g. nmap3) cannot reveal BAS specific

details (e.g. human readable names, manufacturers) of connected installations and false

positives might occur if non BAS protocols rely on this port. A false positive is an error,

where a test indicates that a condition has been met although it has not been fulfilled.

Also such port scans without deeper protocol knowledge might result in false negatives,

since a connected device simply might ignore such scans. A false negative is an error,

where a test indicates that a condition failed, while it actually was successful.

3 http://nmap.org/, Last access: 2013/10/05

http://nmap.org/
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As shown in Section 3.1.1, the discovery mechanisms of BACnet and KNX rely on

broadcasts/multicasts. Within the Internet, however, UDP/IPv4 multicast and broadcast

telegrams and TCP/IPv4 broadcast telegrams are not routed, and TCP/IPv4 multicast

telegrams are not supported. Thus, discovery does not work for non-local networks.

Trying to perform a (slightly not standard compliant) discovery using unicast telegrams

from the client to the server might work in this direction, but according to the specifica-

tions servers might reply using multicast/broadcast telegrams which will not arrive at

the client.

To discover BACnet/IP based installations, a request as shown in the right part

of Figure 3.1 can be used. This is handled by issuing a well formed and standard

compliant unicast (UDP/IP, port 0xBAC0) ReadProperty on property Object_Name

to a probably existing Device Object, Instance 0 and evaluating the unicast

ReadPropertyAck. If a BACnet server is connected, it either will reply with a BAC-

net error if for example the object is not found, or with the proper Object_Name.

The only well known default port in KNXnet/IP is the control endpoint UDP 3671,

which can be used to get information about the data endpoint. The KNX standard de-

fines, that devices may use the same port numbers for both endpoints but may also as-

sign different port numbers for data exchange. Out of the box experiments with ICDs of

the major KNX manufacturers revealed that control and data exchange is implemented

using equal ports. Hence, to discover KNXnet/IP based installations, a request as shown

in the right part of Figure 3.3 can be used. A well formed and standard compliant uni-

cast DESCRIPTION_REQUEST is sent to the data endpoint, which is assumed to be lo-

cated on UDP port 3671. If a KNXnet/IP ICD is connected, it replies with a unicast

DESCRIPTION_RESPONSE containing the DIBs. If another device is connected, a non

KNXnet/IP standard compliant answer or no answer will be received. If no device is

listening to this port at all, no response will be received.

If the IP address of a BAS installation is found, further investigations can be done:

• Perform a detailed port scan on all ports. Often services, such as web servers, vi-

sualizations or web-cams are also reachable via the same IP address on probably

non-standard ports. Additional information regarding the BAS installation (e.g. hu-

man readable installation name or abbreviation, manufacturer of the connected de-
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vice) can easily be gained by simply accessing these services. If authentication is

requested, supplying no password, default usernames and passwords gained out

of the user manual of the specific manufacturer or trying guest accounts might give

access.

• Information such as country, city, organization, Internet service provider, latitude

and longitude can simply be gained performing geolocation and “whois” Domain

Name Service (DNS) lookups of the IP address. Thus, it might be possible to clearly

identify a BAS installation.

• If a BACnet/IP installation is found, Read and Write Property requests on dif-

ferent object types or object identifiers can be tried.

• If a KNXnet/IP installation is discovered, connecting to the installation via a

KNXnet/IP tunneling request can be tried. It is then possible to read and write

group addresses or receive all KNX data of the BAS.

3.1.2.2 Scanning Architecture

A simple but modular scanning architecture, which allows to deeply analyze BASs be-

ing connected to the Internet has been developed. A multi-threaded C-program initial-

izes logging facilities, handles inter-process communication and synchronization using

semaphores and allows to limit the amount of parallel IP connections. Pluggable proto-

col stacks (BACnet4, KNX5) provide the communication services.

The test system has been connected to the Internet using a consumer service provider

with bandwidth 150Mbit/s download and 15Mbit/s upload. System specifications are

an Intel Atom CPU 330 (2 cores, 1,6GHz) and 3GB RAM. The IP addresses [1-9].*.*.*, [11-

126].*.*.*, [128-223].*.*.* have been scanned. Concurrent connections have been limited to

2048/second. The timeout per connection has been set to 3 seconds. The average CPU

load was around 19%, average memory usage about 400MB, average incoming traffic

50kBit/s and average outgoing traffic 532kBit/s. After scanning, IP geolocation informa-

4 http://sf.net/projects/bacnet/, version 0.8.2
5 http://www.auto.tuwien.ac.at/~mkoegler/index.php/bcusdk, version 0.0.5

http://sf.net/projects/bacnet/
http://www.auto.tuwien.ac.at/~mkoegler/index.php/bcusdk
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Country BACnet
US, United States 8989
CA, Canada 2296
FI, Finland 282
AU, Australia 271
ES, Spain 231
FR, France 148
SE, Sweden 138
GB, United Kingdom 131
DE, Germany 118
KR, Korea, Republic of 110
NO, Norway 103
IT, Italy 101
CZ, Czech Republic 98
TW, Taiwan 97
NL, Netherlands 89
NZ, New Zealand 47
HK, Hong Kong 45
JP, Japan 44
AT, Austria 42
CH, Switzerland 39
worldwide 13964

Country KNX
DE, Germany 627
NL, Netherlands 522
ES, Spain 332
FR, France 244
AT, Austria 220
CH, Switzerland 204
IT, Italy 173
NO, Norway 129
SE, Sweden 120
BE, Belgium 119
IL, Israel 109
PL, Poland 67
GB, United Kingdom 56
GR, Greece 42
CZ, Czech Republic 30
RU, Russian Federation 24
VN, Vietnam 23
TR, Turkey 21
LT, Lithuania 20
PT, Portugal 20
worldwide 3295

Table 3.1: Scan 1 Results (Top 20 Countries)

tion has been gathered using the Maxmind GeoLite Country and GeoLite City database6.

The search for additional open ports has been performed using nmap and TCP SYN scans.

The final visualization is based on Google Earth.

3.1.2.3 Scan Results

Three scans have been carried out in 2014.

Scan 1 started on 6th January 2014 and lasted till 9th May 2014. Table 3.1 shows the

scan results grouped by technology and summed up per country. A total of 17.259 BAS in-

stallations has been detected. BACnet is being widely used in the US and Canada whereas

KNX is very popular in Europe. The installations ranged from business parks and towers,

high schools, shopping plazas, water pollution control stations, fire stations, churches to

smart homes with control of private saunas.

6 http://dev.maxmind.com/geoip/legacy/geolite/, Last access: 2015/04/10

http://dev.maxmind.com/geoip/legacy/geolite/
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Figure 3.4 shows the geolocations of the installations in Europe, whereas Figure 3.5

shows the geolocations of the installations in the US. Finally Figure 3.6 shows the geolo-

cations of KNX installations in East Asia.

Figure 3.4: Unsecured Building Automation System Installations in Europe

Figure 3.5: Unsecured Building Automation System Installations in US
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Figure 3.6: Unsecured KNX Installations in East Asia

A deeper analysis of BACnet installations is shown in Table 3.2. Most of the responses

correspond to installations where no Device Object with Instance 0 is found. Since

more detailed scans (with e.g. different instance numbers) on these installations can be

considered as illegal, they have been left out of scope. A possible real adversary, how-

ever, would not stop at this point. In 250 cases, it was possible to read out the object

name. Only in 3 cases (2x services: service request denied, 1x object:

service request denied) the request has been denied which shows, that BACnet

security as standardized since 2008 is seldom enabled in real systems.

Table 3.3 shows the additional top 15 open TCP ports grouped by port number. Typi-

cally, a web server is also available (especially in BACnet based installations) and authen-

tication is required. Since either default or guest passwords often permitted a login, or a

direct connection using the BACnet/IP or KNXnet/IP protocol is allowed anyway, severe

security attacks cannot be prevented.

A total of 3.295 KNX installations have been detected. The MAC addresses have

been extracted out of the DIBs and its Organizationally Unique Identifiers

have been used to to find out the vendors of the devices. Devices per vendor have been

summed up. Figure 3.7 shows this anonymized analysis. Under the assumption that the
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Return value (E)rror, (R)eject, (A)bort Count
E: object: unknown-object 13297
Empty 333
Success 250
E: device: unknown-object 31
R: Unrecognized Service 28
E: device: other 5
device 3
E: object: unsupported-object-type 3
E: property: unknown-object 3
E: services: service-request-denied 2
A: Buffer Overflow 2
E: device: configuration-in-progress 2
E: object: other 2
A: Other 1
A: Preempted by Higher Priority Task 1
E: object: service-request-denied 1

Table 3.2: BACnet Responses

Port Count
80/http 7846
443/https 3472
135/msrpc 3302
139/netbios-ssn 3268
445/microsoft-ds 3261
8080/http-proxy 2504
21/ftp 2375
3389/ms-wbt-server 1983
23/telnet 1874
3011/trusted-web 1861
5960/unknown 1524
22/ssh 1451
25/smtp 1297
1723/pptp 1163
50001/unknown 1086

Table 3.3: Open Ports

security awareness of people installing KNX based systems is independent of the devices

they deploy, the following estimation holds: The percentage of total installations to di-

rectly connected BAS can be estimated if the number of sold devices of one manufacturer

is known. Investigations revealed, that at least 1-5% of all KNX installations are being

insecurely connected to the Internet.

A rescan of the previously found installations (Scan 2) has been performed on 19th

August 2014. Table 3.4 shows the Scan 2 results summed up per country. 1.662 out of the

3.295 installations (about 50%) have still been reachable under the same IP address. This

does not imply, however, that the other 50% of installations can now be considered to be

secure. Most of the (private) installations use a dynamic IP address, obtained from the

service provider.

A short third scan (Scan 3) with a small subset of IP addresses from countries in Europe

lasted from 19th August to 25th August 2014. 375 installations (more than 10%) have been

re-detected (identified by their MAC address), which were reachable with a different IP

address.
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Country KNX
NL, Netherlands 427
AT, Austria 142
FR, France 133
ES, Spain 131
DE, Germany 115
CH, Switzerland 92
NO, Norway 87
IT, Italy 83
IL, Israel 73
SE, Sweden 61
BE, Belgium 58
PL, Poland 42
CZ, Czech Republic 27
RU, Russian Federation 19
GB, United Kingdom 19
LT, Lithuania 16
TR, Turkey 15
RO, Romania 14
SK, Slovakia 13
FI, Finland 12
worldwide 1662

Table 3.4: Scan 2 Results (Top 20
Countries)
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Figure 3.7: KNX Device Manufacturers

3.2 Attacking Control Applications based on EnOcean

While the previous section described an attack vector on how to find BAS, this section is

dedicated to attacking the found CAs. The EnOcean technology is taken as an example to

demonstrate attacks targeting the monitoring of process data exchanged between SACs.

Due to requirements regarding low power communication, EnOcean’s security concept

is a trade-off between security and energy efficiency. It provides authentication, integrity,

confidentiality and freshness. Several weaknesses within EnOcean’s security have been

revealed and are still present [2], [8], which are listed here for completeness since no

extensive summary is available in related work:

• An insecure cryptographic algorithm (Alleged Ron’s Code 4 (ARC4)) has been used

until version 1.3 of [43].
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• For authentication, EnOcean also relied on the unique production given sender ID

until September 2013. [39] clarifies, that this concept is not secure.

• No encrypted key exchange mechanism is provided.

• Due to energy saving issues, the CMAC field is limited to 3 or 4 bytes. [36] rec-

ommends at least 8 bytes to avoid guessing attacks. Additionally, the rolling code

window size leads to a reduced guessing time for a valid CMAC (approximately

65 seconds [8]).

• The usage of the rolling code is not mandatory. Thus, no protection against a replay

attack is given.

• Authentication and encryption are not mandatory. In [43], use cases are given, that

show the single use of the two security features. Without authentication, replay

attacks can be launched; without data encryption, no confidentiality can be guaran-

teed.

• For many devices, private keys are not changeable. Therefore, the key lifetime cycle

cannot be limited.

• Usually AES-CBC is used for input data longer than one block. Due to the very

limited number of input data bytes in EnOcean (longest telegrams are 14 bytes [38])

and a fixed initial vector of 0, this mode is reduced to Electronic Codebook Mode

(ECB). Besides, 16 byte blocks are required for AES-128. The required padding

sequence is fixed in EnOcean, which may lead to attacks against the encryption if

known-plaintext weaknesses come up.

• The VAES algorithm (cf. Figure 3.10) has been invented by EnOcean. It does not

seem to be mathematically proven or publicly reviewed. The algorithm seems to be

weak with respect to known-plaintext and guessing attacks and its security seems

to be dependent on the rolling code size.

• No profound, open discussion on the security of EnOcean is available. Besides, the

document creation process, review policy and release policy need to be enhanced.
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[43], for instance, did not receive updates for 7.5 months until version 1.5. Updates

1.6 - 1.9 occurred within less than one month. Besides, version numbers are not

always clear and consistent within the document.

The following subsections are based on [2] and show, how EnOcean based CAs can be

attacked via the wireless network using three practical scenarios based on side-channel

and algorithm attacks.

3.2.1 Eavesdropping Control Application Communication

The first attack scenario is to eavesdrop the communication between two CAs.

• Similar to BACnet/IP or KNXnet/IP security, EnOcean’s security introduced in

2013 is not enabled in practice. Most of today’s devices communicate unencrypted

until now, making eavesdropping trivial, e.g. by using standard hardware such as

the USB 300 [44].

• Eavesdropping of teach-in telegrams (cf. Figure 3.8), which are required to bind

an EnOcean receiver and an EnOcean transmitter, is possible. These teach-in tele-

grams are transmitted in plain text, thus an adversary can reveal the contained pri-

vate information of the transmitting device. Information such as profile data (con-

tains Radio Organizational Number (RORG)/telegram type, device type and func-

tion), private keys, security level (defining encryption and authentication level) and

Rolling Code (RLC) (i.e. a synchronized shared value to prevent replay attacks) can

be extracted. Using this information, future, even encrypted communication can be

eavesdropped.

Two approaches seem feasible to prevent such attacks. First, an alternative teach-in

procedure could be used to provide a secure way of the pairing process. Using a wired

communication interface (e.g. a simple 2-wire connection probably even providing power

supply) the necessary information could be exchanged securely between the devices. If,

additionally a central MD is used, secret information such as private keys or RLCs can be

generated and downloaded securely into the SACs, even at the installation side. In such

way, no confidential information needs to pass the wireless medium in an unencrypted
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Figure 3.8: Eavesdropping EnOcean Control Application Communication (based on [2])

way. Second, RF shielding or RF level limiting could be deployed, to reduce the risk of

eavesdropping a teach-in telegram. This is, however, difficult for already installed SACs.

3.2.2 Interfering Control Application Communication

The second attack scenario are interference operations issued by an adversary. Thereby,

the adversary tries to disturb normal communication by manipulating (parts of) a tele-

gram, being sent by a transmitter. Thus, the telegram gets corrupted and the receiving CA

will ignore it. On the one hand, adversaries might interfere all or only specially targeted

communication to just generate annoyance.

On the other hand, more sophisticated attacks might target the pairing process of En-

Ocean: SACs use an RLC to provide protection against replay attacks. According to the

specification, such an RLC needs to be synchronized between communicating CAs within

a window value of 128 maximum difference to be able to en-/decrypt and authenticate a

telegram. If the RLC differs more than 128, the devices have to be resynchronized using

the pairing process. An adversary being able to interfere telegrams, will also be able to

eavesdrop these plain text teach-in telegrams enabling the attack scenario as described in

the previous subsection.
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Figure 3.9: Man-in-the-Middle Attack on EnOcean Control Application Communication
(based on [2])

The following procedure allows an adversary to perform a man-in-the-middle attack

(cf. Figure 3.9):

1. Interfere EnOcean telegrams transmitted between devices (e.g. jam the Cyclic Re-

dundancy Check (CRC) or hash value at the end of a telegram), until the RLC is out

of synchronization in order to provoke a teach-in. In practice, it can be assumed

that users will teach-in the corresponding devices, as soon as their malfunctioning

is reproducibly noticed. Thus, it is not necessary to interfere all 128 telegrams to get

the devices out of synchronization.

2. Eavesdrop and save the teach-in telegram and its parameters.

3. Interfere and save every encrypted and authenticated telegram from the original

transmitter. Thus, the receiver will drop this telegram.

4. Send a newly generated telegram, encrypt and authenticate it with a higher rolling

code (at least 128 steps difference to the original one).

As a result, the receiver will be synchronized to the adversary and will only accept the

adversary’s telegrams. Telegrams from the original transmitter will be dismissed.
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This attack scenario does not work on standard EnOcean hardware, since it does

not allow the required precise interfering or to freely change the Sender ID. A proof-

of-concept attacking device allowing this man-in-the-middle attack is presented in [2].

3.2.3 Attacking Encrypted Control Application Communication

While the two previous subsections discussed side-channel attacks, this part describes a

theoretical attack on encrypted EnOcean CA communication, in particular an attack on

its VAES encryption.

PUBLIC KEY
(known constant)

Rolling Code

PRIVATE KEY AES128 ENC

ENC

DATA

DATA_ENCRYPTED

XOR

XOR

Pseudo-random sequence generator

Figure 3.10: EnOcean Variable Advanced Encryption Standard Encryption (based on [43])

Using a state of the art block cipher in combination with a commonly used mode of

operation (e.g. AES-CBC), a block size of a multiple of 16 bytes is required, which may

produce a large overhead especially for energy harvesting networks, where typically in-

formation less than 5 bytes needs to be transmitted. Hence, the VAES encryption (cf. Fig-

ure 3.10) has been specified, which allows a smaller encrypted data length. The basic idea

is that transmitter and receiver share a synchronized random value, that changes after

each telegram. This value is cut to the same length as the plaintext data and XORed with
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it to generate the encrypted data. For decryption, the receiver XORs the encrypted tele-

gram with its (=the same) cut random value to recover the plaintext. A pseudo-random

sequence generator has been specified to provide this synchronized random value. A

known constant (EnOcean imprecisely refers to it as public key) is XORed with the RLC

and serves as an input to AES-CBC encryption using the private key. The encrypted value

has a variance depending on the RLC size (16 or 24 bits). Obviously the RLC needs to be

the same value for the transmitter and the receiver, which can be guaranteed by includ-

ing the RLC within the transmitted telegram or by checking the Message Authentication

Code (MAC).

Adversary

Encrypted telegram

TransmitterReceiver

Transmit VAES 
encrypted telegram

Receive VAES
encrypted telegram

Eavesdrop
EnOcean telegram

Figure 3.11: Attacking Encrypted EnOcean Control Application Communication (based
on [2])

An attack (cf. Figure 3.11) on the VAES encryption targets the pseudo-random se-

quence generator. If an adversary knows this value, it can simply eavesdrop the trans-

mitted telegrams. In fact, the pseudo-random sequence generator is periodic with a wrap

around after 216 or 224 telegrams. The following attack model based on known plaintext

values can be used to get access to the pseudo-random sequences:

1. Find a CA communication relying on the VAES encryption. An adversary has to

eavesdrop RORG telegrams of type 0x30 or 0x31, which specify that encryption

using AES-CBC or VAES is being used. Since AES-CBC always has a 16 byte block

alignment, all telegrams with other alignments need to be based on VAES.
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2. Eavesdrop encrypted data fields and save them using the RLC or MAC as index.

This can be achieved using standard EnOcean devices and is invisible to the trans-

mitter and receiver since no active interference takes place.

3. Associate encrypted data bytes with known plaintext data bytes. The probability to

guess the correct plaintext data bytes depends on the CA of the transmitter. The eas-

iest case is a simple switch, being either pressed or released. Obviously the device

type needs to be known by the adversary.

4. Recover and save the pseudo-random sequence by XORing the encrypted and

plaintext data bytes. At least 216 or 224 telegrams have to be eavesdropped, to get

access to all possible pseudo-random values. The actual RLC width/period has to

be known. It can be guessed by detecting fixed data bits within the telegrams.

5. Use the pseudo-random value to decrypt all previously saved or future telegrams.

Note that it is not possible to recover the private key of a device, but actually this is

not necessary to get access to the plaintext data.

To increase the probability of a successful attack, the previously described procedure

can be combined with further measures. In combination with e.g. interference, addition-

ally transmitted telegrams can be provoked.

In the following, an attack on three EnOcean CAs – a PTM energy harvesting switch,

a temperature and a light sensor – is described in more detail. A summary is shown in

Table 3.5.

The PTM switch transmits a telegram containing 11 different possible plaintext values

when being pressed and a fixed release telegram when being released. Thus, at least ev-

ery second telegram is definitively known to an adversary giving a plaintext probability

greater than 0.5. Since only one byte is being transmitted and the typical data pattern can

be recognized, a PTM switch can easily be identified. Assuming that the switch is pressed

ten times a day, the 16 bit RLC overflows in about 8.9 years and a 24 bit RLC in about 2356

years. A successful attack thus is lasting longer than 17.8 years. This time might be re-

duced, if a switch is pressed more often or the data variation of the press telegram can be

reduced (e.g. a switch being known to only have 1 button).
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Device PTM switch Temperature sensor Light sensor
EEP D2-03-00 [38, p. 106] A5-02-04 [38, p. 25] A5-06-01 [38, p. 32]
Data type 4 bit (11 button 8 bit 8 bit (300lx to 30000lx

configurations) (-10° C to 30° C) or 600lx to 60000lx)
Data pattern 1 byte (only 4 bits used) 1 variable data byte 3 variable data bytes

Fixed release telegram 1 bit teach-in 1 bit teach-in
Possible 11 + 1 release at room temperature: 256
plaintext values 15° C to 25° C ≈ 64
Plaintext > 0.5 ≈ 0.016 ≈ 0.0039
probability
Transmission Press / release Usually periodic Usually periodic
pattern every 1s-100s every 1s-100s
RLC overflow 10 switch actions/day 1s transmission cycle 1s transmission cycle
16 bit ≈ 8.9 years ≈ 18.2h ≈ 18.2h
24 bit ≈ 2356 years ≈ 194 days ≈ 194 days
Attack duration
16 bit RLC ≈ 17.8 years ≈ 47 days ≈ 194 days
24 bit RLC ≈ 4712 years ≈ 34 years ≈ 140 years

Table 3.5: Variable Advanced Encryption Standard Encryption Attack

The temperature sensor transmits a telegram containing an 8 bit encoded temperature

value between -10° C to 30° C in a configurable interval. To enhance the plaintext guessing

probability, the data variance can be reduced to 64 different values if the temperature

interval is reduced to 15° C to 25° C for a room temperature sensor. Likewise it can be

reduced, if the sensor is used as outside temperature sensor and the adversary can guess

the correct temperature using other channels (e.g. weather information or measuring the

temperature on its own). Assuming a transmission interval of 1 second, the 16 bit RLC

overflows in 18.2 hours and the 24 bit RLC in 194 days. A successful attack is lasting 47

days respective 24 years.

A light sensor encodes the illumination between 300lx to 30000lx or 600lx to 60000lx

into an 8 bit value, thus giving 256 possible plaintext values. Assuming a transmission

interval of 1 second, an attack is lasting 194 days for a 16 bit RLC and 140 years for a 24

bit RLC.

Although the duration of a successful attack might seem quite long in many cases,

it has to be noted that no deep mathematical analysis of the VAES algorithm has been
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performed. It can be assumed, that the duration can be shortened by a well-trained ad-

versary.

3.3 Threat Analysis

To be able to provide secure CAs in BASs, it is first necessary to identify the threats to

CA software and analyze possible vulnerabilities. Based on the Open Web Application

Security Project7 and [76], the following categorization can be established:

• Authentication vulnerability: Authentication is the process of verifying the identity

and ownership of a user or a BAS node. An adversary may exploit vulnerabilities

such as authentication bypass via assumed-immutable data (i.e. an authentication

decision is handled on the client side and is thus subject to adversary modification)

and empty string or hard-coded passwords being deployed to nodes by security

unaware users.

• Authorization vulnerability: Authorization is the process of verifying the access rights

of an authenticated process or user. An adversary may bypass authorization mecha-

nisms by exploiting vulnerabilities like weak privilege management (i.e. CAs being

executed with higher privileges than necessary).

• Code quality vulnerability: On the one hand, poor code quality may lead to poor us-

ability. On the other hand, it enables an adversary to stress a system in unexpected

ways. Examples are double frees (occurs in memory management when free() is

called more than once on the same memory address), leftover debug code, memory

leaks (occurs in memory management when unneeded memory is not freed), null

dereferences (dereferencing a null pointer), uninitialized variables (using the value

of an uninitialized variable), using freed memory (referencing memory after it has

been freed).

• Cryptographic vulnerability: Adversaries may exploit vulnerabilities in cryptographic

modules due to
7 http://www.owasp.org/, Last access: 2010/08/03

http://www.owasp.org/


54 Control Application Security

– Algorithmic problems: use of insecure algorithms such as Data Encryption

Standard (DES), MD5; choosing the wrong algorithm (e.g. encryption algo-

rithm for hashing); inappropriate use of an algorithm (e.g. insecure encryption

methods or non random initial vector); implementation errors.

– Key management problems: weak keys (too short or simple), key disclosure

(keys transmitted in clear text), key updates (reuse of existing keys).

– Random number generator problems: poor random number generators (c: rand(),

Java: java.util.Random()), no seed to the random number generator, use

of the same seed for the random number generator every time.

• Error handling vulnerability: Adversaries may try to generate errors and then exploit

vulnerabilities in error handling such as empty catch blocks, improper cleanup on

thrown exceptions, missing error handling, uncaught exceptions.

• General logic error vulnerability: This category includes vulnerabilities such as assign-

ing instead of comparing or comparing instead of assigning, omitted break state-

ments or use of sizeof() on a pointer type.

• Input validation vulnerability: If (user) input to CAs is not checked for proper con-

straints, an adversary might stress a BAS by intentional malformed inputs. This

type of vulnerability includes flaws due to buffer overflows (e.g. [121]), format

strings [120], improper data validations, string termination errors or validations

performed at client side.

• Protocol errors: This category includes vulnerabilities such as the failure to add in-

tegrity check values, the failure to check for certificate revocations, the failure to

encrypt data, key exchange without entity authentication or trusting self-reported

DNS names.

• Range and type error vulnerability: Improper handling of the type, size and signed-

ness of data may be exploited by an adversary. Typical vulnerabilities are compar-

ing classes by name, integer overflows, sign extension errors, signed � unsigned

conversion errors or truncation errors.
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• Sensitive data protection vulnerability: This category contains vulnerabilities that lead

to insecure protection – i.e. failure to maintain confidentiality and integrity – of sen-

sitive data due to e.g. heap inspection, information leakage, privacy violation. Sim-

ple attacks by a malicious CA would allow to read the whole memory – including

firmware, secret password or any other confidential information – and to send the

contents over the network interface.

• Session management vulnerability: A session refers to a lasting interaction between

CAs and/or users. Vulnerabilities in session management due to e.g. cross site

scripting, insufficient session-ID length enable adversaries to hijack such interac-

tions.

• Synchronization and timing vulnerability: This category covers vulnerabilities, which

occur due to improper or unhandled timing dependencies in CAs or in communi-

cation between CAs. Examples are capture-replay vulnerabilities (i.e. the replay of

network traffic), race conditions [9] or time-of-check/time-of-use race conditions as

shown in the Listing 3.1 of a simple program, which accesses a file:
1 i f(!access(filename,W_OK)) { // check permissions
2 f = fopen(filename,"w+"); // open file
3 operate(f); // operate on file
4 ...
5 }
6 e lse {
7 fprintf(stderr,"Unable to open file %s.\n",filename);
8 }

Listing 3.1: Synchronization and Timing Vulnerability

If an adversary is able to manipulate the file with the name filename after its

access rights have been checked in line 1 (e.g. by suspending a program and creating

a link to another file), all subsequent operations on the new file are not checked for

access permissions.

• Mobile code: Mobile code is code being transmitted across a network and being ex-

ecuted on a remote machine. Special guidelines are necessary to protect such code

from manipulation by an adversary. Common examples of mobile code are Java

applets or ActiveX elements.
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• Use of dangerous Application Programming Interfaces (APIs): Certain APIs in various

programming languages are considered as being insecure and their usage may im-

pose security vulnerabilities in CAs. Examples are dangerous functions (e.g. C-

functions gets(), strcpy(), strcat(), printf()) that do not check for

the size of destination buffers), insecure temporary files or the use of obsolete meth-

ods.

To be able to create secure CAs, it is essential to know how often attacks on the pre-

sented vulnerabilities occur and which vulnerabilities need to be dealt with. No statisti-

cal data is, however, available for BASs or more generally for Embedded Systems (ESs)

typically being deployed in BASs. Therefore, an analysis based on the introduced cate-

gorization has been performed [129]. Figure 3.12 shows a breakdown of vulnerabilities

being openly available at the US-CERT Vulnerability Notes Database8). All entries of the

years 2007 to March 2010 (632 in total) have been analyzed, categorized and counted. The

numbers give an adequate overview of the commonness of vulnerability types. Although

this analysis basically covers vulnerabilities of traditional IT systems (i.e. OS and middle-

ware software), it shows the broad range of threats also possibly applicable to software

in BASs. Moreover, it reveals that since years, input validation vulnerabilities are the

most common challenge to provide secure CAs, but the other vulnerabilities must not be

neglected.

3.4 Requirements for Secure Control Applications

Due to the extreme broadness of threats and vulnerabilities to CAs, an attack model needs

to be defined:

Definition 3 Software attack model: Any (malicious) CA, irrelevant whether it originates from

trusted or non-trusted sources, being run on BAS devices may exploit weaknesses in security

schemes and system implementations, intentionally or unintentionally. Accidental programming

flaws in CAs may be present just like software being intentionally infected by trojans. Adversaries

may use these manifold possibilities to access control level functions they usually are not allowed

to.
8 http://www.kb.cert.org/vuls, Last access: 2015/08/03

http://www.kb.cert.org/vuls
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Thus, it is not enough to provide yet another new method to prevent single attack

types like buffer overflows, but to provide a solid and reasonable approach allowing se-

cure CA development. Therefore, security mechanisms need to be included that ascertain

the operational correctness of protected code and data before and at runtime, enforce that

application content can remain secret and protect against probing.

Definition 4 Secure Control Application: A secure CA is a CA, which additionally provides

mechanisms to prevent and detect software attacks.

The overhead imposed by security mechanisms needs to be reasonable small and a

suitable balance between required level of security and available resources for a specific

domain has to be found. The resulting implications to BAS nodes are described in the

next two sections.

3.4.1 Functional Requirements

Functional Requirements (FRs) are directly related to the security considerations for CAs.

The utmost requirement is to prevent software attacks on CAs and, if not possible, at least

detect those attacks. The following FRs can be derived to achieve this goal:

FR–memory access: Considering the execution of a CA on a SAC, the memory access

must be controlled. On the one hand, a CA must not be allowed to access arbitrary

memory locations to e.g. prohibit, that a malicious CA subverts any security mech-

anism. On the other hand, a secure storage of protected data must be possible. To

put it differently, information such as configuration parameters or cryptographic

keys invisible and unaccessible to the CA need to be stored on the SAC to provide

the basis for a secure system. Vulnerabilities (e.g. memory corruption via buffer

and format string overflows or code injection) caused by side effects have to be pre-

vented.

FR–low level functionality access: The same way it must be possible to limit the actions

and allowed operations (e.g. access to low-level function calls) a CA can perform

with respect to
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• Access rights: Is a CA allowed to call a particular function or not? Note, that

often a generic system software is deployed on SACs with far more capabilities

and functions than a simple CA may need. Hence, it is desirable to limit the

allowed operations for a SAC.

• Parameters: Likewise the parameters of a function call need to be limited so

that e.g. the present value of a Datapoint (DP) does not exceed a critical value.

• Execution time: The point in time when a function is called is an additional

constraint to monitor. Not only the actual instance, but also the invoking fre-

quency is critical for some applications.

• Domain constraints: Dependencies between function calls, which can be seen

as domain constraints, are a further critical issue. Consider e.g. an HVAC ap-

plication, where it is not desirable to simultaneously switch on the heating and

the cooling function.

FR–protection of environment: CAs must neither destruct the hardware or waste re-

sources intentionally nor due to programming flaws (e.g. wear out of a flash mem-

ory or exhaust battery power).

FR–communication relationship: CAs have a defined (static) communication relation-

ship. Being readily configured, it is known which CAs need to communicate and

which CAs do not need to communicate. A simple light switch, for instance, must

not be hacked and abused to open a security door. This communication relationship

needs to be considered in security mechanisms.

FR–availability: Availability, i.e. DoS attacks, need to be prevented or detected.

3.4.2 Organizational Requirements

Organizational Requirements (ORs) cover the special environmental conditions required

for developing secure CAs in BAS.

OR–limited resources: Due to cost efficiency and form factor, SACs are normally embed-

ded devices with limited system resources (e.g. memory, processing power) that
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rely on bus- or battery-power. Security mechanisms (especially cryptographic al-

gorithms) are computationally intensive and must not exceed the available device’s

processing resources (processing gap) and power resources (battery gap) [136]. The

overhead imposed by these mechanisms needs to be reasonably small. Therefore, a

suitable balance between a required level of security and available resources has to

be found (”good enough security”).

OR–development: CA development has to be simple and secure by design so that even

security unaware developers are able to design secure CAs. This is especially im-

portant for the BAS domain, since engineers are experts in the field of automation

but not in the field of security. Therefore, a two level concept with a dedicated sys-

tem software and a CA, as already present in KNX or LonWorks, needs to be sup-

ported. This way, also portability of CAs can be achieved due to their separation

from the system software. Clearly, this may impose security risks, which a security

concept has to deal with: While malicious, erroneous or compromised CAs may be

uploaded long after device deployment, they shall not interfere with the concerning

device software and thus violate the device’s security.

OR–high level language support: High-level programming languages (e.g. Java) need to

be supported such that the desired control logic and behavior can be obtained more

easily. CA development is also simplified, since the application programmer does

not have to cope with details such as a hardware specific system software or the

communication protocol.

OR–long lifetime: BASs have to be kept operable for years or even decades. Due to this

long lifetime, such systems obviously have to undergo maintenance during runtime

in order to keep them operable. With the complexity of the CA software increasing,

it also must be assumed that not all implementation flaws can be detected in the de-

velopment phase. Since these may result in security vulnerabilities, a secure update

mechanism is beneficial. Such a mechanism should allow the distribution of sys-

tem software patches and secure download and replacement of CAs in an easy and

secure manner. It can also be used to add required functionalities not anticipated
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during development. Since such an update mechanism also offers an additional

attack point it has to be protected against unauthorized use.

OR–scalability: Since BASs can consist of hundreds or even thousands of devices, ap-

propriate scalability of security mechanisms is essential. For instance, key distri-

bution schemes which routinely require physical access to the individual devices

are not feasible in large networks. Therefore, services must be provided which as-

sist in performing these tasks. For many services in the IT domain the amount

of devices that communicate with each other is relatively small, thus allowing the

client/server model to be used in most cases where only the communication be-

tween the clients and the server has to be secured. BANs, on other hand, usually

consist of only a few MDs, some ICDs with defined applications, and thousands

of manifold SACs. Communication between SACs occurs peer-to-peer based with-

out a central instance. Thus, scalability of the integrated security mechanisms is of

major concern.

OR–network technology: Security mechanisms need to be geared towards the different

requirements in BANs regarding the used network technology. While in the IT

world IP based network protocols are dominant, the use of IP networks in BANs

is reserved to the backbone level. At the field level, predominantly non-IP fieldbus

are used. Besides, control data typically transmitted in BANs have a small volume

(in the order of bytes) with perhaps soft real time requirements (e.g. reaction time

in a lighting system). In the IT/office domain, the data volume to be transferred

is commonly high (in the order of mega- or gigabytes) with usually no real time

requirements.

OR–compatibility: The integration of a security extension into an established BAS is

preferable to create an entirely new system. Such an approach allows to leverage

the existing base of available components for parts of the system where security is

not (yet) a requirement. This allows a smooth transition until devices supporting

the security extension become widely available. It also offers an economical up-

grade path for existing installations. Downward compatibility will influence the

acceptance of a security extension significantly. Such a compatible extension shall
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not make existing standard system components obsolete. It shall be possible to use

them simultaneously with new secure devices, without mutual interference. How-

ever, security must not be compromised.

OR–physical access: In BANs, devices often operate in untrusted environments where

physical access (e.g. an intrusion alarm in a public building or a wireless sensor

network [64]) is given. Therefore, it has to be assumed that a short time physical

access to devices and networks cannot be avoided. Such attacks have to be detected

by a security system.

OR–usability: Usability of security measures has to be provided, when these systems

are installed. On the one hand, this implies that it has to be possible to deploy

them as easily as possible. In the best case, users do not even notice, that a secu-

rity measure is enabled. At least, education and guidelines (e.g. secure password

guidelines) need to be provided for support. On the other hand, this requirement

also covers protection against social engineering attacks. It has to be prevented, that

credulous users deactivate or bypass security measures unintentionally and enable

an adversary to attack a BAS.

3.5 Summary

As shown in this section, security awareness in the BAS domain is missing and today’s

CAs need to be considered as insecure. Thousands of BACnet and KNX based installa-

tions are being directly connected to the Internet, allowing an adversary to attack them.

Besides, exemplary attacks on the EnOcean technology demonstrate, that BAS specific

constraints have not been covered in research. Manifold vulnerabilities and requirements

need to be considered to be able to provide secure CAs.
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Software Protection Techniques

Hypothesis 4 Existing software protection techniques from the IT domain cannot be used to

develop secure CAs. They are insufficient with respect to the functional and organizational re-

quirements and not applicable to BAS.

A broad range of commonly used state of the art approaches aims at improving appli-

cation level security in the presence of programming flaws or untrusted code. Consider-

ing the attack model as depicted in Figure 4.1, they can be distinguished into techniques

preventing attacks, detecting attacks, recovering after attacks and providing tamper evi-

dence.

This section focuses on related work which addresses attack prevention and attack de-

tection. Attack recovery and tamper evidence are out of scope of this dissertation. Soft-

ware protection techniques present in the IT world are likewise covered as techniques

Attack 
prevention

Attack 
detection

Attack 
recovery

Tamper 
evidence

Attack

Detection 
latency

Recovery latency

Time

Figure 4.1: Attack Model
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specifically tailored to ESs. In theory, it is preferable to fully prevent attacks. This may,

however, not always be possible or feasible with respect to a system’s resources. Thus, to

prevent a successful exploit of an attack, its detection latency has to be smaller than the

time it takes to reach an undesired software state. In the following, a short description

of software protection techniques (cf. Figure 4.2) is given and a categorization into static

software methods (cf. Section 4.1.1), dynamic software methods (cf. Section 4.1.2), hard-

ware assisted methods (cf. Section 4.2), human assisted methods (cf. Section 4.3) as well

as hybrid methods (cf. Section 4.4) is performed. Then, security in open BASs is analyzed.

Finally, the presented techniques and technologies are evaluated with respect to their ap-

plicability to protection against vulnerabilities, security requirements and device classes

in BASs (cf. Section 4.5).

Software protection 
techniques

Software assisted Hardware assisted Human assisted

Static Dynamic

Figure 4.2: Software Protection Techniques

4.1 Software Assisted Methods

Approaches falling into this category try to improve security by applying additional soft-

ware assisted methods. A security policy or at least some security rules need to be defined

at system level, which then can be checked for violation. Software assisted methods can

be divided into static, usually performed at compile time or before execution, and dy-

namic methods. The latter generally try to hamper software attacks by applying security

mechanisms at runtime, either by preventing attacks a priori, or by detecting malicious

or undesirable actions and reacting to them according to a given policy.
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4.1.1 Static Methods

Static Code Analysis (SCA) generally refers to manual as well as automated tool supported

analysis of program code to detect certain properties of a program without executing it

[22]. In security, it is used to detect programming flaws that result in vulnerabilities and

provide valuable feedback in a human readable form to developers. Automated tools

usually use pattern matching to detect common flaws. More sophisticated tools combine

techniques like annotations, heuristics and modeling the execution state.

On the one hand, SCA can be carried out on program source code. [15], for instance,

describes a compile-time analyzer which is capable of detecting dynamic errors. An an-

alyzer traces the execution paths, models memory and reports inconsistencies. Besides,

automatically generated models abstract the behavior of individual functions and thus

allow inter-procedural errors to be detected. [110] presents Splint, an approach, which

tries to mitigate buffer overflow vulnerabilities by lightweight and efficient static analysis

of C-code. Their approach is based on the static analysis tool LCLint [46]. With minimal

effort a detection of software flaws such as unused declarations, type inconsistencies, use

before definition, unreachable code, ignored return values, execution paths with no re-

turn, likely infinite loops, and fall through cases can be achieved. By adding annotations

to the source code, which provide additional information about its intended behavior,

stronger checking can be performed. The commercially available static analyzer ASTRÉE1

intends to prove the absence of runtime errors such as float rounding errors, overflow er-

rors in C-programs. By abstract interpretation of program code, all possible errors are

reported (i.e. ASTRÉE is always sound), however occasionally errors are signaled, that

cannot really happen (i.e. false alarms on spurious executions). ASTRÉE does not support

dynamic memory usage or recursion has, however, been deployed in the A340 and A380

aircraft and Jules Vernes Automated Transfer Vehicle.

On the other hand, SCA can be carried out on binary code. [27], [108] describe an

approach to statically analyze x86 binaries using symbolic execution. [161] uses SCA

based on abstract interpretation on embedded executable assembly code to determine

1 http://www.astree.ens.fr/, Last access: 2015/08/03

http://www.astree.ens.fr/
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whether coding standards have been followed during application development or not.

However, only the presence of unwanted hard coded pointer variables is discussed.

Using Code-Signing (CS) program code is signed by its producer to confirm its origin

and non-modification [126]. Although CS does not provide any security measures itself,

the user can at least decide about the trustworthiness of a program with respect to its ori-

gin. Most of the current OSs (e.g. Linux, Apple Mac OS X, Microsoft Windows) utilize CS

to secure their update services and prevent maliciously distributed code via their patch

system. Typically a trusted third party is required to establish the trust relationship be-

tween code producer and consumer, but also approaches exist, where this is not required

[143].

Somewhat similar to CS, but with different purposes, is Watermarking (WM) [24]. It

is used to embed additional, secret and non-removable information into a piece of data,

usually to assure that the rights of the creator are not hurt and digital information is dis-

seminated in a controlled way [125]. A typical example is media WM where information

about owner and copyright is embedded into a picture, music or a movie (Digital Rights

Management (DRM)). WM applied to software protects against illegitimate modifications

and tampering by its users [17] before actually executing it.

Proof-Carrying Code (PCC) [119] is a technique where a code producer provides a proof

along with a program allowing to check with certainty, that the code is secure to execute

(e.g. does not to contain buffer overflows). On the one hand, the user specifies a set of

security rules. The code producer, on the other hand, creates a formal security proof

which proves adherence to these rules. Correctness is checked using a simple and fast

proof validation. PCC may be used in environments such as web browsers or ESs, where

the execution of downloaded code is allowed. A trust relationship between code producer

and user is not required, since all information needed to determine that the code is secure

to execute is contained within the code and the proof. If modifications have been applied

to the code, PCC guarantees that either the proof is no longer valid and the user can

reject the execution of the program, or the proof is valid and does not correspond to the

program anymore or that the proof is still valid.
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4.1.2 Dynamic Methods

IDSs observe the behavior of a system by e.g. tracing system calls, file system operations

or network traffic and use the collected information to detect malicious modes or actions

[111], [117]. Advanced approaches exist, which rely on a distributed system to allow

better scalability [107].

Signature based Intrusion Detection Systems (SIDSs) detect malicious actions by compar-

ing observed information to a collection of signatures describing known attacks. Most

modern anti virus software use SID to detect malware.

Anomaly based Intrusion Detection Systems (AIDSs) use representations of the trained,

normal behavior of a system to detect abnormal activities which are assumed to be caused

by attacks. Here, mechanisms from simple statistical analyses to neural networks and

other artificial intelligence techniques are used. As an example, [71] is able to detect

intrusions at the level of privileged processes since they usually implicate anomalous se-

quences of system calls. In fact, short sequences of system calls executed by running pro-

cesses are a good discriminator between normal and abnormal behavior. An enhanced

training and learning sequence approach based on finite state automata is introduced by

[148]. [47] describes an AIDS, which allows anomaly detection by dynamically extracting

information from the call stack of a program execution. The return addresses are being

used to generate an abstract execution path between two program execution points. Be-

sides, approaches exist which describe an AIDS that targets mobile ad-hoc networks and

considers requirements such as the limited processing power and battery gap [32].

Software Monitoring Techniquess (SMTs) observe the execution of specific programs. By

identifying and reacting to certain security relevant events they can check if programs

behave according to a given (human specified or automatically generated) security pol-

icy. On the detection of malicious behavior, actions can be taken to prevent it or to stop

the program. Monitoring usually takes place at instruction level by checking some or

all instructions which are to be executed by a program. [54], [167] describe a secure en-

vironment for untrusted helper applications, which protect the hosting application by

intercepting and filtering dangerous system calls and thus restricting a program’s access

to the OS. Pre-existing legacy code can likewise be protected as newly developed soft-
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ware. Control-Flow integrity is a safety property being able to hinder adversaries from

arbitrarily controlling a program behavior [1]. Its enforcement is simple, practical and

can be performed efficiently. Quite similar [93] defines local security checks to implement

a global security property by monitoring the control flow of software.

A Sandbox (SB) is a technique where possibly untrusted and malicious programs are

executed in a controlled way, often with restricted permissions [159]. The essential benefit

is that the executing host is protected from direct attacks of the software running in the

SB. Additionally, the behavior of the program can be monitored and controlled. The first

approaches used SBes to isolate software faults by logically separating an application’s

address space [168]. Adobe Acrobat Reader 10.0 and later, for instance, use a SB to im-

plement a so called protected mode prohibiting write accesses of code, which has been

infiltrated by malicious pdf documents2.

An extension to SBes is the concept of Virtual Machines (VMs) [153]. Process VMs pro-

vide virtualization mechanisms between OSs and processes. Such techniques are present

in most modern OSs and allow multiple processes to coexist on the same hardware and

have the illusion to possess the whole system for itself. System VMs apply virtualization

techniques between the OS and hardware. In such way, several OSs may be executed on

same hardware without interfering with each other. A lot of different VMs have been de-

veloped, which target (mobile) ESs and consider their requirements and resources. [157]

is a simple, fast and robust VM, which allows to run code compiled for a common instruc-

tion set architecture, independently from the underlying hardware. To allow efficient

on-the-fly compilation, the basic instruction set is matched to popular processor architec-

tures. Additional instructions for inter-device communication, power management and

error recovery are provided.

Self Checking Code (SCC) describes techniques where programs check themselves for

modifications at runtime, assuming that modifications are undesirable and probably ma-

licious [6]. Simple methods generate hash values over parts of the program and compare

them to stored values, usually determined at compile time. Note, however, that such ap-

proaches can easily be distinguished from normal code and thus could be bypassed by an

2 http://www.heise.de/ct/meldung/Adobe-Reader-X-mit-Sandbox-fuer-Windows-
verfuegbar-1139095.html, Last access: 2015/08/03

http://www.heise.de/ct/meldung/Adobe-Reader-X-mit-Sandbox-fuer-Windows-verfuegbar-1139095.html
http://www.heise.de/ct/meldung/Adobe-Reader-X-mit-Sandbox-fuer-Windows-verfuegbar-1139095.html
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adversary. Measures such as watermarking, obfuscation and anti-debugging techniques

have to be taken, that hamper the discovery and modification of SCC code. Other meth-

ods apply public key cryptography to generate signatures of code and critical data which

are added to the program. This way not only the program’s integrity, but also its source

and trustworthiness can be checked. [75] describes a SCC mechanism to improve tam-

per resistance of large programs with the aim of securely executing them on potentially

hostile hosts. The concept of testers is introduced, which redundantly test for changes in

the executable code as it is running and report modifications. Addressing the challenge

of obfuscating the checking mechanisms, oblivious hashing [21] continuously calculates

hash values based on the dynamic execution trace of a piece of code. This way opera-

tional correctness can be checked at any point in the program and SCC can be blended

seamlessly into the application code.

There is also a number of Attack Specific Countermeasures (ASCs) which target only spe-

cific types of vulnerabilities. In such cases, the attack requirements are narrowed to a

small set of conditions, and assumptions are made on how they could be prevented. Es-

pecially for the still dominant stack based buffer overflow attacks a lot of approaches exist

which try to hinder them [172]. A popular example is StackGuard [28], which has been re-

leased in 1997 for the GNU Compiler Collection (GCC). It applied several techniques such

as storing return addresses for comparison or placing known values (canaries) between

buffer and control data for detecting overwrites. ProPolice [45], being part of the GCC

by default, additionally protects all registers saved in a function’s prologue (e.g. frame

pointer) and also sorts array variables to highest part of the stack frame. A compiler ad-

dition (i.e. /GS switch) for Microsoft Visual Studio [12] inserts a cookie (random data) be-

tween stack data and function return address and checks it when a function exits. Besides,

buffers are placed in higher memory locations than non buffers (e.g. function pointers).

Quite similar heap based buffer overflow attacks can be performed (e.g. [4], [115]). How-

ever, detection mechanisms are deployed which make such rather simple attacks harder.

A random cookie can e.g. be added to each heap block. If it has been tampered due to an

overflow the application can then be aborted. Besides, heap integrity checks are common

when blocks are being freed and data structures are checked for validity. PointGuard [30]

describes a compiler technique to defend against buffer overflow attacks by encrypting
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pointers while they are stored in memory and only decrypting them when being loaded

into registers. Address Space Layout Randomization (ASLR) is another technique being

deployed against buffer overflow attacks [151]. By randomly arranging the position of

key data (e.g. base of the executable, stack and heap in a process’s address space, posi-

tion of libraries), the predictability of the exact memory locations required for attacks is

not given anymore. In this way, ASLR does not prevent such attacks, but it makes them

harder to perform. Since the Vista version of Microsoft Windows, for example, stack ran-

domization is active and the stack base address varies by 0–31 pages and a random offset

in 4 KB pages is chosen. Similar to heap randomization, the heap offset is also random-

ized between 0–4 MB. To protect against exploits attempting to call shared libraries (e.g.

return-to-libc exploit [154]), function entry points are moved in memory between

256 different locations. To counter format string attacks FormatGuard [29] provides a

replacement of printf() function with more secure implementation and additionally

performs function argument counting. Race conditions are addressed in e.g. RaceGuard

[31], a kernel enhancement which circumvents temporary file race vulnerabilities.

Embedded OSs provide hardware abstraction and offer an interface to execute (multi-

ple) CAs. A kernel handles tasks such as interrupts, memory management, Input/Output

(I/O) or network access and limits what an application is allowed to do. Until now,

only two OSs are available, that target security critical applications and have achieved a

satisfying Common Criteria for Information Technology Security Evaluation (CC) level

[90]. Green Hills Software Integrity operating system3 is one of the most secure com-

mercial OS. Its integrity kernel has been certified according to CC Evaluation Assurance

Level (EAL) 6+ level [80]. The Secure Embedded L4 microkernel [100] is a complete,

general-purpose OS kernel. Its functional correctness has formally been proven in such

a way that the implementation strictly follows a high-level abstract specification of the

kernel behavior.
3 http://www.ghs.com/, Last access: 2015/08/03

http://www.ghs.com/
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4.2 Hardware Assisted Methods

Dynamic software mechanisms typically face two common problems: First, they are ex-

ecuted on the same underlying processing hardware which exposes them to security at-

tacks themselves. Second, they implicate a performance overhead. Hardware assisted

methods may pose an extra barrier that is not easily bypassed with conventional tech-

niques and speed up security processing.

A common approach is to use a Co-Processor (CP) which performs security checks at

runtime. This often involves static analyses of the programs to generate some kind of

execution profile that is used for monitoring. The CP is usually closely attached to the

executing processor to enable extensive low-level monitoring. [5] describes such a con-

cept, which is able to monitor the inter-procedural control flow, intra-procedural control

flow, and the instruction stream integrity. Upon a security violation, the CP disrupts the

executing application. [114] provides an extension which allows detection within one

instruction cycle. [177] presents an approach, where a secure CP is used to execute an

IDS.

The increasing use of multicore architectures even on ESs allows their usage for se-

curity mechanisms. Physical Partitioning (PP) [70] may be used to improve a system’s

reliability as well as its resistance against security attacks by separation of execution do-

mains.

Processors implementing the Harvard Architecture (HA) provide resistance against

code injection attacks by design. The separation of instruction and data memory makes it

impossible to execute injected code. [139] proposes a change to the memory architecture

of modern processors imitating the HA on von Neumann processors. The memory is split

virtually into code and data memory. Therefore, a processor would never be able to fetch

injected code execution.

CPU EXtensions (CPUEXs) providing security features are common in the IT domain.

The No eXecute (NX) bit was first introduced by AMD4. It is present in most modern

processor architectures, only with different names, e.g. Intel’s eXecute Disable (XD) bit.

Traditional buffer overflows enter a system as data and then are executed. Thus, these

4 http://www.amd.com/, Last access: 2015/08/03

http://www.amd.com/
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CPUEXs prevent the execution of code from data segments. They allow memory regions

to be designated as being non executable meaning that they may only be used to store

data making such traditional code injection attacks impossible. CPUEXs are supported

since Microsoft Windows XP SP2 (i.e. Data Execution Protection (DEP)), Linux 2.6.8 and

Mac OS X 10.6. Dynamic information flow tracking [158] is an architectural support

which tracks I/O inputs and monitors their use. Any unintended use is detected by a

processor and handled by special software. ARM TrustZone® technology5 is a system-

wide approach to security, which is tightly integrated into processors and targets high

performance platforms with applications such as secure payment, DRM and web based

services. [79] is an approach – consisting of a hardware architecture and a software coun-

terpart – to provide a processor virtualization architecture to be used on mobile terminals

for pre-installed applications as well as downloaded applications. [176] addresses soft-

ware protection based on a Field-Programmable Gate Array (FPGA) hardware. A secure

hardware component is used to recognize and certify strings of keys hidden in regular

unencrypted instructions in order to guarantee the non-modification of the executable.

4.3 Human Assisted Methods

Manual Inspection And Certification (IAC) performed by humans can be applied during

the software design and development process to strengthen security. In such way, con-

formance to standard coding rules (e.g. [73]) can be checked and code reviews can reveal

software bugs. IAC of a product’s functionality is already common for ensuring interop-

erability between devices from different manufacturers.

In the context of software protection techniques, Formal Verification (FV) is a mathe-

matical proof that a program (i.e. an implementation) fulfills its specification. For auto-

mated verification it often models the problem using formal methods such as finite state

automata or petri nets. Model checking explores all states and transitions within a model

and, if no violation of the specification is found, the model is proven to be correct. [20]

describes model checking programs for security properties, a formal approach for finding

5 http://www.arm.com/products/processors/technologies/trustzone.php, Last ac-
cess: 2015/08/03

http://www.arm.com/products/processors/technologies/trustzone.php
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bugs. Rules for safe programming practices are identified, encoded as safety properties

and then verified, if they are obeyed. [97], [98] present a flexible method to detect mali-

cious code patterns in executables by model checking.

4.4 Hybrid Methods

Hybrid methods combine different approaches with the goal to enhance overall security.

Only a few approaches are listed here as examples:

Program shepherding [99] is a SMT approach which relies on three techniques to en-

force a security policy. First, execution privileges of instructions can be restricted on base

of code origins. For that purpose, the three categories (1) code from original image on

disk, (2) dynamically generated but unmodified code, and (3) modified code are distin-

guished. Second, control transfer can be restricted by e.g. checking each direct or indirect

call, return or jump and forbidding the execution of shared library code except through

declared entry points. Third, all transfers of control are monitored by un-circumventable

sandboxing.

A hybrid approach combining static PCC and dynamic SMT is presented in [149].

Model-carrying code executes untrusted applications by allowing the user to select a se-

curity policy and enforcing it during runtime.

The Java Virtual Machine (JVM) uses a hybrid approach. Within the Java runtime

system, a SB forms an essential part of the security architecture. [33] identifies four ba-

sic security mechanisms of the SB in the Java Micro Edition (Java ME)6: (1) Java class

files are verified for correctness before execution, (2) only a restricted API is available

for untrusted code, (3) class loading mechanisms cannot be bypassed, and (4) the set of

functions accessible to the SB is closed. The SB model has undergone many improve-

ments to provide better security [55], [56]. A security manager class, for instance, has

been deployed, which checks and restricts actions performed by untrusted code. Besides,

an advanced class loader ensures, that such code cannot interfere with the operation of

other Java programs. [169]–[171] discuss, how to further strengthen the Java security con-

6 http://www.oracle.com/technetwork/java/embedded/javame/index.html, Last ac-
cess: 2015/08/03

http://www.oracle.com/technetwork/java/embedded/javame/index.html
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cept for mobile code. [65], [66] describes a Java secure execution framework providing a

highly configurable security environment.

There are also a number of JVMs for ESs available, which offer a subset of the full

Java functionality. Oracle provides the official Java ME for mobile and other ESs such as

mobile phones, personal digital assistants, TV set-top boxes and printers. Although be-

ing strictly reduced in size and overhead, it still offers powerful programming interfaces,

robust security and built-in network protocols. The minimum system requirements spec-

ify around 160-512 KB of total memory and a 16 bit processor being clocked at at least

16 MHz. Oracle’s Java Card7 technology offers a secure environment for applications that

run on smart cards and other devices with very limited memory (1 KB RAM, 32-48 KB

ROM) and processing capabilities. [152] presents an advanced JVM architecture based on

the Connected Limited Device Configuration (CLDC) standard, which is targeted to run

on next generation smart cards. [11] describes a JVM for small ESs with a special focus

on home automation. The JVMs LEJOS8 and NanoVM9 allow the execution of standard

Java byte code, at least after preparation with an automated tool. They target very low

profile ESs. LEJOS has been developed for for the Lego Mindstorms RCX programmable

bricks with memory requirements of about 10 KB and support for multi-threading, ex-

ceptions and synchronization but e.g. missing floating point support. The NanoVM was

written for the Atmel AT-Mega8 micro controller, e.g. lacks multi-threading support but

has a small memory footprint of approximately 7 KB size. Besides, the JVM JamaicaVM10

with a memory footprint of about 256 KB provides a real-time environment for ESs. Also

dedicated processors implementing the JVM exist (e.g. [145]).

7 http://www.oracle.com/technetwork/java/embedded/javacard/overview/index.
html, Last access: 2015/08/03

8 http://tinyvm.sourceforge.net/, Last access: 2015/08/03
9 http://www.harbaum.org/till/nanovm/index.shtml, Last access: 2015/08/03

10 http://www.aicas.com/, Last access: 2015/08/03

http://www.oracle.com/technetwork/java/embedded/javacard/overview/index.html
http://www.oracle.com/technetwork/java/embedded/javacard/overview/index.html
http://tinyvm.sourceforge.net/
http://www.harbaum.org/till/nanovm/index.shtml
http://www.aicas.com/
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4.5 Applicability Analysis for Building Automation Sys-

tems

This section evaluates the potential of available software protection techniques to pro-

vide an overall software security for CAs. Thus, their applicability to SACs, ICDs as well

as MDs and their protection against the presented threats (cf. Section 3.3) and the attack

model will be discussed in the next paragraphs. A summary can be found in Table 4.1.

Table 4.2 evaluates the applicability with respect to the functional and organizational se-

curity requirements described in Section 3.4.

The ideal software protection technique allows to fully prevent vulnerabilities and

hinders attacks to SACs, ICDs and MDs, no matter whether the attack pattern is already

known or not. To minimize performance overhead, it is applied only during compile time,

or at least does not have any performance overhead during runtime. Besides, it does not

require updates and scales well. These requirements are, however, contradictory and

cannot be applied all at the same time.

Static methods are applied during compile or development time, respectively. Hence,

they can prevent attacks at a point in time, where appropriate countermeasures or bug

fixes can be applied without interfering with running software. However, they cannot

detect all possible vulnerabilities without actually executing a piece of software. Applica-

tions successfully checked for security vulnerabilities could be “malicious by intent” and

e.g. distribute sensitive data such as encryption keys. Besides, SCA, CS and PCC have to

be performed on every code change. Nevertheless, they are assumed to be easily appli-

cable with respect to resources of the target system because they are only used at compile

time.

Applying SCA to binaries is difficult because of decoding the instructions. Especially

in the field of BAS and the ESs being deployed there, different instruction set architec-

tures hamper the use of general binary code SCA tools. Besides, most SCA techniques

target x86 binary code only, which are rarely used in this domain. SCA on source code

can be applied more easily, as long as the code is portable across architectures and stan-

dards for the programming language are respected. A problem of SCA is that for typical
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programming languages some fundamental questions (consider, e.g. the halting prob-

lem) are undecidable or uncomputable [109]: The CA could be frozen, or be locked in an

endless loop. Even when the allowable instruction set (language) for CAs is restricted, it

cannot be guaranteed that insecure behavior can be detected a priori – at least while the

remaining subset is still powerful enough to do anything useful. Therefore, the results of

SCA tools can never be sound and complete and it will always be uncertain if some of

the detected flaws are false positives, or some real flaws remain undetected. [182] shows

that SCA does not detect some errors in real word programs and claims, that support

of automatic analysis tools is needed to be able to cope with high rate of false positives.

[178] shows that SCA is affordable with respect to costs and [16] demonstrates that it can

be quite effective.

CS can be quite effective to prevent the installation of arbitrary CAs by simply refusing

to execute unsigned or not properly signed code. Note, that a trust relationship to the

code signer and possibly a trusted certification authority are needed. However, CS does

not prevent malicious programs or accidental flaws. Besides, mechanisms for sensitive

data protection are needed, since the data required for maintaining the trust relationship

must not be overwritten by an adversary.

The universal applicability of PCC to BAS is questionable since the generation and

encoding of proofs for complex security policies are nontrivial tasks and have to be per-

formed on every code change. Besides, proofs do have a significant size, which can be a

magnitude larger than the actual code size. Although automated proof generators could

be developed, they will not be able to solve every difficulty for all types of programs and

complex security policies. [141] even states, that “there are properties related to informa-

tion flow and confidentiality, that can never be proven this way”. A hybrid combination

of the static PCC approach with dynamic execution monitoring, however, seems to be

practically feasible [149].

Obviously dynamic methods implicate a larger performance overhead than static

ones, since additional processing has to be performed during runtime. In addition, spe-

cial care has to be taken, that they are not bypassed by an adversary. Besides, applying

appropriate countermeasures during runtime is a difficult task, since quite often there is

no clear way on how to prevent damage and hinder a successful attack.
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SIDSs offer a high attack detection accuracy. They, however, cannot detect new attacks

and are vulnerable to attack variations such as worms, that alter their own code base

on succeeding executions. SIDSs are not well suited as they depend on a usually large

database and require constant updates, which would be difficult in case of SACs and

ICDs.

AIDSs in contrast also allow to detect novel intrusions, which are not yet present in the

database of an IDS. They are, however, not able to distinguish between natural changes

of the monitored system and attacks. Thus, false positives could be reported, if e.g. nodes

are added or removed from a BAS.

AIDS, SMT as well as SCC may be efficiently implemented and could therefore be

quite appropriate. SMT at least requires hardware support for context switches.

ASCs can also work well in many cases, but might not be applicable due to differing

processor and memory architectures on SACs and ICDs. [172] even states, that prevent-

ing buffer overflows using ASCs only works in 50% of all test cases. Besides, the inner

working of such methods is often publicly available and therefore adversaries might find

a way to bypass them more easily. Memory randomization (e.g. stack or heap random-

ization) is often applied to hamper successful exploits of buffer overflows, but does not

really protect a BAS [151].

The applicability of SBes strongly depends on the overhead imposed by their feature

sets. While a reduced and lightweight SB could easily be deployed to SACs, an archi-

tecture like the full JVM with its vast execution and security mechanisms imposes a big

overhead. In any case, careful design is necessary to mind pitfalls and provide secu-

rity [53].

While in the IT world and thus also for MDs OSs typically limit what an application

is allowed to do, the targeted MCUs being deployed to SACs and ICDs do not provide

the necessary hardware support (e.g. lack of memory management units to separate the

address spaces of different processes). Traditional OSs for such lean ESs thus cannot pro-

vide comparable protection or are not even designed to provide security measures. In

general, trusted software such as an OS, cannot be guaranteed to contain no flaws. For

completeness, it has to be noted that possibilities exist to overcome the lack of memory
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management units: [63] describes an approach providing virtual memory and OS protec-

tion.

Using dedicated hardware for security checks allows to lower the imposed perfor-

mance overhead in contrast to pure software based methods. However, hardware sup-

ported methods requiring additional components cannot be cost effectively deployed to

SACs and recent research also demonstrates that these methods may also be bypassed:

[150] presents a technique, that allows a return-to-libc attack to be performed on x86 exe-

cutables and calls no functions at all. [52] describes a code injection attack for the HA

based Atmel AVR microcontrollers. [140] introduces “return-oriented programming”,

which can be used to introduce arbitrary behavior in a program code whose control flow

has been diverted without injecting any code and is not prevented by CPUEXs methods.

Finally, [19] demonstrates an attack to voting machines. Despite their consequent HA,

arbitrary programs can be constructed out of existing code chunks from the stack and

tricky placement of return calls and thus elections can be manipulated.

IAC performed by humans may eliminate a lot of possible attacks, but requires exten-

sive knowledge by the auditing person, is time consuming, expensive and error-prone.

Thus, it does not scale at all and may limit flexibility, since it is only feasible to be applied

to code, which does not change frequently.

FV is the most tenable method for providing security constraints. If security attributes

can be represented in a formal way, provers can guarantee that these attributes are met.

However, applying FV to real life software or even an OS is a very hard task and only

two approaches are known for now that allow Common Criteria EAL6+ certification [80],

[100]. A simpler form of FV, which provides a trade off between a full mathematical proof

and reduced input set nevertheless seems feasible [10].

Hybrid methods try to combine the advantages of different software protection tech-

niques. Thus, they can provide more powerful protection and overcome limitations of

the software, hardware and human assisted methods mentioned before (cf. [141]). Until

now however, no reliable and secure approach for BASs is available. It is not clear, which

combinations of software protection techniques seem reasonable and fulfill the security

requirements. Therefore, hybrid methods cannot be discussed in the following tables.
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AIDS ∼ d d d d d d ∼ d − d d d −

dynamic SMT ∼ d d − − d d − d − − d − −
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Table 4.1: Comparison of Software Protection Techniques and Software Security in Open
Building Automation Systems: Protection Against Vulnerabilities
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Open BAS standards cover – if at all – only security for communication aspects. How-

ever, several flaws exist which shall be listed here briefly.

BACnet added security with Addendum g in 2008. It has been integrated into the stan-

dard in 2012. Before, several threats have been presented [72], [146], [175]. To support all

kinds of applications, the use of different communication models shall be possible. BAC-

net only provides support for the client/server model – exchanging process data within

groups as it is possible in LonWorks and KNX is not supported. Attacking EnOcean based

CAs is described in Section 3.2 in more detail. Before 2013 (and in fact, in all of today’s

installations), attacks to KNX based CAs could be launched in several ways [59], [61]. The

current KNXnet/IP specification [103] describes some attacks and also countermeasures.

[94] analyzes the security extension KNXnet/IP Secure [103] and shows some limitations

concerning the provided level of security. [146] shows, that the security mechanisms of

LonWorks are not sufficient to fulfill the requirements on BASs integrating security sub-

systems. IEEE 802.15.4/ZigBee provides a solid base. [181] however, highlights some

weaknesses in the standard. Mechanisms to protect against interruption attacks (e.g. DoS

attacks) are not supported by any of these standards. A key problem which has not been

solved by any of these five systems is the generation and distribution of the required ini-

tial secrets. Even if the architecture of the system itself is secure, a mechanism must be

available to distribute the initial secrets in a secure manner.

Mechanisms to counteract device attacks and provide software security are not cov-

ered by any of these standards. In fact, only the specifications of the standards can be

considered in the following. Local implementations or security checks cannot be consid-

ered, since they are not open to the public.

Since BACnet, EnOcean and IEEE 802.15.4/ZigBee only specify the communication

protocol and the application model to be used, details about the device implementation

and methods to manage CAs (e.g. management tools to configure and upload CAs) are

not covered. Therefore, appropriate security mechanisms that handle device attacks are

missing, too. A variety of engineering tools is available for LonWorks, most of them based

on the LonWorks Network Operating System (LNS) management middleware. However,

no security countermeasures are incorporated into LNS. For KNX, a single management

tool called ETS is available which provides mechanisms to configure and upload the CAs.
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static SCA − − ∼ − − + ∼ + − − + ∼ − −
software CS − − − − − + ∼ + + + + ∼ − −
methods WM − − − − − + − + − + + ∼ − −

PCC − − ∼ − − + − + + − + ∼ − −
SIDS − − d d − ∼ ∼ + − − + + − −
AIDS − − d d d − + + + + + + + ∼

dynamic SMT − − ∼ − − ∼ − + − − + ∼ − −
software SB p p p p − ∼ + + + + + ∼ − +
methods SCC − − − − − ∼ − + − − ∼ ∼ − −

ASC − − − − − ∼ − + − − + ∼ − ∼
OS p p p p − − + + + + + ∼ − +

CP − ∼ − ∼ − + − + − − + ∼ + −
hardware PP p p − − − + + + − − + ∼ + −
supported HA − − − − − + + + − + + ∼ − +

CPUEX − − − − − + + − − + + ∼ − +

human IAC ∼ − p − − + − + − − + ∼ − −
FV − − p − − + − + − − + ∼ − −

Table 4.2: Comparison of Software Protection Techniques: Security Requirements

However, the only way to avoid unauthorized use of these management services is to

use an insecure access control mechanism. The new security extensions will address the

access to CAs, but they are not final at the time of writing this dissertation. A test for ma-

licious behavior of the uploaded CA is neither provided in LonWorks nor in KNX. Thus,

no protection against e.g. trojan horses or security concerns regarding resource access,

storage of sensitive information, content security and availability exist.

Table 4.3 summarizes the applicability of software protection techniques to SACs,

ICDs, and MDs. The software of a MD typically consists of an OS and the management

software. The security of the OS has to be provided by the system administrator. The
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−: not applicable ∼: applicable with restrictions +: applicable

m
et

ho
d

or
BA

S

SA
C

IC
D

M
D

static SCA ∼ + −
software CS + + +
methods WM + + +

PCC − ∼ ∼
SIDS + + ∼
AIDS + + ∼

dynamic SMT ∼ + −
software SB + ∼ +
methods SCC − + −

ASC ∼ + +
OS − − +

CP − − +
hardware PP − − +
supported HA + + +

CPUEX + + +

human IAC − ∼ −
FV − ∼ −

Table 4.3: Comparison of Software Protection Techniques: Applicability to Sensors, Actu-
ators and Controller Devices, Interconnection Devices, and Management Devices

security of the management software itself can be established using SBes and hardware

supported mechanisms. Since the software of ICDs is rather fixed, SCA, SMT, SCC or

ASC may be used. Besides, ICD software is less susceptible to tampering since it is reused

over a broad range of devices. Modifications are thus less likely to go unnoticed. Also

the effort (and cost) required for implementing the mechanisms mentioned above can

be divided among a larger number of devices. Since usually a large number of SACs is

deployed, their functionalities depend on the application and CAs are likely to be devel-

oped by various manufacturers, static or human assisted methods seem too expensive

and ineffective to deploy. A reasonable combination, however, seems appropriate and is

presented in the next section.
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4.6 Summary

As can be seen, the presented software protection techniques have several aspects in com-

mon, which hinder their seamless use in BASs.

• First, they are not able to offer full protection against the threats discussed in Sec-

tion 3. A hybrid approach, however, seems promising to provide an overall security.

• Second, they are designed for general purpose and do not cover the specialties con-

cerning security for BASs, SACs and their CAs, ICDs or MDs in any way.

• Third, even if perfectly applied, none of these techniques can offer a protection

against the widespread social engineering attacks, where users are somehow fooled

into revealing something they should not reveal. The only way to deal with those

attacks is user education or so restricted security permissions, that effective use of

the underlying system is not possible.
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5
Secure Control Application Architecture

As presented in the previous sections, today’s BAS do not provide sufficient protection

against device attacks to satisfy the demands of security critical applications. Secure CAs

have only been considered as a side issue at best in open standards. Traditional IT soft-

ware methods to improve application security do not provide sufficient protection or

cannot be easily applied to the BAS domain due to e.g. limited system resources. Hence,

it is necessary to establish a security concept, that uses the domain knowledge being im-

plicitly present in the discussed standards to provide overall protection for CAs.

A secure BAS architecture rests on three different building blocks:

1. Secure BAN: Mechanisms for secure data exchange shall be provided.

2. Secure CAs: It shall be guaranteed that malicious CAs can not compromise the se-

curity of the system.

3. Attack detection: Mechanisms to detect attacks such as DoS within a reasonable

detection latency are required.

A secure BAN and detection of BAN DoS attacks are described in [58]. The goal of this

section is not to provide yet another new method to prevent single attack types like buffer

overflows, but to provide a solid and reasonable approach for secure CAs with respect to

the requirements presented in Section 3.

Thus, a secure architecture being adaptable to all common BAS standards has to be

established. This architecture needs to cover BAS specific constraints, provide a security

policy and a secure software environment. Besides, possible attacks need to be detected.

85
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Hypothesis 5 Only hybrid software protection mechanisms can provide an overall CA security.

To ease the development of secure CAs hosted on SACs, a software environment being

able to prevent or detect the discussed attacks is required. Basically, protection against

software attacks shall be provided, but with other attack scenarios such as physical or

side channel attacks in mind.
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Figure 5.1: Secure Control Applications

As outlined in Figure 5.1, the software of a SAC consists of three major components,

each imposing an additional security barrier to the overall security and limiting possible

security threats:

• A tight and secure system software provides controlled access to system resources.

Its security is analyzed using human being based IAC, SCA using automated tools

as well as FV.

• A SB restricts the execution of customizable CAs. Basically, this uploadable code

shall be allowed to perform any desired action. However, to prevent security flaws

it is under continuous control of the system software during runtime, determining

whether it is allowed to execute a desired function or not. The SB is also designed

to support the rapid development of CAs. It provides a clear abstraction of the

underlying hardware and offers interfaces to the system software. The developer

is thus relieved of any hardware or device specific details and can focus on the
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application development. This allows portability of applications between devices

offering the same SB.

• A configuration has to be provided to the system software during upload of a CA

that defines its basic policy (i.e. normal behavior). Any abnormal behavior can then

be detected by the system software using an AIDS. Thus, limits to e.g. network or

processing resources may be defined, which are enforced at runtime.

To further limit possible attack scenarios, the use of a HA based hardware is recom-

mended.

The following sections describe the security architecture in more detail. Section 5.1

defines a generic application model, required to develop a secure system being used for

the different BASs. Section 5.2 describes how to define a security policy using security

attributes, which allow a formal way to formulate security requirements. Section 5.3 out-

lines the software environment being needed to securely execute CAs and enforce the

security policy. Finally, Section 5.4 outlines the methods to detect possible attacks.

5.1 Generic Application Model

The first step towards secure CAs within the heterogeneous open BAS standards is to de-

fine distributed applications in a general and abstract way and provide a unified system

view. A generic application model is required that can accommodate common function-

alities found in BASs. The employment of this model promises on the one hand a security

architecture being compatible with all open BASs and on the other hand also several ben-

efits such as a central point for configuration and system access [137].

One possible way to represent such a generic application model are ontologies. “(An

ontology is) a shared and common understanding of a domain that can be communicated

between people and heterogeneous and distributed systems [48].” Thus, an ontology is

basically a way to store, organize and represent knowledge. More specific, concepts be-

longing to a particular domain and their relations can be defined in an abstract way, thus

forming a model of this domain. Additionally, ontologies allow to reason on the stored

data, so that an automatic generation of new information is possible. Ontologies are com-
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monly designed and developed with tool support and are often based on the Resource

Description Language Schema (RDFS) [13] and the Web Ontology Language (OWL) [116]

as description languages. Probably the most prominent tool for this purpose is Protege1

which was developed at Stanford University. Ontologies are used in various scientific

fields, ranging from biology to linguistics. Also, technical systems are considered to be

augmented with their help. In the industrial automation field, ontologies allow to access

fieldbus device information (device descriptions) using Semantic Web technologies and

thus easier creation, processing and management of this information becomes possible

(cf. [67]). In [155], an ontology called DomoML representing data of household appliances

and their environment (e.g. rooms, furniture) is defined. The main target is human home

interaction with the goal to improve pervasiveness and interoperability of domestic de-

vices. [127] describes BASont, a modular, adaptive BAS ontology that addresses use cases

from design, to commissioning, to operation and refurbishment. Within the ThinkHome

project2, a multi-agent system, a knowledge base and ontology, control strategies and a

simulation environment are being researched with the goal to utilize artificial intelligence

to improve control of home automation functions provided by dedicated automation sys-

tems. [105] describes the developed ontology. The Secure and Semantic Web of Automa-

tion project3 addresses interoperability issues that arise due to the plethora of commonly

used home and building automation systems by realizing the idea of universally inter-

connected things through the use of Semantic Web technologies. [49] gives a case study

for interoperability on management level of BACnet and OPC UA. A similar approach

as DomoML but for industrial and building automation systems is outlined in [18]. The

main aim is to establish interoperability among heterogeneous automation networks at

the level of web services. [57] presents first experiences on the concept of integration on-

tologies, targeting the interoperation of different ontologies. Ontologies also allow the

representation of application specific knowledge in a structured way. However, no ontol-

ogy describing CA security is available and also a generic application model is missing.

Nevertheless, for providing security in BASs, ontologies seem promising regarding the

1 http://protege.stanford.edu/, Last access: 2015/08/16
2 https://www.auto.tuwien.ac.at/projectsites/thinkhome/overview.html, Last ac-

cess: 2015/08/16
3 https://www.auto.tuwien.ac.at/projects/viewBlog/40/, Last access: 2015/08/16

http://protege.stanford.edu/
https://www.auto.tuwien.ac.at/projectsites/thinkhome/overview.html
https://www.auto.tuwien.ac.at/projects/viewBlog/40/
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heterogeneous network and device infrastructure often found there. The remainder of

this section focuses on a generic application model, which is being described in a formal

way enriched with illustrative listings.

As described in Section 2.3, the application models in open standards are different.

They do not only use different communication services at the application layer but also

different data structures to store application data. To provide a unified view and CA

security, a mapping between the different application models is necessary. In a specific

installation, this means that the network-visible data structures of the application data,

i.e. the DPs, need to be mapped from one protocol to the other (DP mapping). Likewise,

also the services used to access them have to be translated. Additionally, it has to be de-

fined which DPs shall be used for data exchange. This step is referred to as binding. In

fact, binding and configuration of thousands of devices in larger installations is time con-

suming and error prone. [34], [35] describe an automated way to enhance the situation.

The basic idea of such a generic application model for BAS is to separate generic in-

formation from an installation dependent one. This is achieved by the definition of the

abstract model (e.g. the abstract BAS device description) and concrete instances therefrom

(e.g. a BAS device instance representing a particular technology with specific parameters).

Additionally, protocol-specific and domain-specific knowledge (e.g. BAS specific vocab-

ulary, security attributes) are part of the model.

An application model thus can be used to abstract an existing BAS installation and rep-

resent this particular installation in a generic form. All configuration and management

tasks and definition of a security policy can now be performed directly on the abstracted

representation and be automatically distributed to the different underlying technologies.

Considering the integration of heterogeneous networks, the employment of a generic ap-

plication model holds major benefits (cf. Figure 5.2).

It is no longer necessary to define multiple security policies and mapping rules cover-

ing each protocol with each protocol (pairwise for each two protocols), but it is sufficient

to map each protocol to the abstract representation (the generic application model), which

acts as a common base for all protocols. Furthermore, if a new technology is considered

for integration, again just a single mapping needs to be defined (i.e. from the technology
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Figure 5.2: Building Automation System Integration and Advanced Use Cases

to the generic application model), while an approach without common representation

would require additional mappings. Therefore, future extensions are highly facilitated.

Besides, integrated BAS can be configured centrally by accessing and modifying the

application model only. For all protocols that are employed, an (automatic) translation

of the (centrally managed) configuration data into the technology-specific form (i.e. the

instances representing the used BAS) becomes possible. This central management ap-

proach facilitates BAS management and guarantees system consistency. Additionally,

also the gateway configuration can be derived automatically. Consider, for example, a

ZigBee light switch that shall be integrated into a KNX lighting system. To achieve this,

the engineer now binds the generic DPs of these two functions. After having finished

the binding of all desired functions, it is possible to automatically generate and export

this binding in form of configuration data. This configuration data can then be loaded

into gateways or multi-protocol devices respectively. [147] presents such a reliable and

flexible gateway between KNX and ZigBee.

This generic application model [132] (cf. Figure 5.3) is expressive enough to be able to

model all different types of distributed CAs typically found in the building automation

domain. It allows an easy mapping between the generic CA model and the standard-

specific CA models of the most popular open BAS standards (cf. Section 2.3). At the

same time, the model is generic enough to accommodate to the CA models of future BAS
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Figure 5.3: Generic Application Model

standards. In this model, the nomenclature is based on the one used in IEC 61499 [83], but

modifications were made with respect to the building automation domain vocabulary. It

is specified using a formal way accompanied by a textual representation.

DP : < p, . . . > (D.1)

FB : {dpi|dpi ∈ DP, i ∈N} (D.2)

CA : { f bi| f bi ∈ FB, i ∈N} (D.3)

SAC : {CA} (D.4)

DOMAIN : {saci|saci ∈ SAC, i ∈N} (D.5)

PROCESS : {domaini|domaini ∈ DOMAIN, i ∈N} (D.6)

The application model consists of SACs which are linked by a communication network

and interact with a process (i.e. a building) under control. The BAS controls this process

which can be split into various control domains (cf. Definition (D.6)).
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A control domain can logically be seen as a grouping of distributed BAS nodes

(i.e. SACs), which realize a common functionality (e.g. HVAC, lighting). It consists of at

least one SAC, which itself may arbitrarily belong to multiple other domains and which

interacts with the environment (cf. Definition (D.5)).

Each SAC hosts exactly one CA4 (cf. Definition (D.4)).

CAs implement at least one FB, which contributes its particular part to functionality

of the CA (cf. Definition (D.3)).

A FB is a data structure with algorithms, internal variables and an arbitrary combina-

tion of the binary input and output relations hasInput, hasParameter and hasOutput. These

relations link a single FB to a single DP (cf. Definition (D.2)).

A communication connection between FBs, however, is established, if two different

relations link to exactly the same DP. This sometimes is also referred to as binding and

can e.g. be seen between FB a and FB b in Figure 5.3. In such a way, the cardinality of the

relation between FBs is not limited and so the definitions of the well known 1:1, 1:n, n:1,

and m:n relations are possible (cf. Figure 5.4a–5.4d).
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Figure 5.4: Communication Connections

Note, that a binary relation is a relation between exactly one DP and one FB. Thus,

a setup as shown in Figure 5.5a where a single relation links two different DPs (i.e. the

relation with red cross) is not possible. It has to be realized by adding an additional

hasOutput relation to FB a. These two DPs are either equal and thus only a single commu-

nication connection is required, or unequal and have to be treated differently by the FB

anyway. Communication connections are called internal if their corresponding FBs are

located within the same CA or device, respectively. They are called external if the FBs do

4 Since SACs typically are low end embedded nodes with limited resources, they are not considered
to be multiprocess capable.
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not share the same CA and communication between SACs via the network occurs. A DP

refers to a single datum (i.e. tuple) of the CA whose structure and semantics (e.g. present

value p, encoding, unit, minimum value, maximum value) are fully specified (cf. Defini-

tion (D.1) and [14]). A DP represents the same datum with all the same values for every

involved relation. A setup (i.e. the relation with red cross) as shown in Figure 5.5b is not

allowed. Another DP would have to be added, perhaps with the same present value but

other differences to allow varying input constraints for FB b and FB c. The Physical or

Process Datapoint (PDP) refers to a DP located within the process (e.g. temperature value

t in room x). Therefore, special hardware is required to access it. A Management Data-

point (MDP) corresponds to a configuration parameter of a FB. PDPs and MDPs can only

be connected to a single FB.
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Figure 5.5: Impossible Communication Connections

In Figure 5.3, PDPs, MDPs as well as DPs of external communication connections

are located outside any particular SAC for modeling. It is clear, that PDPs and MDPs

are assigned to their corresponding FBs when implementing a SAC and processing (e.g.

memory allocation) takes place there. Likewise, a DP of an external communication con-

nection needs to be split since on the one hand the sending node needs to process it and

on the other hand the receiving node as well.

The generic application model is defined in the following machine readable form (cf.

Listing 5.1):
1 <?xml version="1.0" encoding="UTF-8"?>
2 <ApplicationModel xmlns:xsi="http://<!-- [...] -->">
3 <!-- BACnet application model -->
4 <BACnet>
5 <Object Name="Lighting-Output" Object_Type="LIGHTING_OUTPUT">
6 <Property id="bacnetdp_1" Name="Object_Identifier" Datatype="

BACnetObjectIdentifier" />
7 <Property id="bacnetdp_2" Name="Present_Value" Datatype="REAL" />
8 <Property id="bacnetdp_3" Name="Off-Delay" Datatype="REAL" />
9 <!-- [...] -->

10 </BACnet>
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11

12 <!-- KNX application model -->
13 <KNX>
14 <DataTypes>
15 <DataType id="1" name="Boolean" format="1" unit="-">
16 <Range>
17 <Value id="0">0</Value>
18 <Value id="1">1</Value>
19 </Range>
20 </DataType>
21 <!-- [...] -->
22 </DataTypes>
23 <DatapointTypes>
24 <DPT id="1.001" Name="DPT_Switch" DataTyperef="1">
25 <Encoding valueref="0" description="Off"/>
26 <Encoding valueref="1" description="On"/>
27 </DPT>
28 <!-- [...] -->
29 </DatapointTypes>
30 <!-- [...] -->
31 <FunctionalBlock ObjectType="417" Name="FB_Light_Actuator" Title="Light

Actuator">
32 <Functional_specification>
33 Switch the light according to the received value on the OnOff

datapoint
34 </Functional_specification>
35 <DataPoints>
36 <Input>
37 <DP id="knxdp_1" Name="OnOff" Abbr="OO"
38 Mandatory="true"
39 Description="To switch the light On or Off"
40 DatapointTypeRef="1.001" />
41 <!-- [...] -->
42 </Input>
43 <Parameter>
44 <DP id="knxdp_2" Name="Timed Duration" Abbr="P1"
45 Mandatory="false" Description="Duration to switch..."
46 DatapointTypeRef="7.005"
47 Default="0" />
48 <!-- [...] -->
49 </Parameter>
50 </DataPoints>
51 <!-- [...] -->
52 </FunctionalBlock>
53 </KNX>
54

55 <!-- EnOcean application model -->
56 <EnOcean> </EnOcean>
57

58 <!-- LonWorks application model -->
59 <LonWorks> </LonWorks>
60

61 <!-- ZigBee application model -->
62 <ZigBee> </ZigBee>
63

64 <!-- Generic aplication model -->
65 <Generic>
66 <!-- Stairwell light -->
67 <Application Name="Stairwell light" id="3813-3_D-1-2">
68 <FunctionBlock Name="Actuate light" />
69 <FunctionBlock Name="Light actuator" id="3813-2_6_4_2"/>
70 <FunctionBlock Name="Light control" id="3813-2_6_5-6">
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71 <!-- Associate technology specific datapoints with generic datapoint -->
72 <ProcessDataPoint id="L_SET" Name="Light control setpoint" Type="Light

">
73 <BACnetDataPoint id="bacnetdp_2" />
74 <EnOceanDataPoint id="enoceandp_1" />
75 <KNXDataPoint id="knxdp_1" />
76 <LONDataPoint id="londp_1" />
77 <ZigBeeDataPoint id="zigbeedp_1" />
78 </ProcessDataPoint>
79 <ManagmentDataPoint id="PAR_OFFD" Name="Parameter off delay" Type="

Time">
80 <BACnetDataPoint id="bacnetdp_3" />
81 <EnOceanDataPoint id="enoceandp_2" />
82 <KNXDataPoint id="knxdp_2" />
83 <LONDataPoint id="londp_2" />
84 <ZigBeeDataPoint id="zigbeedp_2" />
85 </ManagmentDataPoint>
86 </FunctionBlock>
87 <!-- [...] -->

Listing 5.1: Extract of Application Model in XML Format

In the listing, first the Lighting-Output object of BACnet is being modeled. The

two BACnet DPs Present_Value and Off-Delay are declared (cf. lines 4–10). Then,

the KNX application model is specified. Lines 14–29 specify the KNX DPT DPT_Switch,

lines 31–52 define the FB FB_Light_Actuator containing the DPs OnOff and Timed

Duration. The EnOcean, LonWorks and ZigBee application model is contained in

lines 55–62. Line 67 declares the generic application VDI 3813-3: D-1-2 Lighting

control manual with time-controlled switching off (stairwell light)

containing the FBs Actuate light, Light actuator and Light control. The lat-

ter contains the PDP L_SET and MDP PAR_OFFD. The mapping of technology specific

DPs to L_SET is shown in lines 72–78. The mapping of technology specific parameters to

PAR_OFFD is contained in lines 79–85.

Figure 5.6 shows an example implementation for use case
⊗

. Its formal specification

is shown in Definition D.7
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Figure 5.6: Generic Application Model: Example for Use Case
⊗

MDP PAR_OFFD : < p, . . . > (D.7)

PDP L_MAN : < p, . . . >

PDP L_SET : < p, . . . >

FB Actuate light : {DP L_MAN}

FB Light control : {DP PAR_OFFD, DP L_MAN, DP L_SET}

FB Light actuator : {DP L_SET}

CA Actuate light : {FB Actuate light}

CA Light actuator : {FB Light control, FB Light actuator}

SAC switch : {CA Actuate light}

SAC actuator : {CA Light actuator}

LIGHTING DOMAIN : {SAC switch, SAC actuator}

PROCESS : {Lighting}
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A process of control domain lighting is defined. Two SACs (SAC actuator, SAC

switch) are deployed, each of them implementing a CA. The CA Light actuator ac-

tually implements the function blocks FB Light actuator and FB Light control.

It is thus responsible for switching the physical output according to the present value

contained in MDP PAR_OFFD and the present value contained in PDP L_MAN. The CA

Actuate light is responsible for reading a physical switch and setting the PDP L_MAN

appropriately.

5.2 Software Security Policy

The second step to be able to establish adequate countermeasures against the discussed

security threats, is to define a security policy. This global policy states, whether the con-

dition of a BAS is security critical and violates some defined constraints or not. For ex-

ecuting this policy it can be split down to involved present values pi of DPs DPi, where

security requirements for the conditions derived from the policy can be defined, formu-

lated and finally evaluated.

5.2.1 Security Attributes

The model of an integrated BAS as presented in Section 5.1 is enriched with so called

security attributes. A security attribute s is a tuple consisting of a present value p, condi-

tions of (possibly other) present values cond1 . . . condn and boolean operations •1 . . . •n−1

which relate to these conditions:

security_attribute s :< p, cond1, . . . , condn, •1, . . . , •n−1 > (D.8)

A condition is formulated using a function on a present value at some instant f (pα(t)),

a function on a second present value at some point in time g(pβ(t)) and a third function
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◦ relating them.

cond( f (pα(t)), g(pβ(t)), ◦) |

pα(t) ∈ A, pβ(t) ∈ B,

f : A→ C, g : B→ C,

◦ : f × g→ {true, f alse} (D.9)

Note, that for many use cases only the current present value is relevant and so p(t)

reduces to p. It is further defined:

cond(check_access(pα(t)), {read},=)

= check_access(pα(t)) = {read}

=

true if pα(t) is readable

f alse otherwise

cond(check_access(pα(t)), {write},=)

= check_access(pα(t)) = {write}

=

true if pα(t) is writeable

f alse otherwise
(D.10)

cond(check_value(pα(t)), g(pβ(t)), ◦)

= ◦(pα(t), g(pβ(t))) (D.11)

cond(check_history(pα(t)), g(pβ(t)), ◦)

= ◦(p′α(t), g(p′β(t))) (D.12)

cond(check_accesstime(pα(t)), g(pβ(t)), ◦)

= ◦(check_accesstime(pα(t)), constant)

=

true if check_accesstime(pα(t)) ◦ constant

f alse otherwise
(D.13)

The condition of p can thus be controlled with respect to:
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• Access rights: (D.10) enforces a basic access restriction policy but can also be used

to limit the communication relationship of a CA to the desired communication part-

ners. The required information can be automatically generated from the binding

relationship present within the application model.

• Value range: (D.11) limits the values of p. To e.g. define, that p has to be larger

than a minimum value, define g(pβ(t)) = {min} to be constant and the relation as

◦ = {≥}. To e.g. define, that p shall be twice as large as the present value pβ define

g(pβ(t)) : 2 ∗ pβ and the relation as ◦ : {=}.

• Historical data: p may depend on past values and so minimum and maximum dif-

ference per time unit may be limited. (D.12)

• Time dependencies: Finally the access frequency of p may be limited. A minimum

frequency declares how often a CA has to update a DP (e.g. periodic transmission

of alarm sensor values), and a maximum frequency limits the required resources

(e.g. malicious exhaust of network bandwidth in case of too frequent DP updates).

(D.13)

Finally, a security attribute is evaluated by checking all involved conditions:

eval(s) =

true if cond1, . . . , condn = true

f alse otherwise
(D.14)

The evaluation function returns true if the present value p satisfies the policy with all

conditions, and is f alse otherwise.
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Six conceptual locations can be identified, where security attributes have to be located

(cf. Figure 5.3):

sec_attrDP : s | {∀pi ∈ DP ∧ pi = p, ∀i = 1, . . . , n} (D.15)

sec_attrFB : s | {∀pi ∈ FB} (D.16)

sec_attrCA : s | {∀pi ∈ CA} (D.17)

sec_attrSAC : {security_attributesystemcalls} (D.18)

sec_attrDOMAIN : s | {∀pi ∈ DOMAIN} (D.19)

sec_attrPROCESS : s | {∀pi ∈ PROCESS} (D.20)

• Security attributes at the DP level cover only local constraints of the present value

p. (D.15)

• A FB may consist of multiple relations to DPs. Security relevant dependencies be-

tween these entities can be modeled and expressed within security attributes. The

security of a present value p1 of DP1 can be evaluated under the condition of the

present value p2 of a second DP DP2. Security attributes attached to FBs may also

be used to handle priorities within the input and output relations. (D.16)

• Similar to dependencies between relations within a FB, dependencies between DPs

DP1 and DP2 of different FBs within a CA can be modeled and expressed in security

attributes. Consider a single-room control CA, which is used to cool or heat a room.

A security attribute can be formulated which prohibits the simultaneous activation

of the cooling function via DP1 with p1 and the heating appliance via DP2 with p2.

(D.17)

• Since only a single CA is executed on SACs, no dependencies between CAs are for-

mulated. Assuming more powerful devices being able to execute CAs in parallel,

traditional OS (security) mechanisms have to be applied (e.g. memory protection,

interprocess communication). This is, however, not in the scope of this work. Nev-

ertheless security attributes can be engaged at device level to provide additional

protection for e.g. the device’s hardware. No DP is associated with these attributes,
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they can rather be seen as limits to system calls within the CA software. Such at-

tributes may e.g. prevent a wearout of the devices flash memory or a flooding of its

storage space due to a malicious CA. (D.18)

• Security attributes dedicated to dependencies between SACs can be attached to the

control domain. As an example, consider the security system domain, when a cen-

tral close door locks functionality is requested. It has to be guaranteed, that all in-

volved doors really close their locks and an adversary does not bypass the request.

(D.19)

• Finally, security attributes can be generated for the whole process. Within the build-

ing, a security system can be a typical use case. Upon detecting an alarm condition,

all lights of the house shall be turned on to banish a possible pick lock. In this case,

an information flow from the alarm sensor to the light actuator needs to take place.

This information flow, however, must not be abused by malicious CAs. (D.20)

The mightiness of the established security attributes depends on the location where

they are attached. Security attributes attached to DPs are rather limited with respect to

providing overall BAS security. They simply can be used to enforce local conditions.

However, the expressiveness of security attributes rises the more manifold the set of the

involved present values is, opening the possibility to define global security conditions.

To put it differently, the expressiveness follows the relation DP ⊆ FB ⊆ CA ⊆ SAC ⊆

DOMAIN ⊆ PROCESS.

Figure 5.7 shows an example a software security policy again for use case
⊗

. The

formal specification is illustrated in Definitions D.21–D.23.

A security attribute on DP level is shown in Definition D.21. The present value of

the MDP needs to be within a certain range. Thus, it needs to be greater than a defined

minimum and smaller than a defined maximum. Definition D.22 describes a security

attribute on SAC level. To prevent damage, the physical output of the SAC must not

exceed a maximum switching frequency. Finally, a security attribute on domain level is

shown in Definition D.23. The present value of PDP L_MAN shared between two SACs

needs to be zero or one. Since L_SET is a DP of an internal communication connection,

no security attribute needs to be formulated.
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Figure 5.7: Software Security Policy for Use Case
⊗

sDP PAR_OFFD :< pPAR_OFFD, cond1pPAR_OFFD , cond2pPAR_OFFD , AND > (D.21)

eval(pPAR_OFFD)→ cond1pPAR_OFFD AND cond2pPAR_OFFD

cond1pPAR_OFFD : cond(pPAR_OFFD, maximum,≤)

cond2pPAR_OFFD : cond(pPAR_OFFD, minimum,≥)

sSAC actuator :< systemcall_switchoutput, (D.22)

check_accesstime(systemcall_switchoutput, maximum_ f requency,≤) >

sLighting DOMAIN :< pL_MAN, condpL_MAN > (D.23)

condpL_MAN : cond(pL_MAN, {0, 1},=)



5.2 Software Security Policy 103

5.2.2 Enforcement

To be able to evaluate the presented security attributes, a concept is needed which is able

to monitor and enforce them at runtime and must not be bypassed [132]. The basic idea

behind security attributes is that each entity is able to evaluate upon reading or writing a

present value if it satisfies all conditions. It is obvious, that this entity also needs to have

access to all involved present values.

Process or control domain security attributes, however, may affect multiple devices

or CAs, which are not necessarily linked via communication connections. Therefore, the

enforcement of such global properties may not be possible for a single CA. Nevertheless,

these security attributes can be used as inputs for additional security devices or mecha-

nisms, such as IDSs [111]: Although any violation of a process or control domain security

attribute can not be recognized by a single CA, it can very well be monitored by an in-

trusion detection system being connected to the network and having a global view of the

exchanged process data (cf. Section 5.4). Further actions such as alarming the operator

can then be taken.

To be able to enforce DP, FB, CA and device security attributes – which only affect a

single device – it is necessary, that the execution of the CA can be limited and controlled

and that a separation of the device’s system software from the CA can take place. Note,

however, that the hardware being used for SACs is very limited and any deployed secu-

rity mechanisms must not exhaust a device’s resources.

To reduce the security overhead it is necessary to discuss if and when an enforcement

of security attributes needs to occur and when it does not provide an additional level of

security. Within the application model, it is not necessary for internal communication

connections to monitor or enforce their security attributes, since only a single CA is be-

ing executed and all data exchanged represent internal data being accessible to the CA

anyway.

Traditional CAs Secure CAs
reading writing reading writing

Insecure channel yes yes yes yes
Secure channel yes yes no yes

Table 5.1: Enforcement of Security Attributes on External Communication Connections
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Table 5.1 describes the need to monitor and enforce security attributes for external

communication connections between a secure CA and other SACs. Basically only those

present values shall exist within a BAS which do not violate the security policy. It, how-

ever, depends on the particular structure of a BAS if this is possible or not.

If a secure channel, that uses physical or cryptographic mechanisms to provide au-

thentication, data integrity, data freshness and data confidentiality, and a homogeneous

BAS consisting of secure CAs solely are available, CAs only need to monitor and enforce

security attributes when writing a DP. No malicious present values can be inserted into

the BAS by reading operations.

If, however, an insecure channel is used that does not prevent malicious alteration of

present values or communication with a possible insecure CA takes place, a secure CA

needs to monitor and enforce security attributes both when reading and writing a DP.

Nevertheless, such a desirable homogeneous network – consisting of secure CAs

solely which rely on secure communication – will only be present within completely new

installations.

5.3 Secure Software Environment

As described in Section 2.3, today’s BASs are implemented using various technologies

(e.g. BACnet, EnOcean, KNX, LonWorks, ZigBee), each with own benefits and features.

ICDs perform a generic task which is quite similar for all different installations. Their

implementation and possible security measures can be performed very generic and do

not need to be adapted to individual setups. SACs need to fulfill many different automa-

tion tasks which are not predefined by the BAS architecture per se. Traditionally, SAC

and CA development is quite a complex task which requires profound expertise. The

first time creation of CAs is highly technical since often low level constructs and detailed

knowledge about the underlying control network stack are required. Moreover, even if

fulfilling the same tasks, CAs are not compatible and the knowledge of CA developers

in one technology cannot be easily applied to another BAS because of the different net-

work protocol stacks and CA models. Thus, even the design of a simple stairwell lighting

application with configurable lighting duration provides an unnecessary high barrier for
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developers. A traditional deep integration is far from being straightforward, requires the

use of gateways and maintenance of huge mapping tables. Obviously, security is getting

more and more important, however, it has not been covered at all in open BAS standards.

Thus, dealing with the indispensable security requirements is left open for the security

unexperienced application developer, who often is not able to cope with manifold threats

and attack possibilities. The left side of the dashed line in Figure 5.8 shows this traditional

CA concept, while the right side describes the secure software environment.
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Figure 5.8: Control Applications in Building Automation Systems

To ease the development of secure CAs for low end (<100 KBytes memory, <100 MHz

CPU speed) SACs, a secure software environment being able to deal with the threats

discussed in Section 3.3 is needed [130]. Application designers shall be supported to

allow rapid innovation and implementation, configuration, deployment and execution of

arbitrary, uninspected and uncertified software without compromising the overall system
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security. Besides, this possible erroneous or malicious software shall not compromise the

overall system security. Not only attacks evolving from accidental software faults are

to be prevented but also attacks resulting from intentional malicious software. Such a

solution needs to be low cost and no special hardware modifications are to be required,

thus allowing easy and compatible integration.
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Harvard architecture
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Control application
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Figure 5.9: Architecture of Sensors, Actuators and Controllers

As resulted in the evaluation in Section 4, no single software protection technique is

able to meet these CA security requirements. Static software methods such as e.g. SCA

being integrated into the development process could report detected security vulnerabili-

ties to the programmer. They could also be used to detect certain types of malicious code.

However, as mentioned, the results of those methods in general cannot be sound and

complete and do not seem to provide serious protection against all security threats. Thus,

monitoring the CA’s actions and allowing or denying them at runtime is a more powerful

approach. However, implementing such a SB on lean embedded devices is made difficult

by resource constraints. Certain functions may not be available at all due to missing hard-

ware support. Thus, a reasonable combination and extension of the different techniques

consisting of a priori analysis and run time monitoring is necessary to provide protection
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against software attacks primarily, but with other attack scenarios such as physical or side

channel attacks in mind.

The idea is to separate the system software (including network stacks) running on

the device from the CA as well as the node configuration. This model encapsulates the

system software entities in a way which is inspired by the object-oriented paradigm. It

also makes use of a generic application model, which describes the application behavior

and provides relevant configuration and security parameters.

As outlined in Figure 5.9, the architecture of a secure SAC consists of three major com-

ponents, each imposing an additional security barrier to the overall security and limiting

possible security threats:

• A system software provides controlled access to system resources. It encapsulates

hardware specific details, the network protocol stack, the process interface as well

as any further system components and offers clean interfaces for the enhanced ap-

plication layer (cf. Section 5.3.1).

• An enhanced application layer stores the application objects, their DP mappings as

well as the security policy for the CA (cf. Section 5.3.2).

• A Sandbox executes the CA in a controlled way and is also designed to support its

rapid development. It interfaces the system software via the enhanced application

layer and provides a clear abstraction of the underlying hard- and software by pro-

viding an object-oriented access (using e.g. the Java programming language). The

application designer can thus focus on the application development. This also al-

lows portability of applications between devices offering the same SB (Section 5.3.3).

5.3.1 System Software

A simple, tight and secure system software provides controlled access to system re-

sources. It consists of various layers and intends to provide building blocks which can

be mixed and matched to support different hardware configurations. Besides, it is de-

signed to maximize code reuse. A change in the combination of the software modules or

a change in the hardware design should only require a minimum of modification to the
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software. It takes care of initialization tasks and manages the available resources of the

system.

To access the hardware in an independent and modular way at the lowest level, a

Hardware Abstraction Layer (HAL) hides the peculiarities of basic I/O handling and

on-chip peripherals. It allows to easily deploy the developed software to other MCU ar-

chitectures allowing flexibility in design and to fulfill the differing resource requirements.

(Secure) network protocol stacks can be integrated according to the requirements of a

particular application. To provide communication security, secure algorithms and crypto-

graphic functions are contained. The network plugins handle the mapping of technology

specific application models to the generic application objects. Basically, they keep the

application objects up to date when corresponding network messages are received and

trigger network messages when the application object is changed by the CA. Since the

CA is separated from the system software, it can be ensured that all (bus-)communication

is standard compliant and the latter has to be certified only once.

Further system components (e.g. for controlling peripherals) are also located on top of

the HAL. Besides, the system software runs the SB and manages its required memory.

To provide security, the system software is analyzed using human being based IAC,

code reviews as well as SCA using automated tools. This long lasting process has to be

done very thoroughly since mistakes in this stage may easily squash any later efforts in

developing a secure platform. However, this (extra) effort is not for nothing since such an

established common system software for a particular architecture/processor, may – once

considered to be secure – serve as a common code base for SACs.

5.3.2 Enhanced Application Layer

The enhanced application layer stores the application objects, their data point mappings

as well as the security policy for the CA. Any network plugin or system component exclu-

sively interacts with the CA via these shared objects. Note, that multiple network plugins

may be deployed, allowing the design of multi-protocol devices [156]. The security pol-

icy defines the normal behavior of the CA. Any abnormal behavior can be detected using
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an AIDS. Thus, limits to e.g. network or processing resources may be defined, which are

enforced at runtime.

The user API provides various services to access the application objects (e.g. network

access, access to on-chip peripherals such as timers, process interaction) and allows to

control the possibilities of a CA. Such a generic API also increases portability and com-

patibility of applications on different platforms and technologies. The design of the user

API will vary for different application fields. Nevertheless, it should be kept as general

as possible and, in the ideal case, the user API should operate at a very high abstraction

level. For example, in the case of networking, only valid incoming messages shall be

reported to the CA, while erroneous receptions will automatically be rejected and neg-

atively acknowledged. This way, the CAs can be kept simple and at the same time can

concentrate to perform intended actions, only.

The management API interfaces with a management tool, which pre-processes the bi-

nary of a CA as well as its corresponding configuration and allows access to the system

software to support the total replacement and download of CAs. Moreover, this tool al-

lows customization of an application by adapting runtime parameters for the SB defined

by its configuration.

5.3.3 Sandbox

A SB executes the CA in a controlled way and is often used for untrusted programs or

untested code with the essential benefit that the system outside the SB is protected from

(malicious) actions by the CA. The behavior of the program in the SB can be monitored

and controlled and mechanisms to provide memory protection can be integrated. De-

spite enforcing limits derived from the security policy of a SAC, the SB also may provide

watchdog functionality to e.g. reset an application if no specified action occurs within a

defined time. Additionally, the execution of CAs can be limited to those being signed

and containing valid cryptographic signatures to provide support for DRM. Besides, a

SB may also be designed to support the rapid development of CAs. It interfaces the en-

hanced application layer which provides a clear abstraction of the underlying hard- and

software by an object-oriented access to the application objects. The application designer
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is thus relieved of any hardware or device specific details and can focus on the application

development. This also allows portability of CAs between devices offering the same SB.

It is obvious that such a SB has to be designed for little memory usage and low overhead.

While this approach may at first seem inappropriate for a low-end SAC due to the rela-

tively high resource requirements of such techniques, it offers outstanding possibilities.5

Besides, the resource requirements can be lowered to a significant extent with the accep-

tance of certain limitations. The SB does not need to support fully fledged programming

models, since the desired operations, especially in control tasks, are often quite simple.

For such purposes, CAs more or less consisting of a sequence of simple operations may

be sufficient, which can be supported by a resource-saving SB implementation.

5.3.4 Configuration and Management

A MD is used to configure the parameters of the system software and enhanced applica-

tion layer (even during runtime) and securely deploy the CA into the SB. Communication

takes part via the well-defined management API. Since BASs typically consist of a large

amount of SACs, management access to them should be possible over the BAN.

The configuration is based on a generic application model (cf. Listing 5.1), that hosts

the technology specific application models (i.e. BACnet objects, KNX standardized FBs,

LonWorks SFPTs, ZigBee objects) as well as a definition of generic application objects.

Besides, it provides a mapping of the technology datapoints to the generic datapoints.

This way a device specific configuration can reference this knowledge base and provide

the necessary additional information such as network address(es) for actually implement-

ing a SAC. In addition, the configuration contains the security policy, which defines the

normal behavior of a CA. Any abnormal behavior or attacks can thus be detected by the

system software and limits to e.g. network or processing resources may be defined, which

are enforced during runtime.

It is important to note, that the configuration forms a major part regarding security

since it allows to enforce complex security policies if properly designed. With its help

additional valuable information can be supplied to the SB which otherwise could never

5 Sandboxes might even be designed to be capable of executing native BAS code and to allow the
integration of already existing applications.
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be gained from methods described in Section 4. Consider e.g. the intended frequency

of traffic a CA is about to generate on the network. A temperature sensor may once a

minute want to transmit the temperature. The according configuration could thus supply

exactly this information to the SB, which on its part may enforce this limit. Obviously, a

CA designer has to provide reasonable values along with a CA and the user has to inspect

these values. However, it is always possible for the user to deny the execution of a CA if

the configuration does not fulfill the demands (e.g. supplies “limits=none”). Besides, it is

possible for a wide range of SACs to define generic device profiles, which may be shared

among applications of the same purpose. In such a way, the device class of sensors may

share a single profile with generic limits and the CA designer does not have to provide

an individual configuration which eases and speeds up the development of CAs and

increases their security. In fact, standardization within the BAS domain (cf. Section 2.2)

already provides a generic view with valuable information regarding CA behavior. This

information solely has to be provided to the security system.

As always with security issues, a monitoring of policy violations has to be done and

appropriate measures have to be specified. If misbehavior is detected, it may not always

be considered a severe attack. Therefore, in the implementation different alert levels need

to be defined and an attack (prevention and) detection system needs to be deployed.

5.4 Attack Prevention and Detection

5.4.1 Requirements

Securing the BAN by providing secure communication as well as verifying the identity of

the involved network nodes (i.e. authentication) prevents security threats like unautho-

rized interception (e.g. network sniffing), modification (e.g. man-in-the-middle attacks)

and fabrication (e.g. replay attacks). As introduced, secure communication can be pro-

vided by employing cryptographic algorithms and secured channels.

Providing secure devices and preventing software attacks can be partly achieved us-

ing the secure CA architecture presented in the sections before. Code injection or al-
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gorithm weaknesses, for example, can likewise be avoided as the requirements such as

FR–memory access or FR–protection of environment can be fulfilled using SBes.

Nevertheless, network as well as device attacks exist, that cannot be prevented using

such methods. For BANs typical representatives are interruption attacks, which have the

objective of making a service or data unavailable [126]. These attacks are also referred to

as DoS attacks. In order to interrupt the communication in a BAN, the adversary is trying

to waste network and system resources to prevent the SAC from performing its expected

function. DoS attacks are always hard to handle, which is especially true for SACs where

nodes are subject to stiff resource limitations.

Regarding device attacks, Section 5.2.2 discussed the enforcement of security at-

tributes for CAs. Attacks or violations on control domain or process location (cf. D.19

and D.20) can only be detected or prevented by a system having a global view of ex-

changed process data. Besides, such a system is also needed to fulfill FR–communication

relationship, FR–availability, and partly FR–low level functionality access.

Hence, an attack prevention and detection system has to

• prevent attacks on security attributes D.15, D.16, D.17 and D.18 using the secure CA

architecture and additionally report those violations,

• detect attacks on security attributes D.19 and D.20 and additionally report those

violations,

• provide a reasonably small detection latency to be able to react to security attacks,

• be operable without influencing the normal operation of a BAS regarding its perfor-

mance,

• be secured with respect to attacks directed towards its operation,

• support various information sources such as information regarding communication

within a BAN, data coming from ICDs such as a firewall or data derived from a

security policy, and

• be update-able with respect to new attack scenarios as well as being flexible with

respect to changed system behavior.
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5.4.2 Intrusion Detection Systems for Building Automation Systems

The main objective of an IDS is to detect abnormal network communication as well as

abnormal behavior of devices. After having detected such an abnormal situation, it must

be determined whether it has to be considered as an attack. If it is considered as an

attack, countermeasures can be initiated to minimize its consequences. Available BAS do

not provide any measures to prevent or detect attacks. A mechanism to provide effective

protection is presented in this section.

In the IT domain, various different, well-established IDS exist (e.g. SNORT6, TC-

PLogD7, Autonomous Agents for Intrusion Detection (AAFID)8, Cyberarms IDDS9, GFI

EventsManager10, KFSensor11, NIDS Sax212, Secondary Heuristic Analysis for Defensive

Online Warfare (SHADOW)13), which due to the radically different system environment

cannot be trivially adopted. Nevertheless, whenever possible available IDS components

shall be used.

An IDS commonly consists of four components [107] described in the following.

• The data gathering component is responsible for collecting the data by observing

the network traffic as well as the behavior of the different network devices. IDS

are often classified according to the type of data collection (i.e. the location of the

data gathering components). For the BAS domain, host-based, networked-based

and hybrid systems are relevant.

A host-based IDS is executed on a single device and tries to discover abnormal ac-

tivities [50]. These methods typically observe the activities of the OS and its applica-

tions by monitoring changes on system files, system calls as well as logs. Host-based

IDSs typically are used for non network communication related checks and are es-

pecially applicable for security critical devices (e.g. key servers, gateways). Three

6 http://www.snort.org/, Last access: 2015/08/03
7 http://www.securiteam.com/tools/2JUPQQKQ0M.html, Last access: 2015/08/03
8 http://www.cerias.purdue.edu/site/about/history/coast/projects/aafid.php,

Last access: 2015/08/03
9 http://cyberarms.net/features/key-features.aspx, Last access: 2015/08/03

10 http://www.gfisoftware.de/eventsmanager/esmfeatures.htm, Last access: 2015/08/03
11 http://www.keyfocus.net/kfsensor/, Last access: 2015/08/03
12 http://ids-sax2.com/, Last access: 2015/08/03
13 http://www.softpanorama.org/Security/IDS/shadow.shtml, Last access: 2015/08/03

http://www.snort.org/
http://www.securiteam.com/tools/2JUPQQKQ0M.html
http://www.cerias.purdue.edu/site/about/history/coast/projects/aafid.php
http://cyberarms.net/features/key-features.aspx
http://www.gfisoftware.de/eventsmanager/esmfeatures.htm
http://www.keyfocus.net/kfsensor/
http://ids-sax2.com/
http://www.softpanorama.org/Security/IDS/shadow.shtml
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categories can further be distinguished. On system or OS level, the IDS monitors

multiple processes and their interaction and compares the behavior pattern with a

reference (profiling). IDSs can also monitor specific, security critical applications,

but then need to be especially tailored. Finally, IDSs can also be used to regularly

check the integrity of the device by e.g. comparing calculated checksums of files to

reference values. This has the benefit, that the exact location of security violations

can be identified easier. A violation, however, also might imply, that a security at-

tack has already been successfully performed. Summing up, host-based IDSs due to

their specific adaption to a single device provide a reasonable attack detection prob-

ability. However, such systems need to be installed on each security critical device

and thus also affect its performance. They also cannot be hidden from an adversary.

Figure 5.10a shows the network topology of a host-based IDS.

A network-based IDS observes the complete network traffic or the traffic of the net-

work segment it is connected to and is executed on a dedicated device. Therefore,

these systems are able to discover anomalies which affect more than a single host.

Besides, they have the benefit that they do not affect the performance of the other

devices in the network and can be installed without being accessible to a possible

adversary. Since high network traffic may be present (especially in the backbone

network), network-based IDSs need to be powerful. Figure 5.10b shows the net-

work topology of a network-based IDS.

In a hybrid IDS the architecture consists of distributed host-based and network-

based IDSs and a management system (cf. Figure 5.11). The latter is used to collect

the information of the entire network, alarm and log in case of a security attack.

BASs are typically large networks and monitoring single network nodes is not suffi-

cient. Since a hybrid solution combines the benefits of both types it can be expected

to be the most effective, but also most expensive IDS.

• The core unit of an IDS is the data processing component. It processes the col-

lected data and determines whether an attack is present or not. Again, different

approaches exist. According to [107], the two most important ones are called mis-

use/signature based and anomaly based. Misuse/signature based systems (SIDS)



5.4 Attack Prevention and Detection 115

ICD
+

Host based IDS

SACs
+

Host based IDSs

MD
+

Host based IDS

ICD
+

Host based IDS
ICD

+
Host based IDS

(a) Host-based

ICD

SACs

MD

ICD ICD

Net based IDS

Net based IDS Net based IDS

(b) Network-based

Figure 5.10: Data Gathering Component

use a-priori knowledge of activities that form an attack. This knowledge (i.e. specific

misuse patterns based on a security threat analysis) is stored in a database which

contains typical patterns of known attacks (signatures). To determine whether an

observation can be classified as an attack, different techniques such as expert sys-

tems as well as signature detection mechanisms can be used.

An AIDS tries to detect abnormal behavior by comparing the observed behavior

with the normal and expected behavior (also called reference pattern). To achieve

such a comparison, an application model must be specified. This model must define

the default reference pattern (i.e. network traffic, device behavior) which represents

the expected and normal behavior of the system. Obviously, this default behavior

is not static since it can change during the lifetime of the system. Therefore, self-
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Figure 5.11: Data Gathering Component: Hybrid Approach

learning techniques (e.g. neural networks) are used to provide the opportunity to

adapt the reference patterns during runtime.

Again, a hybrid solution which combines the benefits of both approaches seems to

be the most practical one for BAS.

• Collecting the results as well as the observed data (communication traces) is the task

of the data storage unit.

• The response component, on the other hand, is responsible for initiating actions to

minimize the consequences of a detected security attack. This can be done by per-

forming a direct feedback to the BAN. For example, it could decouple the affected

control network segment.

The resulting IDS model for BAS is shown in Figure 5.12.
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Figure 5.12: Intrusion Detection in Building Automation Systems

5.5 Summary

To summarize this section, the following hybrid software protection mechanisms are de-

ployed to provide security of the architecture:

• SCA, IAC and code reviews are performed on the system software, which provides

an abstraction and layering to ease CA development.

• An AIDS based upon a security policy and a generic application model is deployed

on process control data and system call level to prevent attacks. An IDS is deployed

to detect attacks.

• Uncircumventable sandboxing of CAs is performed to protect the system outside

of the SB from attacks. DRM could also be deployed to only execute signed CAs, if

desired.
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6
Implementation and Evaluation

Hypothesis 6 The developed secure CA architecture can be implemented on the devices typically

found in BAS. It fulfills the requirements for secure CAs and is able to prevent or at least detect

attacks.

As introduced in Section 3.4, the typical security requirements for BAS devices are

identification (i.e. user validation), resource access (i.e. network and I/O access only if

the device is authorized), communication (i.e. authentication, confidentiality, integrity,

freshness), storage of sensitive information (i.e. confidentiality and integrity), content se-

curity (i.e. usage restrictions of digital content), and availability (i.e. performing intended

functions) [37]. Thus, a sophisticated security architecture as presented in Section 5 needs

to provide defense in depth considering the challenging constraints on these systems and

to provide secure communication, intrusion detection, a secure software execution envi-

ronment as well as physical security.

To validate the feasibility of the presented architecture, this section uses the following

methods:

• On the basis of use case
⊗

, prototypes have been implemented for the different de-

vice classes to evaluate and test the stability with respect to memory consumption,

performance, and security. A test environment (cf. Figure 6.1) has been established

for SACs, which interact directly with the physical environment, ICDs which link

different networks and network segments, and MDs which are used to configure,

maintain and diagnose a BAS. It consists of a KNXnet/IP based backbone with an

119
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attached desktop computer running the Engineering Tool Software (ETS) and a net-

work based IDS to provide additional security. Using secure ICDs with firewalls,

two KNX lines are connected to the backbone. A secure SAC switch and a stan-

dard KNX SAC are located on these different lines. A secure SAC actuator has been

implemented as multi-protocol device being connected to a KNX line and a BAC-

net/IP network. A desktop computer running the Visual Test Shell (VTS) attached

for monitoring as well as sending and receiving BACnet service requests and a se-

cure MD are likewise connected to the BACnet/IP network.
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+

Host based IDS
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Figure 6.1: Test Environment and Proof-of-Concept Implementation of Use Case
⊗

• To further evaluate the presented concept, a discussion on how it can be used to

enable security in today’s already existing BASs follows. Attack detection and pre-

vention become possible, if appropriate devices are installed.

• Concluding, an exhaustive discussion evaluates, that all functional requirements

are fulfilled by means of the concept. Some organizational requirements still need

to be considered, when implementing real live installations.
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This section is structured as follows: First, the process of how to implement the secure

architecture is described in detail: Section 6.1.1 discusses a common security policy for the

prototypes, Section 6.1.2 describes the required steps to implement the CA fulfilling the

use case, Section 6.1.3 addresses the configuration of a BAS, and Section 6.1.4 describes

how device configurations can be derived out of the previously mentioned components.

The following sections describe these prototypes – including but not strictly limited to the

implementation of use case
⊗

– in more detail. Section 6.2.1 introduces two secure SAC

prototypes, Section 6.2.2 describes an implementation of a secure ICD with a firewall,

Section 6.2.3 demonstrates features of a network based IDS, and Section 6.2.4 discusses

a secure MD. Performance measurements and an accompanying discussion on how the

security process is working demonstrate, that the generic concept is applicable to today’s

hardware. Then, Section 6.3 demonstrates, that the proposed architecture can be used to

provide security for already existing technologies and installations. Finally, Section 6.4

discusses the benefits and disadvantages of the proposed architecture.

6.1 Security Process

Section 5 provides a concept for secure and distributed CAs in BAS. A generic application

model based on VDI 3813 and a mapping on today’s technologies, a semi-formal frame-

work for the definition of security policies as well as a system architecture and building

blocks for implementation of secure devices have been described. Standardization com-

mittees can thus be supported in standardizing secure CAs and in defining generic secu-

rity policies (cf. left side of Figure 6.2). By means of use case
⊗

, this section describes the

process of how to implement secure CAs (cf. right side of Figure 6.2). It is shown, how

the generic architecture can be instantiated, i.e. how the CA can be modeled and how the

policies can be adapted. Prototype implementations demonstrate, how to generate con-

figurations for the devices, how commissioning can be performed, and which parts of the

architecture guarantee the compliance with the security policy.
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Figure 6.2: Security Process

6.1.1 Security Policy

The generic application model as defined in Section 5.1 contains all DPs which need to

be considered by standardization committees for formulating a security policy. The idea

of such a generic approach is, that a reasonable template policy with default values is

established. This template policy is instantiated and adapted, when a BAS is being imple-

mented. The implementation of use case
⊗

is given in Figure 5.6. The formal definition

is found in D.7. This section describes the process of implementing a security policy on

the basis of these proof-of-concept CAs.

1. The first step is to find the relevant DPs in the generic application model for the

desired CA. As can be seen in Definition D.7, at least two DPs (MDP PAR_OFFD

and PDP L_MAN) are required to implement a stairwell light.

2. The second step is to specify the security attributes. As seen in Definition D.8, a

security attribute is always related to a present value p of a DP. For use case
⊗

,

the generic security attributes are listed in Definitions D.21–D.23. The instances are
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formulated the following way:

sDP PAR_OFFD : <pPAR_OFFD, cond(pPAR_OFFD, 600s,≤), (P.1)

cond(pPAR_OFFD, 60s,≥), AND >

sSAC actuator : <systemcall_switchoutput,

check_accesstime(systemcall_switchoutput, 1Hz,≥) >

sDOMAIN Lighting : <pL_MAN, cond(pL_MAN, {0, 1},=) >

3. The next step is to associate the DPs to the SACs implementing the FBs as well as

ICDs and MDs being connected to the BAN. As seen in Definition D.7, the SAC

switch and SAC actuator are implemented. Remember, a binding between SACs is

established, if they reference the same DP. For the proof-of-concept, additionally

two ICDs, a network based IDS and a MD are connected. Thus, the following se-

curity policy can be defined for the BAS, specifying which device has to evaluate

which security attribute:

SAC switch : sDOMAIN Lighting (P.2)

SAC actuator : sSAC actuator, sDP PAR_OFFD, sDOMAIN Lighting

ICD : sDOMAIN Lighting

network based IDS : sDOMAIN Lighting

MD : sDP PAR_OFFD

The SAC switch only has access to pL_MAN, therefore it can evaluate sDOMAIN Lighting.

The SAC actuator has access to all DPs, therefore can evaluate all security attributes.

The ICDs have access to the control network, thus giving them the possibility to

evaluate sDOMAIN Lighting, if process data is exchanged via this network. The net-

work based IDS is permanently connected to the backbone, giving it the possibility

to evaluate sDOMAIN Lighting, if process data is exchanged via the backbone. Since

also the binding is known in this step, it is also possible to evaluate, which device

is allowed to communicate with a partner once the concrete configurations (e.g. ad-
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dresses) are known. The MD being connected to the backbone, is able to evaluate

sDP PAR_OFFD, since it has access to configuration data.

In order to demonstrate the feasibility of the presented approach, some more case

studies of how security attributes can be applied to enhance existing standards are given.
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Figure 6.3: Security Attributes

A security attribute at FB level can e.g. be applied to VDI3813-2, FB 6.5.1 energy level

selection, whose purpose is to adapt the energy transfer to the utilization of a room. The

mapping of this functionality to a FB of the application model is shown in Figure 6.3a.

A room is not constantly being kept on comfort temperature level, but the setpoints vary

depending on external constraints. For instance, the output energy level pM_ACT depends

on the boolean input pB_WINDOW . If the window is open, then pM_ACT has to be at protec-

tion level so that no damage to the installation or the basic structure of a building occurs,

otherwise internal control functions are executed and pM_ACT may be set to other levels.

The corresponding security attribute can be formulated as:

svdi3813_651_pM_ACT :< pM_ACT, condpM_ACT , condpB_WINDOW , AND > (P.3)

condpM_ACT : cond(pM_ACT, protection_level,=) (P.4)

condpB_WINDOW : cond(pB_WINDOW , true,=) (P.5)

and can be read as: If the window is open (P.5), then pM_ACT needs to be at protection

level (P.4). Otherwise the security attribute is violated.

Another example for a FB security attribute is ISO 16484-3, 5.5.3.3.3 motor control

(cf. Figure 6.3b), where its output pMSS must stop the motor if a failure is reported. Thus,
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the input motor electrical failure pMES has a higher priority than the input motor enable

pMF and under all error conditions overrides it. The corresponding security attribute can

be formulated as:

siso16484_55333_pMSS :< pMSS, condpMES > (P.6)

condpMES : cond(pMES, true,=) (P.7)

which states, that irrelevant of the input parameter pMF the motor shall be turned off, if

an error is detected (P.7).

Finally, an example of a security attribute for the lighting control domain is the inter-

action of the VDI3813-2 5.2 light switch, 6.3.5 constant light control and 4.2.1 light actuator

FBs (cf. Figure 6.3c). The light switch can be used as input for a central off function. Its

output is connected to pL_MAN of the constant light control and forces its pL_SET output to

switch off. All light actuators connected to pL_SET should then switch their corresponding

outputs off. The security attribute:

svdi3813_lighting_pL_STA :< pL_STA, condpL_STA > (P.8)

condpL_STA : cond(pL_STA, pL_SET,=) (P.9)

models exactly this relationship between the pL_SET output of the light switch and all

connected pL_STA outputs of the light actuators (P.9).

6.1.2 Control Application Development

When developing a CA, a manufacturer has to perform the following steps:

• First, it has to decide which FBs of the generic application model to implement

and which not. Mandatory DPs need to be implemented and optional DPs need to

be considered when appropriate. Figure 6.4 shows this development step for the

secure SAC actuator. The functionality given by the FB light control and the

FB light actuator will be implemented within a single CA light actuator.

Listing 6.1 shows how the generic application model (i.e. the FBs) is referenced.
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Figure 6.4: Control Application Development for Secure SAC Actuator

1 <?xml version="1.0" encoding="UTF-8"?>
2 <SAC_actuator xmlns:xsi="http://<!-- [...] -->">
3 <!-- implement function blocks -->
4 <FunctionBlock idref="3813-2_6_4_2">
5 <!-- implement light actuator FB -->
6 <ProcessDataPoint idref="L_SET" />
7 </FunctionBlock>
8 <FunctionBlock idref="3813-2_6_5-6">
9 <!-- implement light control FB -->

10 <ProcessDataPoint idref="L_SET" />
11 <ProcessDataPoint idref="L_MAN" />
12 <ManagementDataPoint idref="PAR_OFFD" />
13 </FunctionBlock>
14 <!-- [...] -->

Listing 6.1: Control Application Function Blocks

• Second, the underlying BAS technologies need to be chosen. Using the generic ap-

plication model, it is possible to provide an automatic mapping of generic DPs to

technology dependent ones.

• Finally, the building blocks of the secure software environment (i.e. the system soft-

ware, the enhanced application layer and the SB) need to be realized. It depends

on the manufacturers and used technology, whether existing solutions are chosen

or the manufacturers implement these blocks on their own.

6.1.3 Building Automation Network Configuration

After a building has been planned, the system integrator is responsible for the realization

of the desired functionality and fulfillment of the requirements. It selects suitable devices
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and CAs and plans the BAN topology. This involves deciding which FBs will be realized

by which devices and how these devices are being connected (i.e. binding). This also

involves an adaption of the security policy with respect to building owner’s requirements.

Figure 6.5 shows the configuration (green text) for the test environment and proof-of-

concept implementation of use case
⊗

.
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Figure 6.5: Configuration

6.1.4 Device Commissioning

The final step when implementing a BAS is the commissioning of the devices. Using the

security policy, the configuration and the CAs, it is possible for the system integrator to

derive the device configuration and security policy for each node. Figure 6.6 shows this

process for the five prototypes of use case
⊗

.

6.2 Prototypes

The introduced device classes obviously need different hard- and software due to the dis-

cussed requirements. Nevertheless they may share the same components if appropriate.

A modular architecture consists of different, exchangeable hardware blocks which are
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Figure 6.6: Commissioning

able to fulfill embedded control, interconnection as well as configuration and manage-

ment tasks. The resulting devices/platforms are:

• Universally applicable to serve as a basis for further work in the scope of building

automation (e.g. test platform for protocol extensions)

• Compact, embedded, robust and low cost

• Flexible (i.e. configurable in hardware by use of jumpers and software, which is

especially useful for SACs and ICDs) and extensible

• Easy to use

• Powerful, meaning that enough processing power and memory shall be available

to implement representatives up to MDs

At the left side of Figure 6.7, a mapping of the general hardware model (cf. Figure 2.2)

to a modular architecture is shown. At the right side, possible implementations derived

from this architecture are displayed.
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Figure 6.7: Hardware Architecture for Proof-of-Concept

6.2.1 Sensor, Actuator and Controller

This section presents an implementation of secure SAC prototypes, which allow un-

trusted, possible intentional malicious software to be executed securely on those different

low end ESs. Application designers are supported to allow rapid innovation and imple-

mentation, configuration, deployment and execution of arbitrary CAs. The outcome is a

secure and customizable CA environment targeted to work with low end SACs featuring

MCUs of limited memory (<100 KBytes in total) and tight processing power (<25 MHz).

Based on the identified demands, modular hardware platforms have been designed,

which serve as a basis for not only the development of software for SACs but also can be

used for e.g. ICDs. Several aspects have to be considered for the SAC hardware design.

Although application tasks are not complex, enough resources have to be available to

handle security tasks such as encryption. Hardware support for CA isolation has to be

considered. Power consumption is of major concern since SACs are often supplied via

link power to avoid an additional power cable. In special cases, they may be even driven

by a battery (e.g. glass break sensors). Finally, SACs have to be reasonably robust when

placed in the field. All these requirements have to be achieved in a cost efficient way since

the number of SACs in a BAS is high. In addition, a modular software design has been

implemented. Based on a HAL, hardware independent modular software components

have been implemented (e.g. system software, enhanced application layer, SB).
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With the first proof-of-concept implementation Secure SAC switch (cf. Figure 6.1)

it is possible to control a KNX compliant light KNX SAC as well as the second Secure

SAC actuator. The latter implements use case
⊗

and has been designed as an en-

hanced multi-protocol device being integrated into a BACnet and KNX network. Com-

munication between sensor and the enhanced actuator has been secured using a subset

of [61].

6.2.1.1 Hardware Architecture

The presented concept has been deployed on two different hardware architectures, each

with its own use cases.

First, a SAC stripboard [129] (cf. Figure 6.8a) intended to be powerful enough to han-

dle the presented SB approach and control a KNX compliant light (on, off) has been as-

sembled, with the main goal to verify the approach regarding the imposed overhead and

gain performance results. Moreover, it is intended to provide a low level BAN access

in order to use it as test device for security analyses. Offering bit level access to KNX

using dedicated hardware, security attacks can be performed and results be observed.

The SAC stripboard stays very small scale and represents the lowest end SAC devices.

While it appeared reliable during development and testing of the software running on

it, it is not intended for real-life use. Hardware assisted methods in mind, an Atmel

ATMega168 MCU (implementing the HA) clocked at 8 MHz, featuring 16 KBytes flash,

1 KByte SRAM, 512 Bytes EEPROM was chosen. Among others, the controller provides 23

programmable I/O lines, two 8-bit Timer/Counters and one 16-bit Timer/Counter with

various compare modes, a programmable serial USART, a byte-oriented 2-wire serial in-

terface and two external interrupts. Some external components have been equipped to

provide additional functionality: For debugging, testing and basic interfacing, a LED and

a pushbutton are attached. An additional external EEPROM (MICROCHIP 24LC16B/P)

with a memory size of 2048 Bytes is used to provide extra non-volatile memory. It is

connected via the 2-wire serial interface supported by the ATMega168, which is actu-

ally an I2C connection (the naming is different due to licensing reasons). The connection

is clocked at 400 kHz, which is the fastest possible with the external EEPROM. It still

limits the data rate significantly, since there is some overhead contained in the required
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data exchange protocol. A MAXIM MAX 3232CPE dual channel driver/receiver chip is

equipped to convert controller signals to Electronic Industries Association standard RS-

232-C (EIA232) levels to enable serial communication, for example with a PC. On the side

of the MCU, it is directly connected to the USART pins of the ATMega168. To access the

KNX bus, a slightly adapted version of the basic circuit of the Freebus project1 has been

considered to convert the MCU signals to KNX signals and to power the device using the

bus line.

(a) SAC stripboard (b) KNXcalibur

Figure 6.8: Sensor, Actuator and Controller Prototypes

Second, an integrated, compact and powerful platform named KNXcalibur was built

[128], [135] (cf. Figure 6.8b). It is applicable as SAC, but can also be used as ICD and

MCU based MD with an integrated web server in mind. KNXcalibur is based on a Fujitsu

16 bit MB90330 family MCU. It operates at a maximum frequency of 24 MHz and pro-

vides 24 Kilobytes RAM, 384 KB flash, 4 UARTs, a 8/10 Bit A/D converter and a Serial

Peripheral Interface as well as an external bus interface similar to the ISA bus. Moreover,

USB functionality and Ethernet connectivity via the Cirrus Logic CS8900A Ethernet LAN

controller are realized. To support persistent storage of large amounts of data on KNX-

calibur, a SD/MMC card connection has been integrated. Connection to KNX is realized

with Siemens TP-UART ICs. Via the available pin headers an extension daughter board

has been connected. It provides 8 push buttons, 8 LEDs, 8 switches, 1 relay, 1 buzzer

1 http://www.freebus.org, Last access: 2015/19/08

http://www.freebus.org
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and a MAX3471 for EIA-485 connectivity. In addition the following sensors have been

integrated: an HSP15 humidity sensor, a MPX4250 pressure sensor, a NSL19M51 light

dependent resistor, an LM335Z analog temperature sensor, a DS1820 digital temperature

sensor and a DCF77 connector for attaching a FSZ01020 antenna.

Using pin headers, all devices can be connected to ”header boards” with modular

components (power supply, point-to-point interface, process interface, network inter-

face). Simple buttons and LEDs are used as process interfaces. Moreover, a PEI connector,

which offers digital and analog access to external sensors and actuators, is present.

6.2.1.2 Software Architecture

To allow flexibility and different hardware configurations, the software has been imple-

mented modular, based on the generic architecture (cf. Figure 5.9). With limited hardware

resources of SACs in mind, an embedded VM forms a SB and provides a lean environ-

ment for Java based CAs. Interfacing to the BAN (e.g. KNX or BACnet) and the specific

hardware is done by a well-defined Java API. In addition, a management API allows to

download and configure CAs inside the VM. The programming concept, configuration

and management issues as well as the workflow using the open development platform

Eclipse are described. Figure 6.9b shows the software implementation structure.

The main basis for hardware independent software modules forms the HAL, which

has been implemented in an event based way.

Using the HAL it is possible to implement generic modules in the system software,

such as the KNX network plugin, which provides bit stuffing support for controlling the

Freebus hardware as well as a TP-UART driver for more simplified KNX network access.

Independent of the underlying OSI layer 1/2, the KNX stack offers KNX group

communication as well as group object handling (A_GroupValue_Read, A_Group-

Value_Write, A_GroupValue_Response) and management communication (A_Prop-

ertyValue_ Read, A_PropertyValue_Write, A_PropertyValue_ Response). In

a first prototype, it has been configured to keep a standard KNX light actuator

FB_Light_Actuator with associated group address synchronized with the generic ap-

plication object On/Off Light. This way, runtime compliance to the KNX standard can
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be demonstrated. In a second prototype, it is used for implementing use case
⊗

and to

show the implementation of a security policy.

Likewise the BACnet plugin provides access to BACnet/IP. It maps the On/Off

Light to the BACnet Lighting-Output and provides the services ReadProperty and

WriteProperty to manipulate its properties (e.g. PresentValue).

Besides, drivers for the sensors mentioned before are contained in the system software

within further software modules. The system software also manages and stores configu-

ration parameters and data of the enhanced application layer in non-volatile memory.

The user API forms the main component for the CA developer and is the only way

to interact with the environment. Native Java classes have been defined which form the

interface for the CA. The SB maps these Java methods and variables to their C implemen-

tations, which then access the application objects. The KNX plugin hides KNX specific

details and provides a high-level access to group objects. Communication is solely per-

formed by reading and writing these objects. Any messaging related tasks such as frame

and checksum generation and checking, handling of acknowledgments and retransmis-

sion in case of errors are carried out by the library. Likewise, the BACnet plugin handles

BACnet communication. The I/O plugin handles access to peripherals and is, as men-

tioned, common to every hardware configuration. Listing 6.2 shows an extract of how

CAs can access a generic (networked) application object or a peripheral.
1 c l a s s FunctionBlock {
2 public ProcessDataPoint readValue(String id); // Reads and returns the

current value of the application object from the memory.
3 public void WriteValue(ProcessDataPoint value); // Writes the value of the

application object. Automatically triggers network plugins to update
their values.

4 [...]
5 }
6 c l a s s IO {
7 public s t a t i c i n t out( i n t pin, i n t value); // 1 turns on pin, 0 off
8

9 public s t a t i c i n t initDCF77(void); // initialize DCF77
10 public s t a t i c Date getTime(); // returns current date and time
11

12 public s t a t i c i n t initTempDigital(void); // initialize digital temperature
sensor

13 public s t a t i c Float getTempDigital(void); // returns temperature value
14

15 public s t a t i c i n t initPressure(void); // initialize pressure sensor
16 public s t a t i c Float getPressure(void); // returns pressure value
17

18 public s t a t i c i n t initLDR(void); // initialize LDR
19 public s t a t i c Integer getBrightness(); // returns brightness value
20
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21 public s t a t i c i n t initHumidity(void); // initialize humidity sensor
22 public s t a t i c Integer getHumidity(); // returns humidity value
23 [...]

Listing 6.2: Extract of User Application Programming Interface

Configuration of a node is XML based and, as described, can be generated using e.g.

a configuration tool. Using the generic application model the required mappings of the

specific addresses to the generic DPs can be calculated. Likewise, the corresponding se-

curity attributes for the plugins can be generated out of the generic application object.

The desired generic FBs and DPs are instantiated using their id attributes, and their pa-

rameters are configured. Then a configuration of the network plugins can be calculated.

Basically, this means binding the DPs to addresses. Security policy restrictions for the

different APIs can also be derived. Besides, relevant parameters for further system com-

ponents (e.g. mapping a MCU output pin to the corresponding light) can be set.

Finally, this representation is transferred into a suitable binary format and stored in

the EEPROM of the target node using the management API. Listing 6.3 shows the config-

uration of the SAC actuator of use case
⊗

. The security policy is derived from P.2.
1 <?xml version="1.0" encoding="UTF-8"?>
2 <DeviceConfig name="SAC actuator" xmlns:devconf="http://[...]">
3 <Generic>
4 <!-- instantiate generic function blocks -->
5 <FunctionBlock idref="3813-2_6_5-6">
6 <!-- set security attribute s_DOMAIN Lighting -->
7 <ProcessDataPoint idref="L_MAN" value="0,1" />
8 <!-- set MDP to 120 and security attribute s_DP PAR_OFFD-->
9 <ManagementDataPoint idref="PAR_OFFD" largerthan="60" smallerthan="600">

120</ManagementDataPoint>
10 </FunctionBlock>
11 </Generic>
12

13 <IO> <!-- configuration and restrictions for I/O library -->
14 <!-- set security attribute s_SAC actuator-->
15 <Systemcall id="out" maximumfrequency="1">
16 </IO>
17

18 <KNX> <!-- configuration for KNX plugin -->
19 <!-- KNX physical address -->
20 <IndividualAddress>1.1.1</IndividualAddress>
21 <!-- define group address -->
22 <GroupAddress id="knx_ga1">0/0/1</GroupAddress>
23 <!-- bind group address to datapoint -->
24 <DP idref="knxdp_1" garef="knx_ga1" />
25 </KNX>
26

27 <BACnet> <!-- configuration for BACnet plugin -->
28 <!-- define device address -->
29 <BACnetDeviceAddress id="bada1">192.168.0.1</BACnetDeviceAddress>
30 <!-- define object identifier -->
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31 <Property idref="bacnetdp_1">1</Property>
32 </BACnet>
33 <!-- [...] -->

Listing 6.3: Device Configuration of Sensor Actuator and Controller Actuator

As shown in Section 4.4, a lot of different SBes are available. Due to the memory re-

quirements (160-512 KBytes of total memory) and the requirement for a 16 Bit processor

clocked at 16 MHz or higher the Java ME is slightly beyond the limitations of the tar-

geted hardware. Besides, the official Java versions, there is a number of implementations

available which are targeted at systems with very low resources. These implementa-

tions often come at the price of only offering a subset of the full Java functionality. Two

suitable solutions will be discussed in the following: NanoVM and TinyVM. Both VM

implementations allow the execution of standard Java bytecode, at least after preparation

with an automated tool. They target very low-profile ESs. The NanoVM was originally

written for the Atmel ATMega8 MCU included in the Asuro robot, and has a memory

footprint of approximately 7 KBytes. Some of its features are 15/31 bit integer arithmetic,

floating point operations, garbage collection, simple application upload, inheritance, a

unified stack and heap architecture and about 20k Java opcodes per second on a 8 MHz

AVR. The TinyVM operates on Lego Mindstorms RCX programmable bricks which are

equipped with an Hitachi H8 MCU. It has memory requirements of around 10 KBytes.

Both VMs have some limitations regarding the Java language features. For example, the

NanoVM does not support multi-threading. The TinyVM is generally more advanced (of

course also due to the more powerful hardware it runs on), and supports multi-threading,

exceptions and synchronization but for example misses floating point operations. But de-

spite these limitations both VMs have their possible application areas, since the omitted

functionality is often not required for their intended use.

Finally, the NanoVM was chosen for sandboxing the CA, since a port to the AVR MCU

already existed and only a port to the Fujitsu MCU had to be done. Nevertheless, con-

siderable modifications have been applied to achieve the targeted level of functionality.

First, the CA is not stored in the flash memory of the MCU but on external storage (ex-

ternal EEPROM in case of the stripboard, SD card for KNXcalibur). Thus, the NanoVM

had to be modified to allow fetching the CA instructions from external program stor-

age. In addition, Java libraries have been written to access the peripherals (via the user
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API) of the hardware platforms and to enable BAS specific methods (e.g. KNX compat-

ible data exchange). The NanoVM has also been extended to provide a basic AIDS-like

protection mechanism. During execution, all instructions are monitored and checked

against the predefined security policy. This way, problematic behavior caused by mal-

functioning or malicious software can be detected and the execution can be stopped. The

policy is extracted out of the configuration file described before. Currently, this step is

performed manually, however, a model-driven approach would allow automatic trans-

formation [144]. Listing 6.4 briefly shows the implemented SB and policy monitoring.
1 // Number of policy rules
2 # define SEC_POLICY_RULES_CNT 1
3 // Macro to store rule in memory
4 # define COMPOSE_RULE(limit, time, action) ( (time & 0x3f) | ((limit & 0x3f)

<<6) | ((action & 0x3)<<14))
5 // Macro to get limit per time
6 # define GET_RULE_LIMIT(rule) ((rule >> 6) & 0x3f)
7 // Macro to get time of last call
8 # define GET_RULE_TIME(rule) (rule & 0x3f)
9 // Macro to get action on policy violation

10 # define GET_RULE_ACTION(rule) ((rule >> 14) & 0x3)
11

12 // Compose rule to halt the CA if io.out is called more often than one time
per second

13 policy_rule_t sec_policy_rules[SEC_POLICY_RULES_CNT] =
14 {
15 {NATIVE_CLASS_IO, NATIVE_METHOD_OUT, COMPOSE_RULE(1, 1, RULE_ACTION_HALT)}
16 };
17 // This method is called on every instruction of the CA
18 u08_t sec_check_invocation(u16_t mref) {
19 // For all defined policies
20 for (u08_t i=0; i<SEC_POLICY_RULES_CNT; i++) {
21 // If policy rule is available for instruction
22 i f (NATIVE_ID2CLASS(mref) == sec_policy_rules[i].class_ref) &&
23 (NATIVE_ID2METHOD(mref) == sec_policy_rules[i].method_ref) {
24 // Count number of calls
25 invocations[i].count += 1;
26 // If rule violated, halt CA
27 i f (invocations[i].count >= GET_RULE_LIMIT(sec_policy_rules[i].rule)) {
28 switch (GET_RULE_ACTION(sec_policy_rules[i].rule)) {
29 case RULE_ACTION_HALT:
30 error(ERROR_POLICY_VIOLATION);
31 break;
32 [...]
33 // Timer interrupt
34 void TIMER1_COMPA_vect(void) {
35 // For all defined policies
36 for (u08_t i=0; i<SEC_POLICY_RULES_CNT; i++) {
37 // Reset counters if rule not violated
38 i f (invocations[i].time >= GET_RULE_TIME(sec_policy_rules[i].rule)) {
39 invocations[i].count = 0;
40 invocations[i].time = 0;
41 [...]
42 // Invoke instruction of CA
43 void native_invoke(u16_t mref) {
44 // Check if invokation is allowed by policy
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45 i f (sec_check_invocation(mref) != 0) return;
46 // Select native function and invoke it
47 i f(NATIVE_ID2CLASS(mref) == NATIVE_CLASS_PORT) {
48 native_avr_port_invoke(NATIVE_ID2METHOD(mref));

Listing 6.4: Sandbox and Policy Implementation

(a) Components

KNXcalibur

Enhanced application layer

System Software

NanoVM

Control Application

User APIManagement API
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KNX address
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BACnet 
plugin

KNX 
plugin

OutputDCF77

KNX 
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IP
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Java interpreterProgram storage

Time

(b) KNXcalibur

Figure 6.9: Software Implementation

Figure 6.9a outlines the flow of information between the software components. CA

Java bytecode instructions are fetched from the program storage and are interpreted by

the Java interpreter. The instructions may be operations on internal Java variables or calls

to library methods. The library methods read possible configuration values, execute the

designated functions on the hardware platform or communicate with peripherals.

In the following, the development workflow – starting from program development to

final CA download – and the stairwell lighting CA are described. The system software

itself has been compiled and downloaded using the MCU specific toolchain (e.g. avr-

gcc and AVR Downloader/UploaDEr, avrdude). CAs may be developed and compiled

using standard Java toolchains (e.g. Eclipse SDK and the OracleJDK) and utilizing the

User API. XML device configuration files currently have to be written manually. The

configuration tool (NanoVMTool) is being used to prepare the compiled class files, which

includes stripping unnecessary and unsupported instructions from the binary as well as

mapping native Java library calls to their corresponding implementations in C. Besides,



138 Implementation and Evaluation

the NanoVMTool has been extended to provide functionality for parsing the XML based

configuration file and changing application parameters. Finally it is used to upload the

CA into the SB via the serial interface.

Listing 6.5 shows the required CA to implement the SAC actuator (Stairwell

light). A node configuration defining the required application and parameters is as-

sumed (like in Listing 6.3).
1 import nanovm.UserAPI.*;
2 c l a s s StairwellLight {
3 FunctionBlock fb1=new FunctionBlock("3813-2_6_5-6"); // configuration is

automatically read using the id "3813-2_6_5-6"
4 public s t a t i c void main() {
5 ProcessDataPoint pdp = new ProcessDataPoint(); // temporary pdp
6 Date date_temp = new Date(); // temporary date
7 while( t rue) {
8 i f (!pdp.equals(fb1.readValue("L_MAN"))) { // if pdp has changed
9 pdp = fb1.readValue("L_MAN"); // read its value

10 i f (pdp.intValue() == 1) { // if L_MAN is set to on
11 io.out(0,1); // immediately switch lamp 0 on
12 }
13 date_temp = new Date(); // store time since last change of L_MAN
14 }
15 i f (Date().getTimeSeconds()-date.getTimeSeconds() > fb1.readValue("

PAR_OFFD") { // if time longer than PAR_OFFD elapsed
16 io.out(0,0); // switch lamp 0 off
17 [...]

Listing 6.5: Stairwell Light Control Application

The main application code is placed in an infinite loop. Here, first the FB object fb1 is

checked for changes, which could be present if a related BAS message has been received.

If there are any messages the PDP value is read. If an on telegram has been received, the

light is immediately switched on. If an off packet is received, the light is switched off

after the PAR_OFFD.

6.2.1.3 Experimental Results

Investigations regarding memory consumption reveal that the implementation on the

SAC stripboard results in about 8 KBytes code size thus leaving another 8 KBytes Flash

memory for further extensions. The internal 512 Bytes and external 2 KBytes EEPROM

remain free and are used to store the CA and configuration parameters. Analysis of the

usage of the 1 KByte application SRAM has been aggravated due to the virtual heap ar-

chitecture provided by the NanoVM. In the original version, it reserves 256 Bytes for the

internal operation thus leaving 768 Bytes SRAM for execution of CAs. With the imple-
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Matrix dimension Native C Java (int. EEPROM) Java (ext. EEPROM)
2 31 µ s 13.2 ms 420 ms
4 440 µ s 20 ms 2.62 s
8 3.92 ms 595 ms 18.5 s

16 32.8 ms 4.64 s /

Table 6.1: Runtime Matrix Multiplication

mented extensions, approximately 70 Bytes of extra memory are used and therefore the

heap size was reduced to 668 Bytes. To get a first estimation of memory consumption of

a typical CA, a prepared code involving switching of the LED and KNX communication

several times has been executed. As expected, the remaining heap size was shrinking ev-

ery cycle until it reached zero. Then the built-in garbage collector was executed, freeing

all the unused heap memory. The freed heap size is considered to be the actual unused

heap memory being available to CAs. This size was around 580 Bytes resulting in a heap

use of around 90 Bytes which leaves enough room for CAs dedicated for SACs.

The performance overhead of the imposed security measures has been evaluated from

several points of view. Regarding the simple CA being able to control a light, no subjec-

tive feeling of slowdown can be observed. In addition, a simple PID controller has been

implemented. Again no subjective slowdown can be detected and temperature control

works as expected. Since SACs typically do not perform more computationally expensive

tasks and the used stripboard represents the lowest end of todays available hardware the

approach can be considered working. To objectively estimate the performance impact of

the SB approach the raw calculation capability of square matrix multiplications with dif-

ferent matrix dimensions has been measured. It has to be noted, that no optimizations

have been performed. Implementations in C and Java, running in the NanoVM using

either internal or external EEPROM as program storage, are compared (cf. Table 6.1). The

measured durations of the native C-implementation are always three to four orders of

a magnitude smaller than the corresponding Java versions using the external EEPROM.

Memory access operations due to slow connection of this EEPROM have been identified

as a major reason for slowdown. A replacement of the external EEPROM with a faster

one seems reasonable. For performance analysis the CA has been moved to the internal

EEPROM. As can be seen, this clearly improves the execution time. The applicability of
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the presented approach to a particular ES depends on the acceptable slowdown of the CA

or any other imposed overhead (e.g. battery gap). If the performance is good enough to

enable the ES to fulfill the required tasks, the SB approach clearly improves security. Fur-

ther it has to be noted, that an implementation of complex calculations in native C is also

possible (with lack of SB security) if the corresponding Java code is too slow. The addi-

tionally required encryption of process and management communication data obviously

takes resources of the involved devices. To evaluate the performance of KNXcalibur, a

freely available AES implementation [138] was ported to the prototype (without further

optimization). A first performance analysis shows that the encryption of a single KNX

telegram takes approximately 0.59 ms net processor time. Since the total transmission

time2 of such a message is 39 ms the additional processing time clearly is not a limiting

factor. The prototype thus can be expected to be able to handle encrypted messages at the

maximum theoretical data rate of the KNX network.

6.2.2 Interconnection Device

This section is dedicated to a secure ICD with firewall (cf. Figure 6.1). First, a generic

firewall architecture is presented, which is then implemented for a KNX based BAS [51].

The developed prototype is able to prevent attacks by physically separating two or more

different BANs. Process data exchange on the network interfaces is being analyzed and

depending on the deployed security policy data telegrams are filtered.

On the one hand, it is possible to check the communication relationship between CAs–

i.e. which device is allowed to talk to which other device. The required information is

gained out of the binding information, which has been generated when linking DPs. On

the other hand, the data being exchanged – i.e. the present values – are monitored and

checked against the security attributes gained out of P.2.

The left side of Figure 6.10 shows the typical filter rules and filter chains of a fire-

wall, which are used to implement a security policy. Using the rule DENY, telegrams are

silently dropped by the firewall. Neither sender nor receiver are informed, that delivery

of telegrams has been filtered. Using the rule REJECT, telegrams are also dropped with

2 This covers the whole transmission cycle including immediate acknowledgment and required bus
idle times.
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the difference that the sender is informed. The rule ALLOW permits telegrams to pass the

firewall. Filter chains accumulate filter rules, which are evaluated step by step. The filter

chain INPUT is used for filtering process data exchange targeting the application layer of

the firewall. The filter chain OUTPUT is applied, when the application layer of the firewall

transmits a telegram. In fact, the use of the INPUT and OUTPUT chain is only feasible,

if a firewall is implemented directly on a SAC. If an ICD without CA is deployed, only

the FORWARD chain is required. It is responsible for filtering telegrams being transmit-

ted from one interface to the other. Two approaches are possible, when implementing a

firewall policy. The first approach, being more secure but also harder to configure and

maintain, is to DENY or REJECT all telegrams per default and to provide ALLOW rules for

each telegram, that should be allowed to pass the firewall. Second, the default rule is set

to ALLOW and DENY or REJECT rules are specified for specific telegrams that need to be

blocked.

Interface 1 Interface 2

Forward

Application Layer

OutputInput DENY | REJECT | ALLOW

Medium 2

KNX Firewall

Medium 1

eibd

TP-UART

eibd

KNXnet/IP

Forward

Figure 6.10: Secure Interconnection Device and Implementation of KNX Firewall

To validate the approach, a KNX based prototype ICD has been implemented for use

case
⊗

(cf. right side of Figure 6.10). It provides connection to two KNX lines using two

instances of the eibd3. The first interface is connected to TP-1 using a TP-UART con-

nection, whereas the second interface is connected to an IP backbone using a KNXnet/IP

router. A FORWARD chain between those lines is configured, no INPUT or OUTPUT chain is

defined. To generate firewall rules, the following KNX characteristics need to be consid-

ered, when formulating ALLOW, DENY or REJECT rules. The communication relationships

between CAs can easily be gained out of the installation configuration being available in

the ETS. Physical destination addresses are only used for management communication

3 https://www.auto.tuwien.ac.at/~mkoegler/index.php/eibd, Last access: 2015/09/01

https://www.auto.tuwien.ac.at/~mkoegler/index.php/eibd
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to e.g. (re-) configure devices, read mask version or memory areas. A REJECT rule gen-

erates a NACK, and an ALLOW rule generates an IACK on TP-1 lines. The Application

Protocol Data Unit (APDU) type can be used to further filter process data exchange. The

A_GroupValue_Write, for instance, is used to set a PDP.

The following security policy can thus be formulated (cf. Listing 6.6). The syntax is

similar to the one used in the standard Linux firewall:

• Drop physically addressed telegrams (cf. Line 3).

• Prohibit process data exchange between unknown CAs (cf. Line 3).

• Evaluate the security attribute sDOMAIN Lighting (cf. P.1 and Line 16):

-a append a new rule to chain FORWARD

-s source address is always a physical address

-d destination address can be physical or group address

-i in-interface

-o out-interface

-p APDU type and value

-j action being applied on rule match

1 [global]
2 # deny all telegrams (including physical addressing)
3 standardFirewallRule=DENY
4

5 # configuration for first interface
6 [KNX-IF-1]
7 connectionurl=ip://auto.tuwien.ac.at:6720
8

9 # configuration for second interface
10 [KNX-IF-2]
11 connectionurl=ip://auto.tuwien.ac.at:6721
12

13 # rules
14 [rules]
15 # allow telgrams from secure SAC switch originating from KNX-IF-1 to KNX-IF-2

with target secure SAC actuator, present value must be 0 or 1
16 -a FORWARD -s 1.2.2 -d 0/0/1 -i KNX-IF-1 -o KNX-IF-2 -p A_GroupValue_Write

={0,1} -j ALLOW

Listing 6.6: Configuration of Secure Interconnection Device with Firewall for Use Case
⊗

Implementation of the policy check can be realized using simple if statements (cf.

Listing 6.7).
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1 // Check every received telegram
2 s t a t i c gboolean CheckReceivedTelegram( s t r u c t FirewallRuleChain *chain,

eibaddr_t source, eibaddr_t destination, gchar in_interface, gchar
out_interface, APDU *data) {

3 // Check source address
4 i f (CheckSourceAddress(chain->source_from, source)) {
5 // Check destination address
6 i f (CheckDestinationAddress(chain->destination_to, destination)) {
7 // Check in and out interface
8 i f ((chain->in_interface & in_interface) && (chain->out_interface &

out_interface)) {
9 // Check APDU type and value

10 i f (CheckAPDU(chain->data, data) {
11 // Rule matched, apply jump
12 return (chain->jump);
13 [...]

Listing 6.7: Implementation of Firewall

The secure ICD with firewall has been implemented on an embedded Linux platform.

Regarding performance, no reasonable measurements can be performed. In fact, the pro-

cessing time of the firewall chain and rules is less than 1 ms and thus not measurable

using system time. Also, the speed of the TP-1 medium is so low, that even on full bus

load no reasonable telegram delay can be measured using this platform.

6.2.3 Network Based Intrusion Detection System

To be able to validate that the requirements as stated in Section 5.4.1 can be fulfilled by

the presented attack detection system, this section describes a prototype implementation

of an IDS. A network based approach has been chosen. It is thus possible to avoid influ-

encing the normal operation of the BAS, since no change of SACs is required, and also no

performance penalty on those nodes is generated. A dedicated IDS can also be equipped

with more processing and memory resources. Besides, such an IDS can be deployed to

existing installations, since only an access to the BAN is required, which can be achieved

easily. The following attack detection functionality has been realized in the KNX based

prototype implementation of use case
⊗

(based on [106]):

• Alert on process data exchange between CAs, if it either violates a statically defined

policy, or additional abnormal communication relationships are detected.

• Alert on management communication i.e. physical destination addresses.

• Alert on high bus load (the threshold needs to be defined a priori).
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Medium 1

Network Based Intrusion Detection System

Data Processing

Anomaly Based
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Log Files
Console Output

Data Storage Response
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TP-UART KNXnet/IP
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Figure 6.11: Network Based KNX Intrusion Detection System

Figure 6.11 shows the software structure of the prototype, which has been imple-

mented on the same embedded Linux platform as the secure ICD. The data gathering

component relies on one or more instances of eibd. KNX telegrams from various BANs

can thus be gathered by the IDS.

The data processing component has been implemented in a hybrid way. A SIDS ap-

proach is used to detect the following issues:

• Violation of communication relationships: The policy (i.e. the security attribute

sDOMAIN Lighting) is provided, which defines the normal communication behavior

between CAs. Likewise, security attributes are specified, which define forbidden

communication behavior. Alerts are then immediately generated, if e.g. a sending

address is not allowed to write to a specific receiving address.

• Management communication

• High bus load

Listing 6.8 shows the configuration containing the static rules for the prototype. Syn-

tax is based on the SNORT IDS and enhanced with KNX specifics. A rule is struc-

tured as follows: <command> <source address> -> <destination address>

[APDU] [msg:“<message to display>”]

Command can either be alert, to trigger the response component to e.g. log to a file

or pass to allow communication. It is followed by the source and destination address,
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which is a group or physical address in KNX notation or any for a wild card. Then an op-

tional specification of the APDU can be provided, to enable evaluating security attributes.

Finally, a message can be specified, which is also sent to the response component.
1 [global]
2 # Configuration for first interface
3 [KNX-IF-1]
4 connectionurl=ip://auto.tuwien.ac.at:6720
5 # Alert on bus load higher than 60%
6 bus-load-warning=60
7

8 # Alarm on management communication i.e. physical destination addresses
9 alert any -> *.*.* (msg:"Management communication detected")

10

11 # Do not alarm on communication from secure SAC switch to secure SAC actuator
12 pass 1.2.2 -> 0/0/1 A_GroupValue_Write={0,1}

Listing 6.8: Configuration of Network Based Intrusion Detection System for Use Case
⊗

Additionally, an AIDS approach is implemented, where the IDS first gathers data from

the BAN. The data processing component then uses anomaly based algorithms, to learn

the normal communication relationships between CAs and also their behavior regarding

telegram rates. Malicious communication between CAs can then be detected and alerted

during runtime.

Implementation of the policy check in the data processing component can be realized

using simple if statements (cf. Listing 6.9).
1 i n t checkRule(T_NetworkDataStorage *rule, T_Telegram *telegram) {
2 // check source address
3 i f (checkSourceAddress(rule->source, telegram->source)) {
4 // check destination address
5 i f (checkDestinationAddress(rule->destination, telegram->destination)) {
6 // check APDU type and value
7 i f (checkAPDU(rule->apdu, telegram->data) {
8 // rule matched, apply command
9 return (rule->command);

10 [...]

Listing 6.9: Implementation of Intrusion Detection System

The data storage component simply stores relevant data in the memory and does not

rely on a database. This allows implementation on simple non-Linux based MCUs.

The response component is also only implemented partially as a passive system,

which simply displays alert messages on the standard output and logs them to files.

Experimental tests with the implementation show similar results regarding perfor-

mance and memory overhead as the ICD prototype. No reasonably measurements can

be performed during normal runtime, and even when stress tests have been executed at
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maximum bus speed of the TP-1 medium, the CPU load and memory usage are negli-

gible. The requirement to provide a minimal detection latency is fulfilled, since every

telegram is analyzed immediately and alerts are generated, if appropriate. Using a net-

work based IDS also ensures, that the standard process data exchange between SACs is

not influenced.

6.2.4 Management Device

Finally, a secure MD prototype has been implemented, to demonstrate the evaluation of

the security attribute sDP PAR_OFFD (cf. P.1) on a MD. The MD is being connected to the

backbone, where it monitors devices based on active queries: It generates telegrams to

detect malfunctions and attacks. Care has to be taken to not flood the BAN with traffic

and influence the normal operation of the BAS. Thus, the query cycles have to be set

appropriately, depending on the deployed technologies. The goal is to:

• Monitor the availability of devices (i.e. if they are on- or offline due to malfunction-

ing or DoS attacks).

• Monitor, if the security policy regarding the MDPs of CAs has been violated or not.

BACnet/IP

Secure Management Device

Nagios

BACpypes

Analog-Input, 100 Lighting-Output, 1

Device_VTS Device_SAC_Actuator

Figure 6.12: Secure BACnet Management Device

A setup consisting of a BACnet/IP BAN, a virtual BACnet device being imple-

mented in the VTS (Device_VTS) and a secure SAC actuator based on KNXcalibur

(Device_SAC_Actuator), and a secure MD has been deployed (cf. Figure 6.12). The

device Device_VTS implements an Analog-Input object with ID 100. The SAC is
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implemented as multi-protocol device and thus connected to KNX and BACnet/IP like-

wise. Mapping of the DPs is established using the generic application model. The object

Lighting-Output with ID 1 contains the MDP PAR_OFFD of use case
⊗

. The MD ac-

cesses the BAN using the BACpypes network stack4 and implements a monitoring system

using Nagios5 [173], [174]. As shown in Figure 6.13, the availability of devices is checked

using Internet Control Message Protocol (ICMP) Echo Requests. The security attribute

sDP PAR_OFFD (cf. P.1) is evaluated using the implemented Nagios script, which performs

a ReadProperty request on 192.168.0.1, Lighting-Output 1, Off-Delay on

a configurable interval. Listing 6.10 shows the configuration of the Nagios plugin. Listing

6.11 shows its implementation in Python.
1 define command{
2 command_name check-bacnet-object
3 command_line $USER1$/check_bacnet -a $_HOSTADDRESS$ -t $_HOSTTYPE$ -i

$_HOSTINSTANCE$ -p $_HOSTPROPERTY$ -w $_HOSTWARNING$ -c $_HOSTCRITICAL$
4 }
5 define host{
6 use host-template-bacnet
7 host_name Device_1_LO_1
8 alias Object_Lighting-Output-1
9 _address 192.168.0.1

10 _type LightingOutput
11 _instance 1
12 _property Off-Delay
13 _critical 60:600
14 }

Listing 6.10: Configuration of Nagios Plugin

1 import nagiosplugin
2

3 def main():
4 argp = argparse.ArgumentParser(description=__doc__)
5 argp.add_argument(’-w’, ’--warning’, metavar=’RANGE’, default=’’,
6 help=’return warning if value is outside RANGE’)
7 [...]
8

9 args = argp.parse_args()
10 check = nagiosplugin.Check(
11 Object(args.address, args.type, args.instance, args.property),
12 nagiosplugin.ScalarContext(’value’, args.warning, args.critical))
13 check.main(verbose=args.verbose)

Listing 6.11: Implementation of Nagios Plugin

To gain experimental results regarding the execution time of a single security attribute

check, a performance analysis has been performed. The execution time of the Nagios

4 http://bacpypes.sourceforge.net/, Last access: 2015/09/03
5 https://www.nagios.org/, Last access: 2015/09/03

http://bacpypes.sourceforge.net/
https://www.nagios.org/
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Current Network Status
Last Updated: Thu Sep 3 20:44:17 CEST 2015
Updated every 90 seconds
Nagios® Core™ 3.5.1 - www.nagios.org
Logged in as nagiosadmin
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View Status Overview For All Host Groups
View Status Summary For All Host Groups
View Status Grid For All Host Groups

Host Status Totals

Up Down Unreachable Pending

17 0 0 0
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Service Status Totals
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Host Status Details For All Host
Groups

Limit Results: 100

Host Status Last Check Duration Status Information

Device_VTS UP 03-09-2015 20:42:07 23d 9h 34m 50s PING OK - Packet loss = 0%, RTA = 13.98 ms 

Device_SAC_Actuator UP 03-09-2015 20:42:27 15d 19h 57m 40s PING OK - Packet loss = 0%, RTA = 14.78 ms 

Object_Lighting-Output-1 UP 03-09-2015 20:42:27 15d 19h 57m 30s OBJECT OK - ID 1 - Off-Delay 120 

Results 1 - 17 of 17 Matching Hosts

Figure 6.13: Monitoring BACnet Devices and Objects

script has been measured for 100 successive executions. Minimum, maximum and mean

execution time are shown in Table 6.2. Considerable overhead can be assumed, if larger

amounts of security attributes need to be evaluated.

Device Object ID Minimum Maximum Mean
Device_VTS 100 174 ms 3189 ms 664 ms
Device_SAC_Actuator 1 175 ms 3144 ms 497 ms

Table 6.2: Performance Analysis of Execution Time

6.3 Enabling Security in Existing Installations

To validate that the presented CA architecture can be used to enhance security in current

technologies and installations, this section is dedicated to additional case studies, demon-

strating that such attacks can be prevented or at least be detected. The case studies are

selected based on the following criteria: Case study 1 covers BACnet/IP and KNXnet/IP

since more than 17.000 installations are connected to the Internet unprotected. Case

study 2 targets attacks performed on EnOcean based CAs, since no adequate protection

mechanisms are available, yet. Case study 3 and Case study 5 deal with today’s most

common software vulnerabilities (cf. Figure 3.12). Case study 4 has been selected, since

KNX seems to be one of the most spread technology today6.

Case study 1 Prevent attacks on current installations

The analysis in Section 3.1 relied on the fact, that SACs have been directly connected

to the Internet and no secure ICDs have been deployed, which check the communication

relationships. In fact, attack prevention is easy, since only a single ICD with firewall needs

6 http://knx.org/knx-en/knx/technology/introduction/index.php, Last access:
2015/09/29

http://knx.org/knx-en/knx/technology/introduction/index.php
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to be installed at the interconnection point between the Internet and the BAN. Also, attack

detection is possible, if an IDS is installed in the BAN. The required security policy can

simply be gained out of the ETS for KNX based BAS or the corresponding configuration

tool for BACnet based BAS.

Case study 2 Detect attacks on current installations

Regarding protection against attacks on EnOcean based CAs (cf. Section 3.2) it has to be

distinguished whether the attack is performed passively or actively. In the former case,

an adversary just listens to the BAN and does not actually transmit telegrams. Thus, no

possibilities exist to prevent attacks which target the eavesdropping of unsecured teach-

in telegrams or encrypted telegrams relying on the VAES encryption algorithm. In the

latter case, an adversary generates telegrams on its own. Such a behavior can be detected

if an IDS is deployed and within transmission range of the wireless adversary.

Case study 3 Prevent attacks on KNX based SACs

Listing 6.12 shows an implementation of the SAC light actuator of use case
⊗

on a

standard KNX BIM-M130 using a µPD78F0534 MCU. An Input validation vulnerability

is present: Line 5 declares a byte array buf of size 1 byte. The U._TestAndCopyObject

function in line 11 tests, if there was an update for object 0. If this is the case, 2 bytes of the

object value are copied to the byte array buf. A buffer overflow happens, since 2 bytes

are copied into an array, which only is of size one byte. Figure 6.14 shows what is happen-

ing in the memory. The internal high-speed RAM starts at address 0xFEDF right below

the address space of the general-purpose registers. It contains the data such as the byte

array buf as well as the stack. Before calling the U._TestAndCopyObject function the

return address is pushed on the stack, which grows down towards the lower addresses.

Likewise the arguments (i.e. 0, address of buf, 2) are pushed onto the stack. Then

the function is called, which copies 2 bytes of data into the array. Since the array grows

towards the higher memory addresses, the general-purpose registers are being overwrit-

ten, which might cause memory corruption or in the worst case direct access to control

functions, if an I/O register is hit.
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1 void main (void) {
2 // do some initializations
3 AppInit();
4 // declare BYTE buffer of size 1
5 BYTE buf[1];
6 // set port to output
7 PM0=0xFF;
8 // start the main loop of the

application program
9 for(;;) {

10 // if pdp L_MAN (id 0) has
changed, copy 2 bytes into
buf

11 i f(U._TestAndCopyObject
12 (0, (void*) buf, 2)) {
13 // if it is set to on
14 i f (buf[0] == 0x01) {
15 // immediatley swich lamp 0 on
16 P0_bit.no0 = 1;
17 }
18 }
19 // handle switch off light after

PAR_OFFD
20 }
21 }

Listing 6.12: Implementation of Use
Case

⊗
on a KNX Bus Interface

Module-M130

Flash memory

Reserved

Internal expansion RAM

Reserved

General-purpose
registers

Special function registers

0x0000

0xFFFF

0xFB00

0xFEDF
0xFEE0

Internal high-speed RAM

buf[0]
return address
0
address of buf
2
local data

write (SP--)

read (SP++)

Figure 6.14: Memory Map (µPD78F0534)
and Stack

Such an attack can be prevented by the use of a secure SAC. The SB controls the exe-

cution of the CA. Thus, also memory access can be limited. In the case of the secure SAC

actuator presented before, an ArrayIndexOutOfBoundsException will be thrown by

the SB and the CA will not have direct access to the control functions.

Case study 4 Prevent attacks on KNX based BASs using secure ICDs

Using the KNX technology, couplers are used to interconnect different physical lines.

They allow to filter telegrams based on group addresses and also to prohibit physical ad-

dressing. Configuration for the devices is automatically generated out of the ETS when

they are being programmed and can also be extracted when showing the filter table of a

coupler. However, no mechanisms are present which allow context-based filtering. Thus,

also only simple security policies can be monitored by those couplers. Using the pre-

sented secure ICDs, however, complex policies can be defined and be enforced by ICDs.
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Case study 5 Prevent Attacks on LonWorks based SACs

Listing 6.13 shows an implementation of the SAC light actuator of use case
⊗

on a stan-

dard LonWorks device using Neuron C. The Neuron Chip implements an event driven

scheduler, which executes code blocks when a given condition becomes TRUE. When an

update of the PDP L_MAN is received, the condition nv_update_occurs stores its value

in a flag. The condition in line 6 is then triggered to switch the lamp on. Unfortunately, an

General logic error vulnerability is present in this line. An assignment is performed instead

of a comparison. Thus, this condition always evaluates to TRUE and the I/O is switched

as often as the scheduler checks the condition.
1 // NV input: pdp L_MAN
2 network input SNVT_switch nviLampValue;
3 // lamp is connected to I/O 0 pin 0
4 IO_O output bit io_lamp_control = 0;
5 // if flag is equal to TRUE
6 when (flag=TRUE) {
7 // switch lamp on
8 io_out(io_lamp_control, 1);
9 flag = FALSE;

10 }
11 // if flag is equal to FALSE
12 when (flag==FALSE) {
13 // handle switch off light after PAR_OFFD
14 }
15 // when new value of L_MAN is received
16 when (nv_update_occurs(nviLampValue)) {
17 // store value in flag
18 i f (nviLampValue == 1) {
19 flag = TRUE;
20 }
21 e lse {
22 flag = FALSE;
23 }
24 }

Listing 6.13: Implementation of Use Case
⊗

on a LonWorks Device using Neuron C

Such an attack can be prevented by the use of a secure SAC with appropriate security

policy (cf. P.1), since the SB controls the execution of the CA and the policy specifies a

maximum execution rate of the switchoutput function of 1Hz.

6.4 Security Evaluation

When deployed to SACs, ICDs and MDs, the presented architecture allows the devel-

opment, upload, and execution of arbitrary, non-inspected and uncertified (and possibly
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erroneous or malicious) CAs without compromising the overall BAS security. Not only

attacks evolving from accidental software faults can be prevented and detected, but also

attacks resulting from intentional malicious software. In the following, the strengths and

limits of the architecture – with respect to which requirements for secure CAs are ful-

filled, and which requirements need additional research or organizational attention – will

be discussed to prove Hypothesis 6.

First, it will be discussed, how the deployment of the secure CA architecture on the

different device classes enables compliance with the FRs, as presented in Section 3.4.1. A

summary is shown in Table 6.3.

FR–memory access: To fulfill this FR, a secure software environment being deployed on

a SAC (cf. Section 5.3) is required. The system software and enhanced application

layer together with the execution of the CA in the SB guarantee, that memory areas

(i.e. code and working memory) between system software and CA are separated.

CAs can only access defined memory locations. This way it is possible to store

information invisible and unaccessible to the CA on the system and provide content

security and secure resource access. Vulnerabilities in the code of system software or

SB caused by incalculable side effects can be minimized by the use of SCA, IAC and

FV. This analysis has to be performed only once and does not have to be repeated

on CA exchange. Code injection attacks are hardened, if a HA is used on the SAC

(cf. Section 4.2). It has to be noted, that providing security for the system software

and SB itself is of utmost importance. If flaws are present in the implementations,

attacks cannot be prevented. In practice, this will not be easy to achieve. In the

prototype implementations, no security analyses of the system software have been

performed.

FR–low level functionality access and FR–protection of environment: Attacks targeting

these requirements can be prevented by providing the SB together with the secu-

rity policy. Since memory areas on the SACs are separated, CAs have no access to

low level functions. CAs can only issue a defined set of operations and may not in-

terfere with the system software. Additionally, the actions a CA intends to perform

can be limited (e.g. in terms of issuing frequency) and a malicious CA is not able
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to e.g. waste resources. Besides, a CA is not able to damage or overtake the SB. It

has, however, to be noted that some limitations in the implementations of the proto-

types are present. The code size of the used SB is targeted to be as small as possible.

Therefore, it lacks several mechanisms of a full blown Java VM (e.g. no exceptions,

threads or inheritance from native classes). In addition, code checking capabilities

have been reduced to a minimum. It is required, that the Java compiler produces

(semantically) valid bytecode in order not to crash the NanoVM. Full implementa-

tions such as the Oracle JRE, however, fulfill this requirement.

FR–communication relationship: To prevent and detect attacks targeting the communi-

cation relationship, various security measures need to be provided on the different

device classes. As presented, a CA communicates with other CAs by accessing DPs

in an abstracted, object oriented way. No explicit telegrams need to be sent and no

destination addresses need to be considered by a CA. The communication relation-

ship is contained in the configuration, and thus the SB is able to limit it. Using the

same configuration/policy, it is possible for an ICD to detect and prevent attacks

to other CAs within a reasonable time. To be able to monitor CA communication

within the whole BAN, IDSs are required. Using an SIDS configured by the secu-

rity policy, it can detect known attacks. Using AIDS, IDSs can be used to learn the

normal CA behavior of a BAS and later on detect attacks. Monitoring MDPs can be

achieved using a MD.

FR–availability: Availability attacks are always hard to handle. In fact, they cannot be

prevented in general. Using the secure architecture and the security policy, how-

ever, it is at least possible to detect these attacks. High bus load or abnormal tele-

gram telegram rates can be detected by an IDS, whereas the availability of CAs can

be monitored by a MD. The desired detection latency needs to be adjusted with

respect to the tolerable performance overhead.

In the following, it will be discussed, if and how the secure CA architecture complies

with the ORs (cf. Section 3.4.2). A summary is shown in Table 6.4.

OR–limited resources: The deployment of dynamic security measures being executed

during runtime clearly imposes a performance overhead. Depending on the appli-
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Table 6.3: Security Evaluation of Functional Requirements

cation, a suitable balance between required level of security and tolerable overhead

needs to be found. For CAs in BAS, it has been shown in the prototype imple-

mentations, that such a balance can be achieved on SACs. Although considerable

performance overhead came up in the experimental tests with the matrix multipli-

cations, the ongoing trend in hardware development with more available memory

and processing power, facilitates the fulfillment of this OR. Also, no optimizations

have been performed. They can be implemented, once the requirements as well as

soft- and hardware specifications for a concrete CA are available.

OR–development: The SB approach eases the development of secure CAs by providing

a limited but controllable programming interface to secure SACs. CA development

is simplified, since the application programmer does not have to cope with details

concerning the network protocol, the system software or hardware specific code and

thus can focus on the CA itself. CAs being easier to understand are also less error

prone. It can further be ensured that all (bus-)communication is standard compliant,

even if the CA developer does not know a particular technology. Since the CA is

separated from the system software, the latter has to be certified only once. This

eases a possible certification process.
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OR–high level language support: The architecture supports the use of high-level lan-

guages, in particular Java. Standard Java toolchains can be used for development,

offering object oriented development on SACs. Thus, the desired application behav-

ior can be implemented more easily and BAS control tasks can be carried out very

flexible and with an adaptable configuration. Portability of CAs can additionally be

achieved due to their separation from the system software and the network stack.

OR–long lifetime: Due to the SB approach, CAs can be downloaded into a SAC. Thus,

also updates to CAs are possible. Whether an update of the system software is

possible depends on the deployed hardware. In fact, it is not easy to update the

system software of MCUs, once they are deployed in BAS. This is, however, out of

scope of this dissertation. Likewise, the security of the CA update process, and also

the organizational process covering who and how updates to CAs can be performed

after their installation, are not discussed.

OR–scalability: The presented architecture relies on security measures being distributed

to the different devices within a BAS. Thus, also the implied overhead is being dis-

tributed among the SACs. Additionally, it does not require any hardware modifica-

tions. This makes the architecture scale well with respect to performance and costs

of the single devices.

OR–network technology: The secure CA architecture is geared towards the small amount

of control data in the BAS domain. In fact, the mechanisms only target the monitor-

ing of the present value being exchanged between CAs. No overhead is generated

on the network, except when active MDs are used. Besides, the concept is generic

enough, that different network technologies are supported. It has to be noted, that

no analyses regarding possible real-time requirements have been performed. Except

for the safety domain (e.g. fire alarm systems), BAS do not require special treatment.

At most, soft-real-time requirements are needed sometimes. Due to e.g. dynamic

memory management of the SB, however, the implied delay or jitter can be quite

high.
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OR–compatibility: The presented architecture relies on a security policy, defining the

normal and abnormal behavior of a BAS. Since control data exchange via the BAN

is not affected, an easy and compatible integration into existing BASs becomes pos-

sible by changing or adding single devices. If legacy devices are still used in an

installation, at least attack detection by additional security devices (i.e. ICDs, MDs)

becomes possible using the security policy. This way, also existing, non-secure SACs

can be monitored regarding security violations. It has to be noted, that existing CAs

need to be adapted to be executable in a SB.

OR–physical access: Detecting physical manipulations of SACs, requires special treat-

ment in hardware. The required mechanisms are not discussed in this dissertation.

Alarming of intrusions, however, can be performed by e.g. an IDS, monitoring other

security related issues. ICDs and MDs can be assumed as being located in a secure

environment (e.g. switchboard or server rack).

OR–usability: Providing usability of security measures seems to be hardest task, when

they are being put into practice. As shown in Section 3.1, thousands of installations

are directly connected to the Internet. No encryption or passwords are set. It can

be assumed, that additional security mechanisms, which are not usable, will not

be enabled in practice. Regarding the presented architecture, it is essential that the

security policy is defined in a sound way. Therefore, typical configurations need

to be provided by standards and manufacturers and integrators need to enable the

security features. Some guidelines and recommendations to provide overall CA

security are given in Section 7.2.

6.5 Summary

Various hypotheses have been formulated throughout this dissertation. This section

briefly summarizes how they have been verified.

Hypothesis 1 covers the main problem statement of this thesis. It can be split into Hy-

pothesis 2 – Hypothesis 6 and evaluated likewise. Hypothesis 2 is discussed in Section 2,

which analyzes common standards and Section 5, which introduces a secure architecture
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Table 6.4: Security Evaluation of Organizational Requirements

and a mapping on these standards. Hypothesis 3 is validated in Section 3, which demon-

strates that today’s CAs can be attacked by an adversary. Hypothesis 4 is evaluated in

Section 4, which illustrates that no sound protection mechanisms are available that fulfill

the requirements of BAS. Hypothesis 5 is discussed in Section 5, which introduces a se-

cure CA architecture relying on hybrid protection mechanisms. Finally, Hypothesis 6 is

validated with the help of prototype implementations and case studies. Section 6 shows

that the proposed architecture fulfills the requirements for secure CAs.

Summarizing, the overall security of the architecture relies on

• the security measures provided by e.g. system software, SB, ICDs, MDs not contain-

ing any flaws (e.g. buffer overflows) and not being bypassed,

• the interfaces from the CA to the system software being limited enough, and

• the user (e.g. system integrator) being able to determine, if the behavior of a CA

defined in the policy is malicious.
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7
Conclusion and Future Work

7.1 Summary

The history of IT security can serve both as a good and bad example for the future of

BAS security. Important Internet-related protocols were developed for a virtually closed

user community. Consequently, security was neglected and services and applications

that used these protocols remained unprotected against security attacks. Due to the ubiq-

uitous use of the Internet, unprotected services and applications became attractive for

adversaries. The resulting economic damage through viruses, trojan horses, and worms

is still clearly tangible today. To counteract these threats, protocol extensions and security

mechanisms have been developed that are widely used today.

This dissertation shows, that BAS are equally prone to security attacks (as the IT world

years before) because existing technologies lack state of the art security features. Besides,

as the performed scans during this research show, security measures in the BAS domain

are still deeply missing. Thousands of BASs are being directly connected to the Internet

and allow unauthenticated and unauthorized access to their underlying DPs and CAs.

Two BAS technologies have been analyzed, other relevant standards (e.g. LonWorks,

Modbus) can be assumed as insecure, too. Security is currently still neglected in installa-

tions due to various reasons. First, security features have only been added recently. A lot

of current installations (and most of the devices still being sold) use “old” protocols with-

out appropriate security features. Second, there is a huge lack of security awareness in

the BAS domain. Besides, even if a BAS provides security mechanisms and these mecha-
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nisms are enabled in installations, security weaknesses might be present in specifications

and implementations. Based on a security analysis of EnOcean, Section 3.2 outlined as an

example, that this standard had to undergo multiple improvements in the past. A weak

encryption method, for instance, had been specified and some minor and major security

issues (e.g. plain text private key transfer, static private keys) are still present.

Thus, it is mandatory to identify and set up security mechanisms as it has been done in

the IT domain – otherwise adversaries will soon single out unprotected BAS as their next

target on a large scale. In order to enhance security in BASs, a comprehensive approach is

needed: On the one hand technologies need to provide mechanisms for secure communi-

cation, secure software and update routines as well as protection to provide availability.

While secure communication has been addressed recently, a secure environment for CA

has been missing. On the other hand also education covering security mechanisms and

accompanying measures are needed in the BAS domain. Immediately, mechanisms such

as firewalls helping to prevent access and VPNs allowing to connect remote sites need to

be deployed in BASs.

This dissertation concentrates on the problems of secure CAs in BAS and contributes

the following novelties:

• A comprehensive identification of security requirements for CAs: Until now, it has

not been clear, which requirements hinder the use of available software protection

techniques in the BAS domain and security awareness has been missing. As a result,

thousands of BAS installations are being connected directly to the Internet, often

without any security mechanisms available or enabled.

• An application model capable of depicting CAs in a formal way: Within this dis-

sertation, the application models of today’s BAS technologies and contained back-

ground knowledge have been analyzed and a formalism to express this knowledge

has been described. The developed application model is the first to cover BAS soft-

ware security at all. Its expressiveness allows to describe any desired CA, which

can be formulated using FBs.
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• The concept of security attributes, being able to formally specify a security policy

for a BAS: As has been shown in this dissertation, the available domain knowledge

can be utilized to formulate a security policy and to provide an overall security.

• A framework, which allows the secure development and execution of CAs and en-

forcement of the defined security policy.

• Evaluation prototypes describing the experimental results of an integration of all

components into a common secure BAS and validating the presented secure CA

architecture.

Additional work, however, is required to formulate generic security policies. In fact,

this dissertation has shown, that security attributes can be mapped onto today’s open

BAS technologies. A generic policy being ready to deploy on real installations, however,

is missing. Using ontologies consisting of the definition of the application model, a map-

ping to the different technologies and a device description as knowledge base, seems to

be a promising approach. A generic policy can then be formulated. Using the ontology it

is possible to automatically express the security attributes for a specific SAC, ICD or MD.

In fact, a broad agreement in standardization committees and between manufacturers is

required to support developers, users and integrators in establishing secure BAS.

Besides, the security of the security measures needs to be considered, when the de-

vices are installed in practice. The security of the system software needs to be provided,

likewise as the secure implementation of an ICD or MD. Otherwise, adversaries will first

attack or disable those devices and circumvent the security measures.

An overall device security also needs to include side channel and physical attacks.

Without providing protection against these attacks, adversaries also can be assumed to

bypass software protection techniques.

Finally, an open point in this dissertation is the usability of security measures. If they

are too difficult or complicated to deploy, it can be assumed that they will not be enabled

in practice. Standardization committees and manufacturers have to take care on provid-

ing security by design and not to burden users.



162 Conclusion and Future Work

7.2 Security Recommendations

The following section gives some final security recommendations. Comparing, [3] gives

an insight into securing distributed and critical infrastructure.

• Security cannot be gained using security by obscurity (which is especially true for

an open standard). A system has to be secure by design.

• Security needs to be considered for a whole system. Nobody will attack the most

secure part of a system, but its weakest point. Therefore, multiple countermeasures

and defense in depth need to be deployed.

• Security needs to be seen as a process and not as a one time event. Since a building’s

life cycle typically is 20 to 30 years, it is very likely, that security requirements will

change during this time. Thus, a secure standard has to discuss this requirement,

which is clearly missing in today’s standardization committees.

• A secure standard needs to cover education (e.g. during certification) covering se-

curity requirements and measures. Maintenance, commissioning personnel and in-

tegrators are no security experts but domain experts. Simple and clear guidelines

have to be available.

• During a building’s life cycle multiple parties (e.g. electrician, integrator, visualiza-

tion developer, maintainer) are involved. Each of them needs to be trusted to sustain

security.

• Secure communication needs to be provided.

• Device attacks need to be prevented or detected to reduce the risk of unauthorized

access or sabotage to a BAS installation. Secure software architectures (e.g. a secure

system software/stack) and an API need to be provided to be able to develop secure

CAs. Update routines need to be available, to be able to address security issues after

installation. Embedded systems such as SACs need to be likewise update-able as it

is common for PCs (e.g. Windows update).

• Protection to provide availability of installations (e.g. IDSs) is required.
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