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Zusammenfassung

Der Energieverbrauch von Gebaduden entspricht in den meisten Lédndern
einem signifikanten Teil des Gesamtenergieverbrauches. Um Gebaude
optimal betreiben zu koénnen, sind Informationen (ber aktuelle
Energieverbraucher, Anforderungen der Gebaudebenutzer und aktuelle
Steuerungsbefehle von wesentlicher Relevanz. Allerdings sind passende
Sensorik und Datenverarbeitungsstrategien in der (berwiegenden
Mehrzahl bestehender Gebdude nicht vorhanden. Aber auch Neubauten
vermissen meist Moglichkeiten bendtigte Daten in passender Form

weiterzuverarbeiten.

Diese Arbeit beschreibt mogliche Datenerfassungs-Infrasstrukturen um
unterschiedliche Gebdudedaten (Energieverbrdauche, Komfortparameter,
usw.) in Echtzeit zu verarbeiten. Solche Daten konnen natlrlich fir
unterschiedliche Zwecke weiterverarbeitet werden. Zu diesem Zweck wird
ein Toolkit, bestehend aus fiinf Komponenten (Connector, Database,
Data-Abstraction Framework, MATLAB Framework, Visualization
Framework), vorgestellt. Das Toolkit ermoglicht die Erfassung und
Verarbeitung der Gebaudedaten in unterschiedlichen
Anwendungsgebieten. Es verfligt Uber leistungsfahige
Datenaufbereitungs-Funktionen (z.b. generierung zeitlich strukturierter
Datensétze), bietet Schnittstellen fir eine automatisierte
Stapelverarbeitung (MySQL, OPC-UA, usw.) und beinhaltet Anwendungen
flir Daten-Aggregation, Visualisierung und Analyse (z.b. Erstellung eines

Mollier-Diagramm, Unterstiitzung unterschiedlicher Dateiformate, usw.).

Um den Nutzen des Toolkits in einem praktischem Kontext zu
untersuchen, wurden zwei unterschiedliche Geb&dude in Wien, Osterreich
als Referenzimplementierung gewahlt. Eines der Gebaude ist ein Neubau
und enthalt bereits teilweise Infrastruktur zur Gebdudedatenerfassung.
Die Arbeit zeigt wie das Toolkit verwendet werden kann, um Daten aus
allen Gebdudeautomatisierungssystemen zu erfassen. Das zweite
Gebdude ist ein Altbau und bietet keine wiederverwendbare Infrastruktur.

Daher wird ein unabhangiges System zur Datenerfassung installiert.



Summary

In most countries the energy consumption of buildings represents a
significant part of the overall energy usage. To run buildings with optimal
operation regimes, information about actual energy consumers, user
requirements and current building control actions is critical. However, the
presence of appropriate sensing, data-storage, and data-processing
capabilities is almost entirely absent in the vast majority of existing
buildings. Even new buildings mostly miss the possibility to process and

analyze building data in an appropriate way.

The present contribution describes possible monitoring infrastructures to
collect and process building data (energy use, comfort parameter, etc.) in
real-time. Such data can be, of course, applied for various purposes.
Toward this end, a toolkit, consisting of five components (Connector,
Database, Data-Abstraction Framework, MATLAB Framework,
Visualization Framework), is presented. The toolkit facilitates beneficial
use of building data in various processing applications. It provides
powerful preprocessing functions (e.g., generation of temporally
structured data sets), offers interfaces for batch processing (MySQL, OPC-
UA, etc.) and includes applications for data aggregation, display,
visualization, and analysis (e.g. psychrometric and thermal comfort chart

plots, data encapsulation and export, etc.).

To probe and gauge the utility of the toolkit in a realistic and practical
context, two distinct buildings in Vienna, Austria were used for reference
implementation. One is a new building, with some existing monitoring
infrastructure elements. The dissertation illustrates how this building's
data can be accessed using the toolkit, by connecting to all kinds of
building automation infrastructures. The second building is more than
hundred vyears old and provides no reusable building automation
infrastructure. Therefore, an independent system needed to be installed

for monitoring.
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Chapter 1.

Introduction

Given the enormous global challenges associated with accelerating
resource depletion, energy crisis, and climate change (IPCC 2009),
multiple serious efforts are needed to curtail energy consumption, waste
of resources, and environmental pollutions. Thereby, the building sector
plays a significant role. In most countries the energy consumption due to
the building sectors represents 40% and more of the overall energy usage

(Graubner und Hiske 2003).

To achieve optimal operational regimes, however, the availability of
information on building's energy and environmental performance is
critical. Collection of such information requires, however, the presence of
appropriate sensing, metering, data-transmission, data-storage, and data-
mining capabilities. Such capabilities are almost entirely absent in the vast
majority of existing buildings (Neumann and Jacob 2008, Mahdavi et al.
2008). Even in newer — so-called intelligent — buildings, the incorporated
infrastructures for zonally differentiated sub-metering and environmental
sensing are often ineffectual: data is not monitored in a comprehensive
and consistent manner, multiple streams are not integrated, monitored
data is not strategically stored, actual operational routines seldom make
use of the potential of whatever data that is monitored and stored. In this
context, substantial research and development efforts are necessary
toward realization of highly versatile and scalable systems for concurrent
and multi-layered energy, performance, and occupancy data acquisition

and operational optimization in buildings.

Moreover, to realize a higher level of energy and resource efficiency in the
whole buildings sector, the consideration of the existing building stock is
crucial. For example, in Austria, new construction volume per annum
represents less than 1% of the existing building stock's volume (Statistik

Austria 2007). The factual energy conservation potential of new buildings
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Introduction

is even less than what this figure suggests, as new buildings are, in
comparison to the existing ones, more energy efficient. New buildings
offer of course a field of opportunities to conceive, develop, implement,
and test new energy-efficient products and technologies. But the existing
building stock represents undoubtedly the true challenge for improving
the sustainability of the built environment. Toward this end, object-
centered hardware developments (e.g. better thermal insulation of the
building envelope, incorporation of efficient mechanical and electrical
equipment, passive and active solar energy methods and devices) are
important, but not sufficient. Specifically in the context of the existing
building stock the intelligent (energetically and resourcially optimized)

building operation is of utmost importance.

1.1. Motivation

Currently available building management systems (BMS) could be
improved in view of a number potentially important functionality. For
example, real-time data access to salient — and often dynamically
changing — building information (such as zone temperature and energy
use) could be provided via appropriate data processing and performance
modeling applications (such as spreadsheets, mathematical routines,
simulation tools). Moreover, additional data processing functionalities
could be offered, involving, for example, the calculation and display of
performance data in a structured spatial and temporal manner. These
improvements would facilitate the exploitation of the critical benefits that
could result from the integrated and concurrent analysis of multiple
building data streams (Raftery et al. 2010, O'Donnell 2009). Such benefits

include:

- Operation energy optimization through improved management of
technical building systems.
- Increased awareness in building users regarding their impact on

buildings’ energy use.
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- Early detection (and treatment) of deficiencies and malfunctions
in energy systems and devices, thus effectively supporting a
preventive maintenance regime.

- Successive building performance improvement and optimization
via the analyses of dynamically updated building energy and
performance databases.

- Long-term accumulation of empirical information on buildings'
energy and environmental performance toward improving the

design, construction, and operation of existing and new buildings.

To facilitate data utilization for all interest groups, open software
interfaces play an important role. Technical limitations (no real-time data
access, missing interfaces for batch processing, etc.) can prevent
processing applications from accessing building data in the required way.
Unstructured measurement data sets can further increase analyses effort
and reduce exploitation potential. Therefore, application independent
interfaces and appropriate data preprocessing (calculation of timely
structured data sets, linked queries of energy use for specific time
intervals and building zones under specific occupancy conditions, etc.) is
critical to maximize data usage for all interest groups (facility manager,

occupant, building owner, etc.).

It can be argued that, due to the long life cycle of buildings and the fast
evolution of building technologies, a vendor and technology independent
approach for monitoring is essential to ensure future-proof
comprehensive data collection. Furthermore, independence from the
building market developments can be increased by using open-source

technologies.



1.2.

Introduction

Research statement

The following postulates the starting point of the research:

A) Building monitoring without appropriate data preprocessing reduces

significantly the exploitation potential.

Building performance optimization based on building monitoring is a
common approach (Gokce 2010). Many use cases can be expected from
the collected data. However, possible exploitation potential is often not
sufficiently covered. One reason is that data analyses effort can rise

significantly if data is not available in the required structure.

B) Vendor and technology independent building monitoring is of central

importance for future proof domain comprehensive data collection.

Due to the long life cycle of buildings and the fast evolution of building
technologies, a vendor and technology independent monitoring approach
reduces the risks of vendor lock. Using open-source technologies further

increases independents of market development (Cassia 2007).

C) Open software interfaces are necessary to facilitate data utilization for

all interest groups.

Technical limitations (no real-time data access, missing interfaces for
batch processing, etc.) can prevent processing applications from accessing
building data in the required way. This can significantly reduce data usage

for different interest groups.

D) Runtime building monitoring is required to ensure energy-efficient

operation.

Many case studies show that building performance can be very different
then planned, if not all important parameters are taken into correct

account (Raftery et al. 2010, Mahdavi 2009). Since various parameters

4



1.3.
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(e.g. user behavior, system faults, etc.) can change over time, a

continuous evaluation is required.

E) Support of multiple fieldbus and building management system

technologies is essential for a generic building monitoring system.

Since different physical conditions often require distinct measurement
approaches, requirements for the monitoring system can vary. Therefore,
the best fitting measurement, data transfer and storage technology can
be very different. Given that no universal fieldbus and building
management systems have emerged yet, a future proof building

monitoring systems needs to support various technologies.

Structure

This dissertation is structured in terms of seven sections. Section 2
provides general information regarding the research approach and the
requirements for the proposed building monitoring system. Section 3
describes each component of the developed monitoring toolkit in detail.
Section 4 shows two real world implementations. Finally, section 5
discusses the research conclusions and future outlook. Section 6 lists
references, figures and tables while section 7 contains documentation
about various implementation details (flow diagrams, class diagrams,

etc.).



Chapter 2.
Approach

To achieve the desired building monitoring characteristics, the Monitoring
System Toolkit - MOST - is developed. Based on five components
(Connectors, Database, Data-Abstraction Java Framework, MATLAB-
Framework, Web-Visualization Framework), the toolkit facilitates
beneficial use of building data in various processing applications. It
provides powerful preprocessing algorithms (e.g., generation of
temporally structured data sets), offers interfaces for batch processing
(MySQL, OPC-UA, etc.) and includes applications for data aggregation,
display, visualization, and analysis (e.g. psychrometric and thermal

comfort chart plots, data encapsulation and export, etc.).

To evaluate real-life application scenarios, two buildings (housing a
number of offices, labs, and lecture rooms of the Vienna University of
Technology) were partly equipped with necessary monitoring
infrastructures. One of the buildings is completed 2010 and provides — to
a certain degree — a reusable building automation infrastructure. The
second building was built more than 100 years ago and provides no
reusable building automation infrastructure. As such, these buildings are
representative of a large fraction of buildings in the existing building
stocks. They represent a wide range of technical challenges that need to
be met in order to realize the postulated dynamic data acquisition and
processing architecture in the context of existing buildings. Such
challenges pertain specifically to the technology update requirements for
incorporation of high-resolution sensory and metering capabilities, device
connectivity, and cross-platform data transfer. The described monitoring
infrastructure provides a flexible base to handle these challenges and

presents data processing applications to improve building performance.
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2.1. Requirement analyses

To obtain the requirements for the proposed monitoring toolkit, essential
building technologies are analyzed. Building communication networks are
usually described via the three layer model defined in ISO 2004. This
model is appropriate to describe network communication strategies, but
lacks the coverage of sensor/actor technologies. It does not deal with the
challenge of getting the information of different physical domains into an
electrical signal and their different requirements regarding fieldbus
networks. Since the proposed system focuses on the measurement and
processing of different physical parameters, an additional Layer — Physical
level — was added as shown in Figure 1. This Layer covers the technologies

required to converts the desired data stream (e.g. temperature, relative

humidity, etc.) into the digital domain.

(%) - o
- .
= s
— e 9 Access
@ control
Automation
level DDC DDC DDC
Zone 1 Zone 2 Zone 3
Fieldbus
level
7N 00 o
—(— -~
Physical AT 00 l O < 7;)\, co2
level

Figure 1. Four layer model of a generic monitoring system

2.1.1. Physical level

The physical level addresses pertinent sensory devices and technologies

that are required toward an efficient, dynamic, and scalable acquisition of
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the required data. Table 1 provides an overview of relevant data streams

together with their required sensor technologies.

Table 1. Data streams and required sensor technologies

Data Stream Sensor Technology
i Energy use (Sub-)Meters for electricity, gas, oil, water, etc.
ii | Indoor environment Temperature, humidity, Co2, VOC,

illuminance, etc.

iii | Outdoor environment Temperature, wind, rain, solar radiation, etc.

iv | Occupants’ presence, | Motion/presence detectors, number of
actions, and feedback people, location sensing, etc.

v | Environmental control | Window and door states, blinds, etc.
systems states

Different sensor technologies do often require different fieldbus
characteristics. For example, a presence-detector to turn on the light
needs to send its information in a fraction of seconds while a CO2 sensor
for heating, ventilation, and air-conditioning (HVAC) can work with longer

intervals (i.e., minutes).

2.1.2. Fieldbus level

In a monitoring system the function of the fieldbus level is to transfer the
measured data streams to the automation layer, which then acts as a
backbone. Common service parameters for networks are throughput,
reliability, security, scope, real-time, and power use. These characteristics
can be used to describe a fieldbus, but it is not always possible to directly
compare them based on these properties. For example, KNX has a much
smaller throughput than LonTalk on the wire. But, depending on the
system design and the grouping of devices in different KNX lines, the
overall network load can be less than in a comparable LonTalk system. To
get a starting point for technology decisions, current wired and wireless
fieldbuses and their field of applications are listed in Table 2 and Table 3

(Daniels 2003, KNX 2004, Kastner et al. 2005, LON 2010).
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Different monitoring strategies can be used to get the measured data
from the sensor to the management level. The sensor can send
measurements event triggered when some predefined conditions occur,
or periodically with a fixed interval, or the Direct Digital Controller (DDC)
can poll the stations. Depending on the data stream, different strategies
fit best. For example, data from a presence detector is most accurate
when an event-based strategy is used while an electrical meter is usually
polled with a periodic interval to obtain a temporal view. An event-based

strategy can also be used to reduce power consumption of battery or self-

powered devices.

Table 2. Wireless fieldbus technologies and their field of applications

Fieldbus

Field of applications

ZigBee

Supports the dynamic creation of meshed networks which
increases reliability and scope. ZigBee is based on the IEEE
802.15.4 standard and can work in the 2,4 GHz and 868 MHz
ISM band. Most devices use the 2,4 GHz band which is often
crowded when, for example, wireless local area networks
(WLAN) are used too. ZigBee is used as a general purpose
fieldbus.

EnOcean

Is optimized for low power consumption, which therefore
allows the construction of self-powered sensor/actor devices.
EnOcean uses the 868 MHz ISM band with amplitude
modulation optimized for short packet transmission time and
low power consumption. This increases throughput and
reliability. EnOcean is mainly used for self-powered sensors
and simple actuators.

KNX/RF

Is the wireless version of KNX. Only a few devices are
available on the market at the time.

Z-Wave

Is designed for small systems in the field of home automation.

M-Bus/RF

Is the wireless version of M-Bus. Only a few devices are
available on the market at the time.

IEEE
802.15.4

Defines only the lowest levels of a wireless communication.
IEEE 802.15.4 is reused in some other standards and
proprietary systems.
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Table 3. Wired fieldbus technologies and their field of applications

Fieldbus Field of applications

KNX/TP General-purpose fieldbus. Used for lights, blinds and HVAC
systems. KNX is the successor of the European Installation Bus
(EIB) and is therefore mostly used in the European Union.

LonTalk General-purpose fieldbus. Used for lights, blinds and HVAC
systems.

M-Bus Used for metering devices (electrical meter, heat meter, flow
meter, etc.).

DALI Used for controlling lights in isolated applications.

2.1.3. Automation level

The target of the automation layer in a monitoring system is to transfer all
data streams to a central control station. It therefore acts as a backbone,

which needs to handle higher data rates then the fieldbus networks.

Common network technologies in the automation level are Ethernet/IP,
BACnet, KNX and LonTalk. Ethernet/IP provides high bandwidth, cheap
mass-components and flexible integration possibilities and is therefore
the most common technology for backbone networks. Underlining
fieldbus packets can be encapsulated in Ethernet or IP frames (e.g.
BACnet/Ethernet, BACnet/IP, KNX/IP, etc.) or the measured data can be
directly transferred with pure Ethernet/IP communication (OPC Unified
Architecture, proprietary Ethernet/IP protocol, etc.). Because Ethernet/IP
provides only limited support for real-time data transfer and bandwidth
allocation, a combination with an unpredictable office network can be

problematic.

Pure BACnet, KNX or LonTalk provides only limited bandwidth, which is

usually not sufficient for monitoring systems in the automation level.
2.1.4. Management level

The management layer handles the historical data storage, the
visualization and the further processing of the data streams. Common

technologies for historical storage and abstract data representation are

10
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OPC (Data Access - DA, Historical Data Access - HDA, Unified Architecture -

UA), BACnet/Web-Services (WS), oBIX and custom database designs.

OPC DA is highly used to provide a common software interface to
different automation and fieldbus networks in the management layer. So
called OPC DA servers abstract the sensors and actors as datapoints. The
data of the OPC servers can then be accessed with OPC clients, which can
be a user interface or any other processing application. OPC DA server
provide only live data and run only on windows operating systems due to
dependencies to the Distributed Component Object Model (DCOM 2012).
To provide historical data access the OPC HDA standard or a custom

database are popular solutions (lwanitz and Lange 2002, OPC 2012).

To overcome the restriction of running OPC DA and OPC HDA server on
windows only and to integrate all OPC sub-standards (DA, HDA, etc.) to a
uniform technology, the OPC UA standard was created. It provides high
potential, but is not fully supported by common products yet (Mahnke et
al. 2009).

The standards BACnet/WS (ASHRAE 2004) and oBIX (OASIS 2006) provide
comparable functionality as the OPC standards, but are only rarely

supported by available products at the time.

Use cases

Use cases are investigated to obtain desired functionality for a general
building monitoring system. Different interest groups and stakeholders
presuppose diverse preferences and attitudes for building monitoring. To
gain data regarding their attitudes and preferences, a user survey with
134 participants (occupants, guests, system developers, building
operators, designers and facility managers) was conducted. The use cases
listed in Table 4 are defined based on the results of the questionnaires

(Chien et al. 2011).

11
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Table 4. Exemplary use cases of the proposed visualization framework

Use case category

Use case examples

Visualize real time
and historical data

Show all temperature values in the zone X
Show the electrical energy consumption in the
zone X from 01/2012 to 04/2012

Show all zones, which have a temperature
above 24 degrees

Show zones of dissatisfied users, the type and
value of the reason (the reason is reported by
the user)

Show the top 10 energy consumer zones
(energy by square meter) of non occupied
zones

Show prediction of
future energy
needs/costs

What are the energy needs/costs for the next
few days (based on the weather forecast, etc.)
On which days are which zones usually not
occupied (e.g. by analyzing historical data.
Most users are on holiday in calendar week x
or on days x and y)

Give suggestions of
what actions could
optimize  building
performance

Turn off the light and reduce the temperature
in zones X

Suggest window and door states (to reduce
overheating - natural cooling)

Suggest window and door states for the best
cross-ventilation with current or predicted
outdoor weather conditions

Suggest working times and days based on
predicted work area conditions

Suggest work place for mobile workers based
on their requirements and the building
performance

Maintanance/Fault
detection

List defect sensors and actors

Show maintenance work needed right now
Show predicted maintenance work (e.g. change
light x at y based on current usage pattern)
Early detection (and treatment) of deficiencies
and malfunctions in energy systems and
devices (by analyzing collected historical data
from the building)

12



Chapter 3.
Monitoring System Toolkit

Based on the investigated requirements and use cases for building
monitoring, the Monitoring Systems Toolkit — MOST — was developed. It
focuses on vendor and technology independent building monitoring, data
preprocessing, and visualization. Powerful data preprocessing algorithms
and different software interfaces allow various applications to process
desired building data streams. MOST also includes applications for data
aggregation, display, visualization and analyses to simplify beneficial use

of building data.

All software components of the proposed toolkit are shown in Figure 2.
The toolkit provides Connectors to collect data from diverse building
systems, a Database for historical data storage and data preprocessing, a
Data-Abstraction Framework which serves different software interfaces, a
Webinterface for simple data access and visualization, and a MATLAB

Framework for complex data processing.

Data-Abstraction Framework
(OPC UA, GWT-RPC, virtual datapoints, etc.)

Database
(MySQL)

2
D
k=

Figure 2. Software components of the Monitoring System Toolkit - MOST
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3.1.1.

Monitoring System Toolkit

All components can be used independently and are licensed under the
Creative Commons Attribution-ShareAlike 3.0 Unported License (License

2012).

Connector

To support vendor independent communication with common building
management systems and building automation technologies, diverse

connectors were developed.

Connector framework

To simplify connector development, the following framework was
implemented using the programming language Java. It abstracts each
desired measurement point as a datapoint (stored in the MOST database)
and each device driver (which reads the measurements from the
respective sensor) as a connector object. A cutout of the class diagram is
shown in Figure 3. The proposed connector software can be executed on
any computer (or embedded system), which supports Java and provides
access to the respective building sensor network and the desired

monitoring server.

The startup method implemented in the class ConnectorController
connects to the MOST database, loads required data source information
and instantiates appropriate Connector objects. Each Connector object
handles the communication between one sensor/actor and an associated

datapoint of the MOST toolkit. It holds the following information:

- dpName — Defines the associated datapoint

- connectionType — Defines the type of connection which is
supported by this connector (e.g. jdbc, opc-da, etc.)

- connectionVariables — Contains variables which are required for
the respective connector. Each connector can store multiple

variables separated with the “;” character within this argument.

The syntax is defined as <variable name> <space> <value> <;>. For
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example, to define the timezone of a data source and a desired
polling interval, the variables timezone and pollinterval can be set
using the following string “timezone Europe/Vienna; pollinterval
3600;”. The respective connector can use the method
getVariable(String) to read the value of defined variables.
writeable — This flag tells if this connector is writeable. If the flag is
set, the method writeData(value) is called for each value change
of the associated datapoint. Write event propagation is
implemented using the observer design pattern.

vendor/model — The vendor and model parameter can be used to

define device specific connector implementations.

(®ConnectorController
bpi.most.connector

ecConnectorController[)

@’ main(String[)):void

®PoliService

bpi.most.connector

4 defaultPollTimer: Timer
o pollList: List<PollElement>
o pollinterval: int

o start():void
@ stop():void

o setPollinterval(int):void

@ getPollinterval():int

& PollService()
esgetlnstance():PolIService
esgetlnslance(im):PoIIService

@ registerConnector(Connector,int):b...

®ConnectorDTO

bpi.most.shared

% serialVersionUID: long

o connectionNumber: int

o dpName: String

o deviceName: String

o connectionType: String

o connectionVariables: String
o writeable: boolean

o vendor: String

o model: String

& ConnectorFactory

bpi.most.connector

@ ConnectorFactory()
9“getConnector{ConnectorDTO):Connector

Y/

Gconnector

bpi.most.connector

FTIMEZONE: String
FPOLL_INTERVAL: String

o dpService: DatapointService
o dpName: String

o deviceName: String

o connectionType: String

o connectionVariables: String
o writeable: boolean

a vendor: String

o model: String

< valueHistory: List<DpDataDTO>

@ Connector(ConnectorDTO)
<fwriteData(DpDataDTO):boolean
d‘getSourceDara():DpDaraDTO
&'getSourceData(Date):DpDatasetDTO

@ getSourceData(Date,Date):DpDatasetDTO
@ processEvent():Date

@ processEvent(DpDataDTO).void

@ processTimeframe(Date):Date

@ processTimeframe(Date Date):void
o AAdANAtANANAtANTMNVinG

Figure 3. Class diagram of the connector framework
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A datapoint can be connected to one or more devices (sensors/actors).
Based on the requested data source information (connection type,
connection variables, writeable flag, vendor and model - ConnectorDTO),
appropriate Connector objects are instantiated. Different devices and
communication technologies need different implementations. To enable
the user to add support for additional devices during the building lifecycle,
the Java Service Loader is used. The Java Service Loader searches for all
classes, that implement the abstract class ConnectorFactory, instantiates
it and calls the method getConnector(ConnectorDTO
dataSourceMetadata). Each ConnectorFactory implementation needs to
check if the requested data source is supported. In this case, an
appropriate Connector instance must be returned. This strategy enables
the toolkit to add support for additional devices without recompiling the
overall project (plugin concept). Generic connector implementations for
diverse building related communication technologies (JDBC, OPC-DA,
BACnet/IP, KNXnet/IP, etc.) are able to support standard conform devices.
To add support for new or proprietary technologies/devices, the abstract

classes ConnectorFactory and Connector must be implemented.

To register a new connector to the Java Service Loader, the fully qualified
name of a class implementing the ConnectorFactory must be added to the
file META-INF/services/bpi.most.connector.ConnectorFactory.
Furthermore, the abstract class Connector needs to be extended with the
actual driver implementation. Afterwards, a Java Archive (JAR) file must

be generated and copied within the Java Classpath.

Abstract connector class

The abstract class Connector provides diverse generic connector
functionality and defines methods that need to be implemented by
intended connectors. For example, support for the connector variables
timezone and pollinterval is implemented within this class. The variable
timezone can be used to adapt the time offset of the sensor
measurements (e.g. GMT+1) to the MOST database (UTC). For example,

16



Monitoring System Toolkit

by setting the variable to the timezone of Austria (“timezone
Europe/Vienna;”), each measurement is reduced for one hour during
wintertime and two hours during the summertime period. The variable
pollinterval can be used if the respective device should to be polled in a
periodic manner (e.g. “pollinterval 3600;”). Desired intervals must be

defined in seconds.
To add a new connector, the following methods must be implemented:

- getSourceData() — Returns the latest measurement.
- getSourceData(starttime) — Returns all measurements after the
requested starttime. If historical reads are not supported, only the

latest measurement should be returned.

If the desired connector supports write access (actor), the method
writeData(value) must be implemented too. The actual measurement
processing is implemented within the methods processEvent() and
processTimeframe(starttime). If the respective connector reads its
measurements event triggered, the method processEvent() or
processEvent(measurement) must be called for each event. If polling is
enabled (by defining the variable pollinterval), the method
processTimeframe(starttime) is called by the PollService within each

interval.

Storing measurements

The overall communication from the connectors to the MOST toolkit is
transacted within the class ConnectorService. Currently, all measurements
are stored directly in the MOST database using the Java DataSource
interface. This forces the toolkit to periodically poll measurements from
the database for processing applications requesting real-time data access.
To avoid this communication overhead and improve real-time event
propagation, the class ConnectorService is intended to be updated. By
using web services to store measurements, events can be triggered within

the data-abstraction framework for each new value (see chapter 3.3). This

17



Monitoring System Toolkit

enables the toolkit to directly notify processing applications about new

measurements, without polling the database.

3.1.2. Java Database Connectivity - Connector

This connector is based on the proposed framework and enables
communication with systems and read/write file formats, which are
supported by Java Database Connectivity (JDBC) compatible drivers. It
therefore supports data access to various databases (Oracle, Microsoft
SQL, ODBC compliant databases, etc.) and popular file formats such as
CSV, Excel, etc. based on the Structured Query Language (SQL). Due to
technical limitations (the JDBC library is not notified when new data is
added to the database/file), this connector supports data transfer by
polling in a periodical manner only (i.e., every
minute/hour/day/week/etc.). A class diagram of the actual

implementation is shown in Figure 4.

<<Java Class>>
<<Java Class>> (®ConnectorJdbc
@Connec(orFac(oN bpi.most.connector.impl
bpi.most.connector <l .FSQL_DATA_SOURCEI String
C
(eﬁconnectorFactory() ' @°ConnectorJdbc()
getConnector(ConnectorDTO).Connector @ getConnector(ConnectorDTO):Connector

<<Java Class>>
G Connector
bpi.most.connector
FTIMEZONE: String
FPOLL_INTERVAL: String
o dpService: DatapointService
o dpName: String
o deviceName: String
o connectionType: String
o connectionVariables: String
o writeable: boolean

<<Java Class>>
(® ConnectorJdbcimpl
bpi.most.connector.impl

4 jdbcConnFactory: ConnectorJdbcConnectio...
FsQL_TABLE_NAME: String
FsaL_TIMESTAMP_COLUMN: String
<FSQL_DATAPOINT_COLUMN: String

FSQL_DATAPOINT_NAME: String

FSQL_VALUE_COLUMN: String

C
o vendor: String | @ ConnectorJdbcimpl(ConnectorDTO,Connect...
o model: String > getSqiTableName():String
> valueHistory: List<DpDataDTO> < getSqlTimestampColumn():String

< getSqglDatapointColumn():String

< getSqglDatapointName():String

< getSqglValueColumn():String

> writeData(DpDataDTO):boolean

@ getSourceData():DpDataDTO

@ getSourceData(Date):DpDatasetDTO

@ getSourceData(Date,Date):DpDatasetDTO

> getSourceDatasetFromQuery(String):DpDat...

e°Connector(ConnectorDTO)
FwriteData(DpDataDTO):boolean
&'getSourceData():DpDataDTO
&'getSourceData(Date):DpDatasetDTO

@ getSourceData(Date,Date):DpDatasetDTO
@ processEvent():Date

@ processEvent(DpDataDTO):void

@ processTimeframe(Date):Date

@ processTimeframe(Date,Date).void
= AddNataiNANAtaNTNVIint

Figure 4. Class diagram of the JDBC connector implementation
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The proposed JDBC connector is used for all data sources that define the
connection type “jdbc” and provide no vendor and model information.
The class ConnectorJdbc implements the ConnectorFactory and checks the
requested connection type, vendor and model. The connector variable
sq/DataSource is used to find the respective JDBC compatible source
(database or file). If the desired data source is available, the actual

connector implementation ConnectorJdbcimpl is instantiated.

The class ConnectorJdbcimpl extends the abstract class Connector. It
automatically detects the table structure of the data source based on the
information described in Table 5. By probing the defined column names,
appropriate SQL statements are generated. This enables plug and play

support for most common data source structures shown in Table 6 (a) and

(b).

Table 5. Variables required for the JDBC connector

Datasource definition Description

sqlDataSource Name of the DataSource connection (database
connection) registered to the respective Java Virtual
Machine.

sqlTableName Name of the table including the measurements

sqlTimestampColumn Columnname of timestamp

sqlDatapointColumn Columnname of the datapoint/sensor

sqlDatapointName ID of the datapoint (required only if all datapoints
are in the same column)

sqlValueColumn Name of the column containing the value (required
only if all datapoints are in the same column)
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Table 6. Supported data source structure of the JDBC Connector

a) Multiple columns

Timestamp Sensor1l | Sensor2 | etc.
2012-01-01-15:00 23,5 14,1
2012-01-01-15:10 22,3 14,4

b) Multiple rows

Timestamp Sensor (ID) | Value
2012-01-01-15:00 Sensor 1 23,5
2012-01-01-15:00 Sensor 2 14,1
2012-01-01-15:10 Sensor 1 22,3
2012-01-01-15:10 Sensor 2 14,4

3.1.3. OPC Data Access - Connector

The Open Process Control (OPC) Data Access (DA) standard (OPC 2012)
enables communication to various building automation networks such as
BACnet, KNX, EnOcean, M-Bus, ZigBee, as well as to many building
management systems (BMS). Due to implementation complexity, the OPC
connector is implemented with the programming language Gamma, using
the OPC Datahub (OPC Datahub 2012) environment. All systems providing
a OPC DA Server software can be accessed by this connector (see Figure
5). Since all OPC DA Servers provide the same Application programmable
Interface (API), uniform communication to different building networks is
possible. OPC DA supports registration for events (value changed, etc.).

This allows to process building data streams in real-time.

OPC DA - Client l

Software

| Ethernet/IP

Figure 5. OPC Client / Server infrastructure
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The class diagram of the current implementation is shown in Figure 6.
Each project inherits from the ConnectorEngine. On startup, a
DatapointOPC object is instantiated for each datapoint with an OPC data
source defined in the MOST database. Adaption of measurements within
the Connector (e.g. to convert the measurement into a desired format)

can be achieved by overwriting the transformValue() method.

Because of the limited adaption options and vendor lock risks caused by
using the proprietary environment OPC Datahub / Gamma scripting, a
technology independent alternative is envisioned. Within the Google
Summer of Code 2012 (GSOC 2012), the development of a Java based OPC
Connector, using the OPC DA library JEasyOPC 2012 and the proposed

connector framework, is intended.

Datapoint
datapoint_name
ConnectorEngine -deadband
Llog_file_name -sample_interval

—— - -sample_interval_min
+periodic(in Datapoints) 0.* |lmath_operations
+addDataRecord(in Datapoint) Ltype -

+processEvent(in Datapoint)

-current_value

+ogToFile(in string) 1 Hast_value
+Connecl() Hast_timestamp
+constructor() -

+destructor()

+readValue()
+getAttr(in string)
+getTimestamp()

+checkQuality()
i +transformValue(in value)
Project A Project B +valueOQutOfDeadband(in value)
-projectname -projectname +valueOlderThen(in time)
-DSN -DSN
-user Fuser ZP
-password -password DatapointOPC
L I tlog_fil
log_file_name log_file_name 'OPC_DA value_pah

+readValue()
+getTrigger()
+getTimestamp()
+checkQuality()

Figure 6. Class diagram of the OPC DA connector
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3.1.4. Remote data collection

Since all communication of the presented connectors to existing building
systems is based on Ethernet/IP, various installation setups are possible.
For example, secure remote access to different building systems can be
realized by using a Virtual Private Network (VPN). Figure 7 shows a
configuration setup where the monitoring server collects data from

various building systems (located anywhere in the world) through a VPN.

Monitoring
Server

VPN-Client

Automation
level

DDC DDC
Zone 1 Zone 2 Zone 3

Figure 7. Using a Virtual Private Network for monitoring over building limits

By using an adaptive routing configuration on the VPN-GWs (e.g. OpenWrt
2012), infrastructure independent plug and play installation is possible.
For example, the VPN-GWs can scan for possible Internet connections
(Ethernet/IP, WLAN, UMTS, etc.) and automatically connect to the best
fitting one. Based on the VPN a secure communication to the monitoring
server is guaranteed. By using watchdog scripts on the VPN-GWs,
automatic reconnection in case of communication faults can reduce data

loss and maintenance effort.
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Database

The MOST database is designed to historically store and process various
different building data streams. Storage rules minimize database load
while a number of data preprocessing functions enable effective data
analysis. Various performance optimizations minimize required computer
resources. Performance benchmarks are conducted to show the practical

limits.

Since large building complexes can include many thousand measurement
points (temperature, occupancy, energy use, etc.), a scalable database
technology is required for historical data storage. The data transfer rate of
most building data sources is comparable to other domains (web
applications, ticket systems, etc.). Data requests can cover a few hours to
multiple years and are often limited to particular datapoints or zones
under specific conditions. Appropriate database technologies can be
categorized in relational databases (Kemper and Eickler 2009) and No
Structured Query Language (NoSQL) solutions. Relational databases
structure data within an Entity Relationship (ER) model and provide data
access with the Structure Query Language (SQL). NoSQL technologies use
no uniform storage structure, provide very diverse data access interfaces,
but can sometimes be optimized to accommodate specific use cases. Due
to available wide support in different software environments, the
adoptability, and the documented performance characteristics, the open-

source relational database MySQL was chosen.
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3.2.1. Database-design

The developed ER model shown in Figure 8 focuses on a generic
representation to support various building data sources. All measurement

points are expressed in the datapoint table and hold information about

- the location of the measurement (by referencing a zone)
- if it is a virtual or physical sensor/actor (by referencing a data
source)

- the unit, accuracy, value range, deadband, sample interval, etc.

"] zone_has zone ¥ ] data v
zone_high INT datapoint_name VARCHAR(100)
zone_low INT timestamp DATETIME

"] datapoint v
v value DOUBLE
PRIMARY

‘ datapoint_name VARCHAR(100) 0.* =

accuracy NUMERIC 1 fk_data_datapoint1
index_data_value

fk_zone_has_zone_zone2
custom_attr VARCHAR(500)

0.* 0.7 unit VARCHAR(45) index_data_timestamp
0-1] 0.1 min NUMERIC PRIMARY
] zone v max NUMERIC o
type VARCHAR(45) 97
idzone INT " device v

math_operations VARCHAR(45)

name VARCHAR(45)
description VARCHAR(...
country VARCHAR(45)
state VARCHAR(45)
county VARCHAR(45)
city VARCHAR(45) —
building VARCHAR(45)
floor VARCHAR(45)
room VARCHAR(45)

deadband NUMERIC(10,2)
sample_interval NUMERIC

sample_interval_min NUMERIC

watchdog NUMERIC
zone_idzone INT
device_name VARCHAR(100)

PRIMARY
fk_datapoint_zone1

v

device_name VARCHAR(100)

. model VARCHAR(100)
_ vendor VARCHAR(100)
| v
: | PRIMARY |
| -
1 o ___ s
"] data_source v

] warning v
wid INT
erorCode TINYINT

@ datapoint_name VARCHAR(100)
description VARCHAR(200)
toDo VARCHAR(200)
fromTime DATETIME
toTime DATETIME
priority TINYINT

reR DOUSLE fk_datapoint_device1 datapoint_name VARCHAR(100) sour:o VARGHAR(100}
volume DOUBLE 0.1 =
v OPG_DA value_path VARCHAR(500)
PRIMARY ODBC_value_path VARCHAR(500) ::R:::::? !
1
e
"] role_zone_permissions ¥ ] role v ] user_role ¥ ] user v
role_id INT id INT uid INT id INT
idzone INT . name VARCHAR(100) . rid INT . name VARCHAR(100)
read BOOLEAN L. 1 { VARCHAR(1... I L 0. v 0. 1 » password BINARY(60)
write BOOLEAN v uid A/
admin BOOLEAN PRIMARY rid PRIMARY
> name_UNIQUE ‘ PRIMARY name_UNIQUE
Figure 8. Entity-relationship model of the proposed database
Multiple datapoints can be aggregated into a physical device.

Measurements are stored within the data table by adding a new row with
datapoint name, timestamp, and value. The Coordinated Universal Time
(UTC) is used as timestamp to prevent overlapping data sets during the

switch of summertime and wintertime. The datapoint_name field is the
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identifier of the sensor/actor and is unique for each datapoint. The value
field contains the measured data represented in units defined in the
datapoint table. Any values compatible to the double format are
supported. Boolean values are expressed as 1 (true) and O (false). The
source of each datapoint is defined in the data_source table. Each
datapoint can generate a message in the warning table in case of a
malfunction. The zone has zone table enables zones to be grouped
independent of any hierarchy. The storage engine InnoDB is used in the
default configuration. InnoDB provides row-locking, which enables
multiple queries to insert data without locking the whole table. These
feature increase multi-user concurrency and performance. Using the
proposed database design, sensors/actuators can be easily added and

removed during the building's lifecycle.

3.2.2. Data preprocessing

Various performance optimization techniques are used to minimize the
required computer resources and to improve database performance. This
includes Indexes to cache measurements in the memory and MySQL

Stored Procedures to implement various data processing algorithms.

Indexes

To improve the performance of reading stored measurements, the data
table is highly indexed. It uses a multiple-column hash-index based on the
datapoint name, timestamp, and value to presort measurements. The
index is kept in memory and enables the database to process datapoint
and timeframe specific requests (get values of datapoint X from time A to
time B, etc.) without accessing the hard disk. By including the value
column in the index, the system can return stored measurements without
accessing the hard disk at all (MySQL 2012). To reduce memory usage,
varying index approaches can be applied to different MySQL partitions as
explained further down. By using an appropriate index design, a

significant data access performance improvement can be reached.
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Stored procedures

All access to the database is done with ,getters” and ,setters”
implemented in MySQL stored procedures. This object-oriented way of
database access allows handling performance and permission issues in a
more fine-grained way than with direct access using SQL. It also enables a
centralized implementation of data preprocessing algorithms. This can
optimize data-query performance and prevent redundant code in
different client applications. Table 7 and Table 8 list some of the

developed stored procedures.

Storing measurements

To store measurements, the stored procedure addData(dpName,
timestamp, value) is provided. Since measurements of diverse building
data streams can occur event based or periodically, a generic data storage
strategy was developed (see Figure 9). When a value of a measured
parameter is added, the system checks if the value is out of a defined
deadband and a minimal sample interval (sample_interval_min). The
measurement is only stored if both criteria are fulfilled. Thus, flooding of
the database with unnecessary data is avoided. If a sample_interval is
defined for a specific datapoint, a value is saved at each period. All time
frame definitions are done in seconds. The deadband is defined in the unit
of the respective datapoint. To ignore the proposed processing rules the
addDataForced(dpName, timestamp, value) can be used. This data
storage strategy maximizes temporal accuracy while minimizing the
database load. Due to the minimized database size, measurements can be

processed in an efficient manner.
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A
value
sample_interval_min

>He

deadband /"\
sample_interval

time

Figure 9. Data storage rules to minimize database load

Reading measurements

To simplify data analysis, powerful data preprocessing algorithm for data
requests were developed. For example, window state information can be
stored in a high-resolution fashion by saving timestamps marking the
window opening and closing actions. Subsequent data processing
applications may want to obtain this information in a periodic manner
(e.g., hourly). Therefore, the preprocessing algorithm must deliver, for
each discrete interval, either the value "open", or "close". This is achieved
via appropriate reasoning depending on the use case of the processing
application. For example, window may be declared open or close if a
corresponding action took place in the respective interval. Alternatively,
window may be declared open if it was open during most of the
respective interval. To account for this and other data preprocessing
challenges, a number of stored procedures (e.g. getValuesPeriodicXXX)
are implemented. Figure 10 to Figure 12 show examples of values
calculated with the stored procedure getValuesPeriodicBinary(dp, start,
end, period, mode) using different modes. Crosses mark stored
measurements while circles show calculated return values. Figure 13 and
Figure 14 show the modes provided by the stored procedure

getValuesPeriodicAnalog(dp, start, end, period, mode).
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Watchdog

To probe the database for datapoints, which do not deliver measurements
in the expected timeframe, a watchdog service was developed. Based on
the information defined in the column watchdog of the datapoint table,
the stored procedure runWatchdog() examines missing measurements. If
a datapoint does not store any measurements for the defined watchdog
interval, a corresponding message in the warning table is generated. The
runWatchdog() function is called every 15 minutes in the default

configuration.

value

0 P I F—+—@ O—m

T 2T 3T 4T 5T 6T T time

Figure 10. getValuesPeriodicBinary() - mode 1: majority decision / sample & hold

value

0 ox—@ % H*—@ —»

T 2T 3T 4T 5T 6T T time

Figure 11. getValuesPeriodicBinary() — mode 2: forced 0 / default 1
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value

@ —%—@ o—>

T time

Figure 12. getValuesPeriodicBinary() — mode 2: forced 1 / default 0

value

Interpolated values

4T 5T 6T T time

Figure 13. getValuesPeriodicAnalog() — mode 1: time-weighted average / linear

interpolation
value
L S — @ @
‘@
| | | | | »
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3T a7 5T 6T T time

Figure 14. getValuesPeriodicAnalog() — mode 2: time-weighted average / sample
& hold
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Table 7. Data-preprocessing with stored procedures

Name

Description

getValues(dp, start, end)

Returns stored measurements of the requested
datapoint (dp) between the start- and endtime. If the
argument starttime and endtime are null the last entry
is returned. If only the argument endtime is null the
first measurement before starttime is returned. If only
the argument starttime is null the first measurement
after the endtime is returned.

getValuesWhereDpEqual(dp1,
start, end, dp2, value)

Returns all measurements of datapoint 1 (dp1) where
the nearest value in the past of datapoint 2 (dp2) is
equal to value. Additional functions with lower, bigger
and between conditions are available.

getValuesPeriodic(dp,
end, period)

start,

This procedure automatically selects and calls the
required function (analog or digital) for the generation
of values, depending on the type of the datapoint (dp).
Period specifies the time interval of the returned
values. A quality index gives feedback about how
many real measurements are available for the
calculated values at each interval.

getValuesPeriodicAnalog(dp,
start, end, period, mode)

Returns periodic values for any type of analog
measurement (temperature, carbon dioxide, relative
humidity, etc.). In the default mode (1), a linear
interpolation and arithmetic average is used for
calculating periodic values. If the requested period
contains more then one measurement, the arithmetic
average is calculated. If no measurement is available
for the requested period, a linear interpolation to the
next measurement is performed. Mode 2 uses sample
& hold instead of linear interpolation.

getValuesPeriodicBinary(dp,
start, end, period, mode)

Returns periodic values for any type of digital
measurement (window/door state, occupancy, etc.). It
supports three modes:

- majority / sample & hold,

- dominant "0" / default "1",

-dominant "1" / default "0".

The majority/sample & hold mode returns the
majority if more then one measurement is available in
the requested period. If no measurement is available,
the last value of the previous period is returned. The
mode dominating "0"/default "1" returns "0", if one or
more measurements in the requested period are "0".
If no measurement is available, the default value "1" is
returned. The mode dominating "1"/default "0" works
the same way, but swaps "0" and “1”.

getValuesPeriodicWhereDpEqu
al(dp1, start, end, period, dp2,
value, modeDp1, modeDp2)

Returns all measurements of datapoint 1 (dp1) where
the datapoint 2 (dp2) has the equal value. ModeDp1
and modeDp2 is used for generating the respective
periodic values. Additional functions with lower,
bigger and between conditions are available.
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Table 8. Datapoint, device, and zone management

Name

Description

runWatchdog()

Probes all datapoints if measurements are delivered in
the expected timeframe. A warning is created in the
warning table if a fault is detected.

addDatapoint(dpName, type,
unit, accuracy, min, max,
deadband, sample_interval,
sample_interval_min,
watchdog,  math_operations,
custom_attr)

Adds a datapoint with the respective characteristics to
the datapoint table. The dpName is needs to be
unique within the database. Type is a freely choosable
string. If appropriate one of the following should be
selected: temperature, humidity, air-quality (CO2,
VOC), state (contact sensors, etc.), meter (heat meter,
electricity meter, etc.), power, occupancy, brightness,
other. The arguments math_operation and
custom_attr are not implemented yet and can be set
null.

addDevice(deviceName,
vendor, model)

Adds a device with its respective vendor and model
description, DeviceName needs to be unique within
the database.

addZone(name, description,
coutry, state, county, city,
buiding, floor, room, area,
volume);

Adds a zone with its respective description. Not used
parameters can be set null.

addDatapointToDevice(dp,
deviceName);

Adds the datapoint dp to a device (deviceName).

addDatapointToZone(dp, zone);

Adds the datapoint dp to a zone. The ID of the zone
needs to be passed.

addZoneToZone(zonel, zone2);

Adds an existing zone (zonel) to another existing zone
(zone2). The IDs of the zones needs to be passed.

deleteDatapoint(dp)

Deletes the datapoint dp from the table datapoint, all
associated measurements and the definition of the
data source.

emptyDatapoint(dp)

Deletes all measurements of the datapoint dp, but
keeps the datapoint and data source table untouched.

emtpyDatapointTimeslot(dp,st
art,end)

Deletes all measurements of the datapoint dp
between start- and endtime and but keeps the
datapoint and data source table untouched.
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3.2.3. Setup options

The proposed database design supports various installation setups. The
following section describes a few possibilities to improve the database

performance.

MySQL configuration parameters

Since the size of the data table can reach several GBytes in case of large
implementations, the MySQL index pool size should be increased to
minimize hard disk operations. For the default storage engine InnoDB the
innodb_buffer_pool size parameter in the my.cnf file should be set
depending on the database size. Given a dedicated database machine, up
to 80% of the available memory can be used for the index pool. For the
storage engine MyISAM the key buffer_size parameter must be used. The
value of this variable indicates the amount of memory requested.
Internally, the server allocates as much memory as possible up to this

amount, but the actual allocation might be less.

MySQL partitions

Using partitions enables splitting of measurements in different virtual
tables as shown in Figure 15. Values are separated depending on their
timestamps. From the user point of view, only the data table is visible.
This strategy improves database performance by using diverse index
approaches on different partitions. Recent partitions can be highly
indexed while older partitions use fewer indexes to reduce memory
usage. The overall reduced memory usage improves performance for

highly loaded databases.
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Table: data

Name Timestamp Value

temp1 2012-02-15 23
12:13:50

-
thul  2012-02-15 34 Range: P *'T
15:14:55 ™ February "Ef"eA“
il
temp2  2012-03-05 22
12:14:57

R, o
occl 20120317 0 Range: ——
16:13:50 ™ March -FLFlle B?
thu3  2012-0322 32 -

19:13:23
templ 2012-04-01 22 Range: |. b
03:23:30 Ly Nang ->EFile c ]
April )
rhu1 2012-04-07 28 — EE——
15:12:20

Figure 15. Splitting measurements in different partitions depending on their
timestamps

MysSaQl replication

The default database configuration performs well for most common
queries. Specific use cases (large batch processing, long-term data
archiving, etc.) can be optimized by using MySQL replication with adapted
partition and index layout as shown in Figure 16. This setup is only

required for large installations with diverse usage patterns.

ke InnoDB:

N . Partitions optimized

= for recent data
Master

Live data access

~

‘ InnoDB: -

Y ~ .

5 ) Partitions optimized | [+ ﬁ;c:'avr:i'ﬁ o
= for yearly data = r
Slave Slave

Large batch processing Long term data access

Figure 16. Using MySQL replication to optimize the database for different use
cases
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3.2.4. Benchmark tests

Using a simulator implemented with the programming language Java,
different benchmark tests were conducted. The tests were executed in a
virtual machine using Virtualbox with four Intel Xeon CPU X5650 cores at
2.67GHz and 6 GByte Memory. The host and the guest system were
running a 64 bit Debian 6.0 Linux Distribution and MySQL version 5.1.49

was installed for testing.

The following test cases were selected to compare the performance of the
database design with varying number of datapoints, zones, and stored
measurements. All tests are conducted for two different scenarios.
Scenario A consists of 10000 datapoints, 2500 zones, and 2.5 million
stored measurements. Scenario B consists of 100000 datapoints, 25000

zones, and several million stored measurements.

Testcase 1.x

These test cases tread the write performance of the database system.
Therefore, five concurrent connections are established to the database,
and each connection writes 10000 measurements into the data table as

fast as possible.

Testcase 2.x

These test cases tread the read performance of the database system.

They cover:

- reading of raw data - getValues()

generation of periodic values - getValuesPeriodic()

reading raw data with conditions - getValuesWhereDpEqual(), etc.

generation of periodic values with conditions -

getValuesPeriodicWhereDpEqual(), etc.
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Testcase 3.x

These test cases tread the read performance under concurrent write load
of the database system. Therefore the same test cases as in 2.x are run,

while a new measurement is written every 50ms.

Results

The number of defined datapoints showed no significant impact on the
performance of different stored procedures. The overall performance of
the developed preprocessing algorithm demonstrates the usability of the
presented storage approach. For example, the calculation of hourly values
of a common room temperature sensor within a timeframe of 6 month

takes about 3 seconds in the described benchmark setup.

Test cases 1.x showed a maximal writing performance of about 1000 new
measurements per second. Test cases 2.x compared the performance of
the stored procedures using different conditions (timeframes, modes,
periods, etc.). Figure 17 shows the duration of generating periodic values

depending on the period, the type of the datapoint, and the mode used.

getValuesPeriodic
30
80
70
0 60
s 50
o 40
v 30
20
10
n ._L- —

Period 1min 5min 15min lhour lday

B Analog/ Mode 1| 80,481 19,391 8,876 3,993 0,749

M Analog/ Mode 2| 67,564 16,006 7,379 3,385 0,64

Binary / Mode 1 | 74,849 15,772 6,131 2,106 0,296

W Binary / Mode 2 | 65,895 13,884 5,257 1,778 0,327

Figure 17. Duration of calculating periodic values depending on period, datapoint
type and mode
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The timeframe of the queries is 6 month. The processing time of different
queries (Analog/Binary, Mode 1 / 2 and varying periods) is shown in
seconds and consists of the calculation time only. The time needed to
fetch the calculated values from the database to the processing client is

not included, since it varies with different installation setups.

The calculation of periodic data turns out to be much faster for the longer
periods as compared to the shorter periods. This is because averaging is
much faster than interpolation, so if there is at least one value in each
period, the whole stored procedure call is much faster. Furthermore, the
used mode has little impact on the calculation duration, although in
general binary datapoints are calculated faster than analog ones and
mode 2 is faster than mode 1. Figure 18 shows the duration of generating
periodic values, depending on the value of another datapoint (e.g.,

getValuesPeriodicWhereDpEqual).

getValuesPeriodic with condition

10

9

8

7

k] 6

c

] 5

g 4

3

2

1

0

Analog/Mode 1 | Analog/Mode 2 | Binary/Mode 1 | Binary/ Mode 2

H Between 8,312 7,511 4,256 3,565
u Bigger 8,583 7,431 4,156 3,666
u Lower 8,892 7,521 4,276 3,975
® Equal 8,493 7,591 4,146 3,715

Figure 18. Duration of calculating periodic values depending on condition type,
datapoint type and mode (period = 1hour)

The generation of the periodic values takes most of the stored procedures

processing time. Therefore, the duration of a stored procedure call is
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much smaller for binary datapoints then for analogue ones. Moreover,
the duration does not depend on the condition type used (between,
higher, lower, equal). Test cases 3.x showed no significant impact of

concurrent read and write access on the database.
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3.3. Data-Abstraction Framework

The Data-Abstraction Framework enables consistent access to different
building data streams. It supports various data aggregation functions (e.g.
virtual datapoints), covers user authentication and zone management,
and provides different software interfaces for real-time data processing
with diverse client applications (Web interface, Microsoft Excel, MATLAB,
etc.). Figure 19 shows the communication between the abstraction
framework (server side) and different processing applications (client side).
The programming language Java is used for implementation of the

proposed abstraction layer.

Data-Abstraction Framework
(Virtual datapoints, Zones, etc.)

Figure 19. Communication between server and client side

3.3.1. Physical and virtual datapoints

The server side abstraction layer represents all sensors and actors as
datapoints. The abstract class Datapoint is used to provide a coherent
view to desired datapoints. Figure 20 shows a class diagram of how

datapoints can be accessed within the framework.

Two distinct implementations of the class Datapoint are available in the
framework (DpPhysical and DpVirtualXXX). The class DpPhysical
represents real sensors and actors of a building and reads/writes directly

to the database. So-called “virtual datapoints” are used to obtain
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information concerning parameters that are not directly measureable. A
virtual datapoint can be, for example, the energy use of a zone, which
represents an aggregation of all energy measurements in this zone. Virtual
datapoints can be added by implementing the abstract class
DpVirtualFactory and register it to the Java Service Loader (by using the
text file META-INF/services/bpi.most.server.DpVirtualFactory). Each
implementation of a virtual datapoint has to provide a unique identifier
(String ID) and need to return a desired Datapoint implementation with
the method getVirtualDp(String uniqueString). On request, the
DpController searches for the respective implementation and returns a
reference to an instance. Generic virtual datapoints are provided within
the framework. A prototypical implementation of a virtual datapoint is

shown in appendix 7.2.

<<Java Class>>
(©DatapointService

bpi.most.server.services

& DatapointService()
@*getinstance():DatapointService

© getData(User,String,Date Date):DpDataset
© getEntities(User):ArrayList<DpEntity>

© getEntities(User,String):ArrayList<DpEntity> —ref

© getEntities(User,String,String):ArrayList<DpEntity> ja 1
~dpCtrl|0..1
<<Java Class>> <<Java Class>>
& Datapoint ®DpController
bpi.most.server.model bpi.most.server.model
o datapointName: String =DpController()
& Datapoint(String) . o’getinstance():DpController
q ~datapoints ) o :
© addData(DpData):int l«—— = lookupD String):Datap
&'delData():int 0.* @ getDatapoint(String):Datapoint
& delData(Date,Date):int © isValidDp(String):boolean
o'getData():DpData © getEntities():ArrayList<DpEntity>
o'getData(Date, Date).DpDataset _ @ getEntities(String):ArrayList<DpEntity> _ref
o'getDataPeriodic(Date,Date,Float,int):DpDataset < © getEntities(String,String):ArrayList<DpEntity> j
© getDatapointName():String B -

N
<<Java Class>>
@ DpVirtualFactory
<<Java Class>> <<Java Class>> bpi.most.server.model
©DpPhysical © DpVirtualExamplelmpl 1itation & DpVirtualFactory()
bpi.most.server.model bpi.most.server.model dpvirtual o getVirtualDp(String, String):Datapoint

& DpPhysical(String) &°DpVirtualExamplelmplementation(String)
© addData(DpData):int © addData(DpData):int
@ delData():int @ delData()int
@ delData(Date Date)int @ delData(Date Date):int
@ getData():DpData @ getData():DpData
@ getData(Date Date):DpDataset @ getData(Date,Date):DpDataset
o getDataPeriodic(Date,Date,Float,int):D... © getDataPeriodic(Date Date Float,int):Dp...

Figure 20. Building data abstraction using different Datapoint implementations
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From the user's point of view, the same mode of access (abstract class
Datapoint) can be applied to both physical (sensor-based) and virtual
datapoints. The data aggregation functionality provided by virtual
datapoints enables the reduction of the vast amount of measured data in
buildings, to the respective information required. By using the data
preprocessing functionality of the proposed database, information
processing is accelerated. For example, the calculation of temporally
structured data sets, e.g. hourly/weekly/monthly/etc. values, linked
gueries of energy use for specific time intervals and building zones under
specific occupancy conditions, etc. are implemented within the database.
This approach increases the performance and scalability of the overall

system.

Measurements

Each measurement is represented as a DpData object within the
framework. It includes the measured value, the timestamp and a quality
value to judge the correctness of the measurement. A set of
measurements within a specific timeframe is composed to a DpDataset.
The class DpDataset is implemented as an ArraylList of DpData objects as
shown in Figure 21. In addition, several methods are provided by the
DpDataset class to simplify data processing, e.g.

getDataBefore(timestamp), getDataAfter(timestamp), etc.
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<<Java Class>>
(9 ArrayList<E>
java.uti
5 serialVersionUID: long
o elementData: Object]]

o size: int
@ ArrayList(int) <<Java Class>>
= (9 DatapointData
Zr bpi.most.shared
5 serialVersionUID: long

<<Java Class>>
(9 DatapointDataset
bpi.most.shared
S.F

o serialVersionUID: long
o datapointName: String @ DatapointData()

""""" oc DatapointData(Date,Double)

oc DatapointData(Date,Double,Float)
@ getTimestamp():Date

@ setTimestamp(Date):void

@ getValue():Double

@ setValue(Double):void

@ getQuality():Float

@ setQuality(Float):void

o timestamp: Date
o value: Double
o quality: Float

@ DatapointDataset()

& DatapointDataset(String)

@ getDatapointName():String

@ setDatapointName(String):void

Figure 21. Measurement representation within the framework

3.3.3. Zone management

To group multiple datapoints within zones, the classes Zone,
ZoneController and ZoneService are developed (see Figure 22). These
classes enable logical grouping of datapoints independent of any physical
structures (stories, rooms, etc.). The current implementation limits a
datapoint to be linked to one zone only. However, a zone can be part of
multiple other zones and a zone can contain any number of subzones and

datapoints.

The method getHeadZones() returns the head objects of defined zone tree
structures. Subsequent, the getSubzones(int sublevels) method can be
used to browse the tree. The variable sublevel defines the number of
requested sublevels. The leaves of the zone structure are datapoints and

can be requested with the method getDatapoints(int sublevels).
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==Java Class==
(®ZoneService

bpi.most.senversenvices

B ZoneService(

&’yetinstance(:ZoneService

@ getHeadZones(User):List<ZoneEntity=

@ getSubzones{ZoneEntity,inf):List=ZoneEntity=
@ getDatapoints(ZoneEntity inf):List=DpEntity=

~zoneCtrl (0.1 -Ter 0.1
<=Java Class»= <<Java Class=>
®Zone (®ZoneController

bpi.most.server.model bpi.most.senver.model
Aczoneld: int g @ lookupZonelnCache(int).Zone
@ Zone(int) = @ getZone(inty:.Zone
o getEntity (. ZoneEntity o getZone(String):List<Zone=
@ getSubzones(int):List<Zone> @ getHeadzUnesojl_is,kZone:
o addSubzone{Zone):hoolean ~cachedZones @ getHeadZones(User):List=Zone>
o getDatapoints(int):List=Datapoint= / © addZone{Zone).boolean
o getDatapoints(int, String):List=Datapoint= 0 & ZoneController(
© getColumnDouble(String):double getinstance(:ZoneController -ref
> getColumnString(String):String A 0.1

o getZoneld()int
© getName():String
o getDescription():String ...
@ getCountry():String
@ getState():String
© getCounty(:String

==Java Class=>
@Datapoint

bpi.most.senver.model

o datapointName: String

o getCity():String @ Datapoint(String)

o getBuilding(:String @ addData{DpData):int

© getFloor(:String &'delDatag):int

o getRoom{:String ' deiData(Date, Date):int

o getArea(:Double d'getDatag):OpData

o getvolume(:Double o' getData(Date, Date):DpDataset

B At b DA viaAinf D ata Mata Cinat ind - OnDataont

Figure 22. Zone management within the data-abstraction framework

The class Zone is used as Data Access Object (DAO) to zone information.
This enables future development to integrate other zone definition
sources into the abstraction layer. For example, Building Information
Models (BIM) could be used to provide zone information by implementing
a respective DAO zone class. In case of IFC2x4 2010, this DAO class could
use the IFC objects IfcZone, IfcSpatialZone, IfcSpace, etc. to gather

required information.

3.3.4. Database connection pool

To support scalable access to the database, the tomcat JDBC connection
pool (Tomcat 2012) is used. The class DbPool implements the interface to
the pool using a singleton design pattern. Figure 23 shows the

configuration options and the methods provided by the connection pool.
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<<Java Class>> <<Java Class>>
G DbPool (G DbProperties

bpi.most.server.utils bpi.most.server.utils
o°datasource: DataSource % HOSTNAME: String
o°p: PoolProperties % USERNAME: String

£ o
= DbPool() SSZFPASSWORD. String
@ getinstance():DbPool - SOFDATABASE: String .
@ getConnection():Connection CONNECTION_POOL_MIN:int
.1 | % CONNECTION_POOL_MAX: int
@ DbProperties()

Figure 23. Database connection pool implemented in the class DbPool

3.3.5. Remote data access

The proposed abstraction layer provides different software interfaces for
data access. To support communication with the Google Web Toolkit
(GWT) the GWT Remote Procedure Call (RPC) protocol is used. To enable
direct access from additional processing applications (e.g. Microsoft
Excel), an OPC Unified Architecture (UA) server and a web service, based
on the Simple Object Access Protocol (SOAP), is currently in development.
In addition, a data export for diverse file formats is planed to be
implemented within the web visualization framework, described in

chapter 3.5.

All software interfaces (GWT-RPC, SOAP, OPC UA) provided by the
abstraction layer are part of the package bpi.most.server.services. This
package contains generic service classes and an additional sub package for
each interface implementation as show in Figure 24. The generic service
classes (AuthenticationService, DatapointService, ZoneService) provide
access to the abstraction model (Datapoint, DatapointController, Zone,
etc.) and cover permission issues. Each interface implementation must
provide an authentication service and map respective sessions to User
objects. Subsequent, this User objects are passed to the service methods

for each request (see Figure 25).
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=y > services 1193

> £ gwtrpc
> #3 > opcu
> §3 > soap

1193
a

» [J} AuthenticationService.java 1193
» [J) DatapointService.java 1193
» [J} ZoneService.java 1193

Figure 24. Generic service classes

<<Java Class>>
®uUser

bpi.most.server.model

<<Java Class>>
(® DatapointServicelmpl

bpi.most.server.services.gwimpc

5F serialVersionUID: long

& DatapointServicelmpl()

@ getData(String,Date,Date):DpDataset
@ getEntities():ArrayList<DpEntity>

@ getEntities(String):ArrayList<DpEntity>

L2 natEntitiae/Strina StrinnlArravl icteNnEntihes

~dpService [0..1

a userld: String

& User(String)

@ hasPermission(Datapoint,Permissions):boolean
@ hasPermission(Zone,Permissions):boolean

@ changePassword(String,String):boolean

@ addToRole(String):boolean

@ delFromRole(String):boolean

@ isinRole(String):boolean

@ getRoles().List<String>

@ getUserld():String

<<Java Class>>
(© DatapointService

bpi.most.server.services

4 dpCtrl: DpController

& DatapointService()
o°getinstance():DatapointService

o getData(User,String,Date,Date).DpDataset
@ getEntities(User):ArrayList<DpEntity>

o getEntities(User,String):ArrayList<DpEntity>

e T L A s e P B iy AP

Figure 25. Generic datapoint service used by the GWT-RPC implementation

-ref
0.1

Javadoc 2012 is used to document the developed source code. Figure 26

gives an overview of available packages and classes implemented in the

data-abstraction framework. A current version of the documentation is

available at http://most.bpi.tuwien.ac.at/doc/javadoc-server/index.html
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All Classes Overview Package Class Use Tree Deprecated Index Help

All Classes Prev Next Frames No Frames

AuthenticationController . . .
AuthenticationService Monitoring System Toolkit
AuthenticationServicelmpl

BCrypt

Datapoint Packages

DatapointService

DatapointServicelmpl ST LT
DbPool ‘ bpi.most.server.model

Db(P:roperties bpi.most.server.model.dpvirtual
DpController

DﬁDala ‘ bpi.most.server.services

DpDataset bpi.most.server.services.gwtrpc

DpEntity bpi.most.server.utils

DpEntity.Permissions ‘ B e

DpPhysical bpi.most.shared

DpVirtualExample

DpVirtualFactory

ModuleControllerServicelmpl Overview = Package Class Use Tree Deprecated Index Help
PersonModuleServicelmpl

RadiatorHeatPower Prev Next Frames No Frames

User

Zone

ZoneController

ZoneEntity

ZoneService

Figure 26. Source code documentation overview
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Data-Processing Framework for MATLAB

To simplify complex data processing with MATLAB, a dedicated
framework was developed. It provides common data processing
algorithms in an object-oriented way. Figure 28 shows a cutout of the
class diagram. The complete class diagram is shown in the appendix 7.2.
The MainCtrl initializes the framework (instantiates required objects —
Datapoint’s, StatisticCtrl, etc.) and keeps track of the database
connection. A set of Objects (StatisticCtrl, PlotCtrl, DatapointCtrl,
Datapoint, ZoneCtrl, etc.) provide various methods to simplify data
analysis. Figure 27 shows a sample psychrometric chart generated with
the method plotMollierOfZone(). Due to the open-source nature of the
framework, functionality can be easily enhanced or adopted to respective

needs.

-) Figure 3: molier diagram: 2011-06-01 12:00:0 -0 x|
File Edit Yiew Insert Tools Desktop Window Help ~

DAL MAROTDLL-|S|0E >
molier diagram: 2011-06-01 12:00:00 to 2011-06-10 12:00:00
20 ,

out of rangé: 18.43 9 ef@;*é?siﬁ C 18 | 223

Specific Humidity [o/kg]
=] o

m

0 i
15 20 25 30 35
Dry Bulb Temperature [°C]

Figure 27. Psychrometric chart generated with the MATLAB-Framework
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Figure 28. Cutout of the MATLAB-Framework class diagram
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3.5. Visualization Framework

The proposed framework simplifies platform independent graphical user
interface (GUI) development for building data visualization. Various
components are provided to reduce development efforts. Exemplary

modules show the usability of the framework.

3.5.1. Technical requirements

Different native GUI toolkits support different platforms (Linux, Windows,
0SX) and have different features such as accessibility, layout engines, and
looks. To enable platform independent GUI development, web based
technologies can be used. Furthermore, web frameworks (JSF, GWT, etc.)
simplify development by abstracting specific web technologies. An
overview of common standards, programming languages and libraries is

shown in Table 9 to Table 11.

Due to the platform and technology independence of web frameworks,
the Google Web Toolkit (GWT) was chosen for implementing the
proposed visualization framework. GWT enables web development by
using the programming language Java for server (running on a central
server station) and client side code (running in the user’s browser). Client
side code is converted to platform optimized JavaScript at compile time.
This strategy allows the development of reusable components for several

use cases.
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Table 9. Visualization technologies based on native software solutions

- GTK (used in Gnome)
- QT (used in KDE)
- EFL (used in Enlightenment)

Common PC solutions Mobile  devices (smartphone,
tablet, etc.) solutions
Linux: Android:

- Java based SDK

Mac OSX:

iOS:

- Metro (Windows 8)

- Cocoa - Objective-C based SDK
Windows: Windows Phone 7:
- WPF - Metro

OS independent:
- Java based libraries (e.g. Swing)

OS independent:
- Java ME

Table 10. Common web standards

Communication standards

Visualization standards

-HTTP 1.1

- HTTP 2.0, SPDY

- Ajax

- Web services (SOAP)

- HTML, CSS
- WebGL

Table 11. Web based visualization technologies

Server side

Client side

- Java servlets

- ASP, .NET

- PHP

- Ruby

- with CGI (all executeables,
python, perl, etc.)

- JavaScript (and libraries - jquery,
dojo, etc.)

- Plugins (Flash, Java Applets,
Silverlight, etc.)

Web frameworks

- ISF
-GWT
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3.5.2. Concept

The visualization framework provides a simple interface for human
interaction. The user scenarios investigated within the requirement
analysis are divided into modules. A module in this context is defined as a
number of classes, which fulfill a certain purpose, related to human
interaction (e.g. querying and displaying values of a certain datapoint). By
dividing the architecture of the visualization into three levels (see Figure
29), coherent functionality can be grouped into reusable components

(ModuleControlle, DNDCtrl, etc.).

Figure 29. Software architecture of the proposed visualization framework

The abstraction layer encapsulates building information
(DatapointController, Datapoint, etc.) and contains logic that cannot be
directly manipulated by user input (e.g., ModuleController to manage the
modules, AuthenticationController to manage security procedures, etc.).
Communication to the server side is done with GWT-RPC requests. The
ModuleController (see Figure 30) registers new modules (defined in the
ModuleRegistrator class) and adds the main menu entry (MainMenuEntry)
in the user interface. Figure 31 shows the main menu generated by the

ModuleController.
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Figure 30. Methods provided by the Module Controller
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Figure 31. Main menu generated by the Module Controller
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The module based design principles support the learning process of the
user by emphasizing the logical modules visually. MOST provides a
framework for developing and using custom modules that cover specific
use cases. To add a new module to the webinterface, the Modulelnterface
needs to be implemented and registered within the ModuleRegistrator
class. The Modulelnterface contains only metadata of a module (module
name, module URL, etc.). The respective module needs to implement the
method getModuleWidget() which must return an instance of the actual
graphical implementation of the module. This instance needs to inherit
from the ModuleWidget class and contain all graphical components of the
module. The module can be instantiated on demand, since metadata
(Moduleinterface) and graphical components (ModuleWidget) are
separated into different classes. This can improve the performance and
the scalability of the overall webinterface. To offer a starting point in
module development, a generic module implementation and various

reusable components are available.

3.5.3. Visualization library

As shown in Figure 32, the visualization library provides various
components (MenuWidget, DragWidget, etc.), which simplify module
development and lead to a uniform design. The library is based on native

GWT features and can be integrated in any GWT project.

Figure 32. Visualization library of the proposed framework
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An example is the class DragWidget. It can contain any kind of
information, e.g., displaying a chart or presenting a formula as well as all
generic GWT widgets (buttons, checkboxes, tables, etc.) (see GWT-
Example 2012). Furthermore, the DragWidget supports the drag and drop
logic of the proposed visualization framework. Detailed information and
documentation about different visualization components can be found in

the source-code (Javadoc) of MOST 2012.

3.5.4. Drag and Drop

By wrapping any custom information with a DragWidget, the object
natively supports the basic drag and drop functionality within the user
interface. The drag and drop (DND) features of GWT are enhanced with
the DNDController (e.g. highlighting of droppable areas), as MOST uses
drag and drop actions as the primary interaction method. By offering the
user an alternative method to common interface interaction, MOST adds

a dynamic feel to the user interaction process.

As shown in Figure 33, the DND logic communicates across all three
software layers. To enable highlighting, a module must create a
DNDHighlightElement object for each DragWidget. The
DNDHighlightElement establishes a relation between the DragWidget and
possible DropWidgets (which should be highlighted while dragging).
During the drag process, the DNDController handles all DND related
operations. The DNDController is part of the abstraction layer and is
instantiated during the login process at the web interface. It subsequently
listens for DND actions. The highlighting functionality is shown in Figure
34. When triggering a DND event, the DNDController highlights areas
where a DragWidget is allowed to be dropped using the DOM-element of

the widget.
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+currentParent 0.
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bpi.most.chent. DragWindow fP 1

Figure 33. Relations of the DNDController within the client side software

architecture

@ Desion oaue

Figure 34. Highlighting of droppable areas while moving a DragWidget

3.5.5. Modules

To show the potential of the visualization framework, some modules

covering various use cases were implemented.

Chart Module

The chart module enables creating trend charts from any datapoint by

dropping it on a defined area in the module. Highcharts 2012 is used

within a DragWidget as shown in Figure 35. To enable the visualization of

timeframes containing a critical amount of measurements with the
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highcharts library, the number of shown values needs to be reduced due
to performance limits. Therefore, the data preprocessing methods -
provided by the database and the virtual datapoints - are used to
calculate a reduced number of values on behalf. Before drawing a chart,
the amount of measurements in the requested timeframe is analyzed. If a
critical amount of measurements is exceeded, the getValuesPeriodic()
method is used to request a temporally set of data (periodic values) with a
reduced amount of values. Finally, the preprocessed data is drawn in the
chart. If the user zooms into the chart, new values are requested in the
same way. This strategy reduces the high amount of measured data in a
transparent manner. It shows how the data preprocessing functionality

can be used to simplify application development.

G voc5

von 2012/02/22 17:48 Live v
bis 2012/02/22 17:48

Reset zoom

Value

-=- voc3
-+ voc4
-¥- voc5S

Figure 35. Data visualization using the chart module

Desktop Module

The desktop module enables the centralized visualization of information
coming from different modules as shown in Figure 36. It allows moving
(using drag and drop) any DragWidget to a central page (similar to the
Microsoft Windows Desktop). This way, desired information from multiple

sources can be combined on a single page.
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Figure 36. Centralized data visualization using the desktop module

Three-dimensional building visualization

To map the location of datapoints within the real building, the modul “3D-
Viewer” was developed. It visualizes a three-dimensional building model
and respective datapoints based on the platform independent Web
Graphics Library (WebGL). WebGL provides a 3d rendering engine

supported by all current web browsers.

Prototypical implementations have been examined by adapting the
projects IFCwebserver 2012 and BIMsurfer 2012. IFCwebserver 2012 uses
the WebGL based SpiderGL 2012 library, supports the COLLADA 2012 file
format, and showed various disadvantages during tests with building
related models (performance issues, large model size, unstructured code,
etc.). BIMsurfer 2012 extends the WebGL based ScenelS 2012 library, uses
a JavaScript Object Notation (JSON) based file format and showed
appropriate performance characteristics. Therefore, BIMsurfer 2012 was

chosen to be enriched with building monitoring related features. An
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example of the building visualization, using BIMsurfer 2012, is shown in

Figure 37.

Figure 37. Three-dimensional building visualization using BIMsurfer 2012

The following use cases were investigated for the “3D-Viewer” module:

A. Lead the user within the three-dimensional building model to a

desired datapoint and

B. show the user the location of a particular datapoint.

To support use case A in an intuitive way, additional building model
browsing features were implemented. For example, diverse building
stories can be exposed using a slider bar as shown in Figure 38. If no
building story is marked, all levels are shifted. If a single floor is selected,
only this one is exposed (see Figure 39). Furthermore, the transparency of

the building walls can be controlled with an additional slider bar (see

Figure 40).
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Figure 38. Exposing all levels of a building model
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zzzzzz

Praview Datapoint

Figure 40. Building model visualization with enabled transparency

A preview of a particular datapoint (description, latest measurement, etc.)
is shown by marking it via a single mouse click. To use the respective
datapoint within any other module, drag and drop from the building

model to the desired module is intended to be implemented.

Use case B (show the location of a particular datapoint) is planed to be
supported by dynamically moving the view to the location of a requested
datapoint. A prototypical implementation was tested based on the
snapshot feature of BIMsurfer 2012. Future development intends to
trigger the location visualization by dropping any datapoint object on the

module.

To create a building model for the 3d viewer, any Computer-Aided Design
(CAD) software, which supports the export of IFC2x4 2010 (Industry
Foundation Classes) compatible files, can be used. Since the used CAD
application did not support IfcSensor and IfcActor objects, a naming
convention based approach was used to link IFC objects to respective
datapoints. Any IFC object using the syntax “dp_<datapoint name>”" is
processed as a datapoint in the 3d viewer (preview on click, drag and drop
support, etc.). To convert the IFC file to the required JSON format,

BIMserver 2012 is used.
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Module development

To implement further modules, generic sample code is provided. An
export module is intended to be implemented to show how data can be
requested based on various rules (e.g., only workdays, only defined time
slots, etc.). Javadoc 2012 is used to document the developed source code.
Figure 41 gives an overview of currently implemented packages and
classes of the visualization framework. Online access to the
documentation is available at http://most.bpi.tuwien.ac.at/doc/javadoc-

client/index.html

All Classes Overview Package Class Use Tree Deprecated Index Help

All Classes Prev Next Frames No Frames
AuthenticationService . . .
AuthenticationServiceAsync Monitoring System Toolkit
BimSurferinjection
Chartinterface
ChartWrapper Packages
Curve

Package Description
D3Module g i
D3ModuleWidget bpi.most.client
DataExportModule bpi.most.client.login
DataExportModuleWidget
Datapoint bpi.most.client.mainlayout
DatapointHandler bpi.most.client.model
DalapO{ntSeN{oe bpi.most.client. modules
DatapointServiceAsync
DateTimePickerBox bpi.most.client. modules.charts
DateTimePickPopup bpi.most.client. nodules.charts.Highchart
DesktopModule
DesktopModuleWidget bpi.most.client.modules.d3viewer
DNDController bpi.most.client.modul
DNDDragStartinterface bpi.most.client.modules.exporter
DpControlier
Draginterface bpi.most.client. modules.feedback
DragWidget bpi.most.client.rpc
Droplnterface
DropWidget bpi.most.client.utils
FeedbackModule bpi.most.client.utils.dnd
FeedbackModuleWidget '

GConfig

GeneralDragWidget Overview Package Class Use Tree Deprecated Index Help
GeneralDropWidget

HiohchartStandart

Figure 41. Source code documentation of the visualization framework



Chapter 4.

Prototypical implementation

To study real-life implementation and application scenarios, two buildings
were selected and partly equipped with necessary monitoring
infrastructure. These buildings house offices, labs and lecture rooms of

the Vienna University of Technology.

One of the buildings (Lehartrakt, see Figure 42) was completed 2010 and
provides reusable building automation infrastructure to various degrees.
The second building (Mitteltrakt, see Figure 43) was built more than 100
years ago and provides no reusable building automation infrastructure. As
such, these buildings are representative of a large number of existing
buildings in Vienna. They thus represent a wide range of technical
challenges that need to be met in order to realize the postulated dynamic
data acquisition and processing architecture in the context of existing
buildings. Such challenges pertain specifically to the technology update
requirements for incorporation of high-resolution sensory and metering

capabilities, device connectivity, and cross-platform data transfer.

Figure 42. Building Lehartrakt
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Figure 43. Building Mitteltrakt

4.1. Lehartrakt

Recently completed (2010), Lehartrakt is equipped to various degrees
with current building automation technologies. Therefore, the monitoring
system can reuse some of the sensor and network infrastructure to
reduce installation efforts. Figure 44 shows a four layer model of the

entire monitoring infrastructure.
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Figure 44. Four layer model of the monitoring system in Lehartrakt
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Many sensors in the existing BACnet, KNX, and M-Bus networks are
reused. Electricity meters are added to the M-Bus system. All other
sensors are added with the wireless fieldbus EnOcean to reduce
installation costs. KNX, M-Bus and EnOcean networks are accessed by
using the OPC DA Connector. Heating ventilation and air conditioning
(HVAC) is controlled by a proprietary Building Management System (BMS)
which provides an Open Database Connectivity (ODBC) interface only.

Therefore the JDBC Connector is used to poll required data.

The monitored area in Lehartrakt covers two labs, two office rooms and
one conference room. Figure 45 and Figure 46 show the floor plans
including all sensors. Energy use of hydronic radiators is monitored with
heat meters, which measure incoming and outgoing water temperature
and the volume flow (see Figure 47). The energy use of a fan-coil units is
calculated by measuring the temperature difference between the
incoming and outgoing air and the air volume flow (see Figure 48).
Relative humidity, room air temperature, window/door states, and
occupancy are monitored with self-powered sensors using the wireless
fieldbus EnOcean (see Figure 49 to Figure 51). Carbon dioxide and volatile
organic components are measured with legacy sensors, which are
equipped with EnOcean wireless modules. Electrical energy use is
measured with M-Bus meters. Light and blind states are monitored by
tapping the KNX fieldbus. Diverse gateways are used to access all fieldbus
technologies based on Ethernet/IP. To enables secure remote data access,
the Ethernet/IP network is tunneled to the monitoring server using a VPN
concentrator. A Linksys WRT54GL router with an OpenWRT 2012
installation is used to establish the VPN connection. OpenVPN 2012 is
used as VPN technology. A watchdog scripts on the router periodically
probes the VPN connection and initiates a reconnection if communication
problems occur. The installation setup of the EnOcean and the M-Bus
Gateway including a router to establish the VPN connection is shown in

Figure 52.
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Figure 45. Floor plan including sensors of two office rooms and one conference
room in Lehartrakt
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Figure 46. Floor plan including sensors of two laboratories in Lehartrakt
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Figure 47. Heat meters installed at radiators

|
Il
I

Figure 48. Sensor setup at the fan-coils

Figure 49. Temperature, relative humidity, CO2 and VOC sensor setup
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Figure 50. Occupancy detection based on a wireless motion sensor

Figure 51. Contact sensor used to measure window state
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Prototypical implementation

Figure 52. Installation setup of various fieldbus gateways

Mitteltrakt

The building Karlsplatz provides no reusable building automation
infrastructure at all. To reduce installation costs, a fully independent
wireless approach for the fieldbus network is used. Figure 53 shows the
four layer model of the entire monitoring infrastructure in Mitteltrakt. To
transfer the measured data from the EnOcean - IP gateway to the

monitoring server, a VPN-concentrator is used.

EnOcean was chosen as the wireless fieldbus system because of its
optimized design for low power use. It allows the construction of self-
powered sensor devices, which reduces installation efforts and increases
installation flexibility. Nevertheless, some sensors still need a power
supply due to the energy use of the sensor technology. For example, a
CO2 sensor needs a significant power supply to drive its heating coil.
Many sensors with integrated EnOcean communication technology are
available on the market. Missing sensors can be easily developed using
legacy devices and EnOcean-modules of the STM and TCM series as

shown in Figure 54.
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Figure 53. Four layer model of the monitoring system in Mitteltrakt

Figure 54. Legacy CO2 sensor equipped with the EnOcean wireless module
STM110

Figure 55 shows the floor plan of the monitored area including all sensors.
The heating energy transfer rate of the radiators is calculated by
measuring the temperature of the radiator and the room (see Figure 56).
Using the K values described in DIN 1994, heating energy use can be

estimated. States of lights are detected by measuring their electrical
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energy use (see Figure 57). A small rack is used to avoid unintended
covering of air quality sensors (CO2, VOC, temperature, relative humidity)
and to measure close to the real working area (see Figure 58). Occupancy

detection for single work areas is realized by limiting the range of motion

sensors to the desired place (see Figure 59).

Figure 55. Floor plan including sensors in Karlsplatz

Figure 56. Sensor setup to measure the mean radiator temperature
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Figure 57. Electrical meter installed on lights

Figure 58. Rack for air quality sensors

Figure 59. Occupancy detection using motion sensors



4.3.

Prototypical implementation

IT infrastructure

Measurements of both monitoring implementations are processed within
the same Information Technology (IT) infrastructure. To improve
scalability, flexibility and stability, virtual machines are used. Diverse
components of the proposed toolkit are installed in respective virtual
machines. VirtualBox 2012 is used as virtualization technology. Different

virtual machines are used for the

- Connector
Virtual machine based on Microsoft Windows.

- VPN-concentrator
OpenVPN installed within a Debian/Linux system.

- Database
MySQL installed within a Debian/Linux system.

- Data-abstraction framework including the GWT based web-
interface
Apache Tomcat/TomEE Java Application Server supporting the
Java Enterprise Edition installed within a Debian/Linux system.

- anumber of virtual machines for diverse processing applications
MATLAB, EnergyPlus, etc. is installed within respective operating

systems.

Figure 60 shows the webinterface of the server system running all
productive virtual machines. It provides 12 GByte of memory and eight
Intel Xeon CPU cores. To enable stress tests, applied during development,
an additional virtual machine server, providing 24 GByte of memory and
twelve Intel Xeon CPU, is used. Furthermore, an independent computer is

used to automatically backup all virtual machines and databases.
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Figure 60. Webinterface of the productive virtual machine server

4.4. Data utilization

The measurements resulting from the described monitoring
implementation can be applied to various ends (fault detection, improving
building operation, etc.). This section shows only a few application

examples.

4.4.1. Increase user awareness

To increase the awareness of building users regarding their impact on
buildings’ energy use, an information screen, supporting touch
interaction, is installed in the Department of Building Physics of the

Vienna University of Technology. Figure 61 shows demonstratical usage.
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Figure 61. User interaction with the webinterface using touch control

4.4.2. Simulation model calibration

In the context of building performance simulation one of the key
problems is to determine the accuracy and reliability of simulation codes
and tools (Mahdavi 2001, Mahdavi et al. 2009). Certain core algorithms in
building performance simulation codes may be validated analytically, with
major simplifications of domain complexity and boundary condition
assumptions. Fundamental physical processes mapped in building
performance codes may be also tested via tightly controlled experiments
in appropriately designed test spaces and facilities. But real buildings are
far more complex, given contingencies in terms of occupancy processes
and use patterns, weather conditions, as well as initial and emerging
uncertainties in semantic properties assumptions. Such analytical
validation techniques or test in highly controlled conditions are hardly

applicable to complex real buildings. Comprehensive monitored data from
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buildings, on the other hand, can be advantageously deployed to obtain a
reliable empirical basis for the evaluation and calibration of respective

simulation models.

In this context the monitored data of the building Mitteltrakt was used to

(Tahmasebi and Mahdavi 2012):

- i) create a weather file based on local data instead of using a
predefined "typical" year,

- ii) populate the initial building model with dynamic data regarding
internal loads, device states, and occupancy processes,

- iii) to calibrate the initial model.

Table 12 shows all data streams used during the calibration process.

Table 12. Use of monitoring data for building simulation calibration (Tahmasebi

and Mahdavi 2012)
Use of data Datapoint Unit
Global horizontal radiation [W.m’z]
Diffuse horizontal radiation [W.m’z]
Outdoor air dry bulb temperature [°c]
Creati.ng local weather Outdoor air relative humidity [%]
data file
Wind Speed [m.s'l]
Wind direction [degree]
Atmospheric pressure [Pa]
Electrical plug loads (W]
State of windows and doors | [-]
Creating the initial | (open/closed)
model State of the lights (on/off) ]
Occupancy (presence/absence) [-]
Calibrating the model | Indoor air dry bulb temperature [°c]

The building was modeled within EnergyPlus 2012. The monitored data

were incorporated into EnergyPlus by defining schedules. The schedule
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files are generated using a MATLAB script. A singe file was created for
each datapoint in an event-based manner (compact schedule). To
calibrate the desired simulation model, the optimization tool GenOpt
2012 was used. Data obtained via the monitoring system were deployed
to both populate the initial simulation model and to maintain its fidelity
through a systematic optimization-assisted calibration process. The results
showed noticeable improvement of the predictive potency of the
calibrated model. Figure 62 and Figure 63 compare monitored office
temperature with initial and calibrated model results, during a 9-day
period of calibration and validation. Details about the calibration process

are described in Tahmasebi and Mahdavi 2012.
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Figure 62. Monitored & simulated office temperature - initial model (Tahmasebi
and Mahdavi 2012)
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Figure 63. Monitored & simulated office temperature - calibrated model
(Tahmasebi and Mahdavi 2012)
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Chapter 5.

Conclusion

Contributions

By using the proposed toolkit, multiple salient data streams originating
from a building's operation can be analyzed in a comprehensive manner.
Thus, the envisioned use cases can be realized. Provided interfaces enable
real-time data processing independent of software. Powerful data
preprocessing methods are implemented that support effective data
analysis. Such methods involve, for example, linked queries of energy use
for specific time intervals and building zones under specific occupancy
conditions. The scalable design of the monitoring framework can
accommodate very different system requirements and supports new
buildings (with existing building automation components) as well as
independently conceived and implemented monitoring systems that can
be realized in buildings without reusable infrastructure. The framework
developed and the associated applications support building operators to
rapidly respond to occupants' requirements. The toolkit is shown to be
flexible, as demonstrated via successful implementations in two very

distinct reference buildings.

The proposed database design showed how multiple building data
streams can be processed on a long-term basis. Powerful data
preprocessing algorithms allow effective data analysis and support
realizing the envisioned use cases. Various performance optimizations in
the database design minimize required computer resources. Practical
implementation demonstrated the usability of the database. The
benchmark tests showed a practical limit of about 900.000 datapoints
delivering about 4 measurements per hour. Two billion measurements
produce a database size of 160 GByte with the current design. This is
equivalent to about 110.000 datapoints storing a new value every 30
minutes for a period of one year. The high performance of the

preprocessing functions implemented in the database enables the
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generation of data sets (with a desired structure) in real-time. The
research efforts showed the limits of using relational databases for storing
diverse building data streams. Since common relational databases do not
support an adequate separation of measurements in multiple
(independently indexed) dimensions (e.g. MySQL partitions can only split
up values based on one criteria), an inefficient memory usage may result.
For example, in the proposed database design, all datapoints within one
partition (timeframe) are cached (indexed) the same way, even if they are
never used. Reduced memory usage could be achieved by keeping only
the currently relevant datapoints and timeframes in memory. This caching
strategy could be implemented by realizing the long term data storage
(currently covered with the data table) with an appropriate NoSQL
solution. Due to the cheap memory costs of present computers, this

limitation is only relevant for very large implementations.

The data-abstraction framework provides desired information in a generic
manner. By using virtual datapoints, multiple measurement sources can
be incorporated into a single data stream. Furthermore, complex data
gathering (e.g. calculation of values using simulation tools) can be
abstracted behind a simple interface (datapoint). By providing a web-
based visualization framework, user interface development can be
significantly simplified. Thus, increased awareness of building users and

improved BMS control can be fulfilled in a platform independent manner.

The overall toolkit consists of more then 100.000 lines of code with
additional 30.000 lines of documentation. More then 1.400 subversion
commits containing about 12.500 changes have been integrated.
Information on further developments is available at

http://most.bpi.tuwien.ac.at.

Future research

Future research and development challenges involve the implementation

of a software independent OPC DA connector to extend supported
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building systems, improvement of the OPC UA interface to increase
compatibility with processing applications, enhancement of the web
visualization to simplify usage for non-technical skilled users, and
demonstration of various use cases (e.g. automatic calibration of
simulation models, simulation-based fault detection, remote data

collection for a number of projects, etc.).

To further improve historical building data storage, future research
challenges involve reduction of the database size by optimizing the
storage engine (e.g. switching to MyISAM), developing stored procedures
to automatically resort measurements in appropriate MySQL partitions,
performance analyses of the watchdog algorithm, and performance
optimization by replacing the datapoint name (varchar) of the data table

with an integer identification number.

Currently, the following projects are treated within the Google Summer of

Code (GSOC 2012).

5.2.1. Building viewer

Missing features of the proposed three-dimensional building viewer will
be implemented. Afterwards, the usability using diverse user interface
interaction technologies (mouse/keyboard, touch and gestures/natural

interaction) will be analyzed.

5.2.2. OPC connector

Since the existing OPC connector has limited adaption options, caused by
the proprietary software environment, an open-source alternative will be
implemented. The proposed implementation will extend the connector
framework and use JEasyOPC 2012 to access OPC data sources. A simple

user interface is intended to be implemented on top.
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5.2.3. Data exporter

Using the GWT based web-visualization framework, a building data
exporter will be implemented. The exporter will be able to create
different file formats (CVS, etc.) based on various rules (only workdays,
when zone is occupied, etc.). For example: export hourly temperature
values, when zone XXX is occupied, from the 01.04.2011 to the
01.06.2011, on workdays only.

5.2.4. OPC UA server

5.3.

Based on the data-abstraction framework, an OPC UA server interface will
be implemented. Supporting OPC UA enables various processing
applications to easily access building data in real-time. The required OPC
UA information model will be based on datapoint and zone definitions.
Thus, the OPC UA tree (resulting from the information model) is build
based on zones with datapoints as lead nodes. Methods of the leaf nodes

(datapoints) enable data access.

Publications

As of this writing, various portions and reports on earlier stages of this

work have been published in the following articles:

R. Zach, M. Schuss, R. Brauer and A. Mahdavi. Improving building
monitoring using a data preprocessing storage engine based on
MySQL. 25 — 27 July, European Conference of Product and Process
Modelling (ECPPM 2012), Reykjavik, Island

R. Zach, S. Glawischnig, M. Honisch, R. Appel, A. Mahdavi. MOST: An open-
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Thomas, D. Leach (Hrg.); Konferenzpublikation mit wissenschaftlichem

Lektorat, (2011), ISBN: 978-0-646-56510-1; S. 926 - 932.

R. Zach, M. Schuss, C. Proglhof, K. Orehounig, R. Brdauer, A. Mahdavi. An
integrated architecture for energy systems and indoor climate
monitoring in buildings. 16. — 18. Februar, Vienna, 7. Internationale
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Chapter 7.
Appendix

7.1. MySQL Stored Procedures

The following figures show the flow diagrams of the data preprocessing

algorithms implemented in the MySQL database using Stored Procedures.

VARCHAR(100): p_datapoint_name
DATETIME: p_starttime
DATETIME: p_enctime
DOUBLE: p_startvalue

DOUBLE: p_curentVdue
DOUBLE: p_lastvalidvalue
DOUBLE: p_guality

Iv_index =1

CREATE temporary takle IF NOT EXISTS
data_calcAverageWeighted
TRUNCATE table data_calcAverageWeighted

L]
add p_startvalue to table
data_calcéverageWeighted

copy values of timespan from table data
to table data_calciverageWeighted
v
add value and timeduraion 0 fr timesamp
p_endtime to table data_calciverageWeighted
]

‘ Iv_indexdax = rumber of rows of table ‘

data_calcéverageWeighted

Last rowoftahle Is
data_calcAverageWeighted reached? p_startvalue
(v_index+1 <= Iv_indextax?) NULL?

| timeduration = O for frst entry (v_index= 1) |

timeduration of current row (id=Iv_index) = l

timestamp of next row (id=Iv_index+1) |Iv_timeduration8um = sum ofcolumn timeduration |
timestamp of current row(id=Iv_index)

yes

v_timeduration
07

increment Iv_index

h 4

p_currentyalue = p_currentValue = value of second last
sum (value * timeduration) / lv_timedurationSum) row oftable data_calcPeriodicValues
T

y
_currentValue =
sum (value * timeduration) / lv_timedurationSum

p_guality = lv_index + 1

Figure 64. Flow diagram — calcAverageWeighted()
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input values

VARCHAR(100): p_datspoint_rame
DATETIME: p_starttime
DATETIME: p_ercitime

DOUBLE: p_periode

DOUBLE: p_value_starttime
DOUBLE: p_value_endtime

allowed?
no

yes

y

return error message

Iv_starttime_per = p_starttime
Iv_endime_per = lv_starttime_per + p_periode
Iv_delta_x = p_endtime — p_starttime
(p_value_endime - p_value_starttime) / Iv_delta_x
Iv_d = p_value_starttime;

Iv_guality = (p_petiode) J (v_delta_x),

END

enctime reached?

(Iv_endtime_per = p_endtime?)

m

|

A

Ilv_value= Iv_k *Iv_x +Iv_d |

Iv_guality = count number of values in last periode
UPDATE quality of last value in TABLE data_periodic with Iv_guality

y

store Iv_value, Iv_endime_per, p_datspoint_name,
Iv_guality in table data_periodic

y

shift to next periode:
Iv_starttime_per = lv_endtime_per
Iv_endtime_per = lv_endime_per + p_perode
Iv_x=lv_x+ p_periode

Figure 65. Flow diagram — interpolateValuesLinear()
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FROM PAGE 1 isp_mode 27

endtime reached?
(v_endtime_per = p_endtime?)

no

are
valuesin current

retum error message

period?

no

ves ~INP UT.

calcAverageWeighted

LOUTPUT-

Iv_courtPeriod = 1

store data (Iv_currentValue, Iv_guality) of
current period in table data_periodic

p_&atpoh Liane
U_starttme per+1
u_eadtme per
u_kstvalidfalie

u_ctmertialee
u_etvalitvalie
u_qeaty

y
|v_countPeriod ++
Iv_guality=1 / Iv_courtPeriod

y

store data (Iv_lagtValidValue, Iv_guality) of
current period in table data_perodic

A

shift to next period:
Iv_starttime_per = lv_endtime_per +1
Iv_endtime_per = lv_endtime_per + p_period

TOPAGE 1

Figure 66. Flow diagram — getValuesPeriodicAnalog()
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input values

VARCHAR(100): p_datapoint_name

alloved?

no

yes

create temporary table (if not exists) data_periodic
(auto increment iddata_periodic)
truncate table data_periodic

Iv_starttime_per = p_starttime
Iv_endtime_per = |v_starttime_per + p_period
Iv_firstValue = value of first date
Iv_lastValidvalue = Iv_firstValue
Iv_lastperiod_was_vdid = true
Iv_countP eriod = 1
store data (value) of first value

Is p_mode = 10007

retum error message

TOPAGE 2

isp_mode1?

yes

enctime reached?

Qv_endtime_per »p_endtine?) -

no

arevaluesin
current period?

Iv_courtPeriod ++
Iv_gudity=1 {lv_countP:

lessOthan 1 in
current period?

yes

I Iv_currentValue = 0 | | Iv_currentvalue = 1 |

l‘—l

Iv_quality = number of values in current period

Iv_countPeriod = 1

¥

IIv_IasValxd\/alue = last value of current period |

1

store Iv_currentValue and |v_quality in table
data_periodic (as value fr current period)

T

v

shift to next period:
Iv_starttime_per = Iv_enctime_per + 1
Iv_enctime_per = lv_endime_per +p_period

FROM PAGE 2

eriod

is
Iv_outputf nshled
true?

return genersted values

(table data_periodic)

Figure 67. Flow diagram — getValuesPeriodicBinary()
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AR o
DATETINE: p_startme
DATETINE: p_edtme
VARCHARQOD: p_cp2

DOUBLE: pualteLow

DOUBLE: pualeHigh

retum error message

create temporary table (if not exists) data_tmp

create temporary table (if not exists) data_tmp_sorted
ltruncate table data_tmp

ltruncate table data_tmp_sorted

¥

icopy values oftimespan for datapoint
p_dp1 from table data to table data_tmp

icopy values oftimespan for datapoint
p_cp2 from table data to table data_tmp

copy values ordered by timestamp and "
datapointname (b_dp2 before p_cp1) from table \:/’:!;1:3 t1:foolunn valid (BOOLE AN) of table data_tmp(_sorted):
data to table data_tmpto data_tmp_sorted invaid=0
l Undefined= NULL

iset column valid in table data_tmp_sorted to:

-TRUE for rows in which datapoint p_dp2 mests
criteria (between p_valueLowand p_valueHigh)
-FALSE for rows in which datapoint p_cp2 doesrit
meet criteria (between p_valueLowand p_valueHigh)

l

| Iv_timestampLastValid = p_starttime |

l

Iv_indexdax = MAX(id) of table data_tmp_scrted

More ertriesin teble
data_tmp_sorted?

no

return valid values of
datapoint p_dp1 (fom table
data_tmp_sorted)

yes

Last (before actual id)
entry of p_dp2 valk?

Current
rowy (rowwith id equal
Iv_index) invaikd?

Current entry vai?

rovy (rovwwith id ecual
Iv_index) undefined

Cunent
Iv_valid = F ALSE rovw(row with id equal
Iv_index) valid?

0 Iv_timestampLastValid =
timestamp of cument row

Iv_timestampDiff = yes
timestamp of currert row -
Iv_timestampLastValid

Iv_timestampDiff = 1

Calc and store quality
1000 / (v_timestampDiff)

Increment Iv_index

Figure 68. Flow diagram — getValuesWhereDpBetween()
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input values alloved?

VARCHAR (100):

X7

DATETINE: _startm e
DATETINE: pedtme
VARCHARQOD: p_p2
DOUBLE: pualte

no

create temporary table (if not exists) data_tmp

create temporary table (if not exists) data_tmp_sorted
ltruncate table data_tmp

ltruncate table data_tmp_sorted

retum error message

¥

icopy values of timespan for datapoint
p_dp1 from table data to table data_tmp

icopy values of timespan for datapoint
p_cp2 from table data to table data_tmp

copy values ordered by timestamp and
datapointname (p_dp2 before p_dp1) from table
data to table data_tmpto data_tmp_sorted

Values of colunn valid (BOOLE AN) of table data_tmp(_sorted):
Vald=1
invald=0

|

Undefined=NULL

iset column valid in table data_tmp_sorted to:
-TRUE for rowes in which datapoint p_dp2 mests
criteria (equa loverbigyer p_value)

-FALSE for rows in which datapoint p_cp2 doesrit
meet criteria (equalioverbigger p_value)

l

| Iv_timestampLastValid = p_starttime I

l

Iv_indexddax = MAX(id) of table data_tmp_sorted

More ertriesin teble

data_tmp_sorted?

no

yes

Last (before actual id)

entry of p_dp2 valk?

yes

Current
rowy (rovw with id ecqual
Iv_index) invaik?

yes

v_valid = F ALSE

Current entry vai?

Current
rovy (rovwith id ecual
Iv_index) undefined
(NULLY?

ument
rovw(row with id equal
Iv_index) valid?

Iv_timestampLastValid =
timestamp of current row

Iv_timestampDiff =
timestamp of currert row -

walid values of

Iv_timestampLastvalid

Iv_timestampDiff = 1

Calc and store quality
1000 { (v_timestampDiff)

Increment Iv_index

Figure 69.

Flow diagram — getValuesWhereDpXXX()
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VARCHAR(100Y p_datapoint_name
NP UT DATE TIME: p_timestamp
DOUBLE: p_value

input values
allowed?

no

A 4

Y:S retum error message

timeStampDiff = difference of seconds to last value of datapoint_name in table data;
maxTimestampDeadband = deadband of datapoint_name in table datapoint;
maxTimestampYalue = value of last entry for datapoint_name in table dats; A 4
maxiVadue = max of datapcint_name in teble datspoint
min¥alue = min of datspoint_name intable datapoirt

minYalue NULL?

_value <
minvalue?

SELECT -13

yes

mandvalue NULL?

p_value =
manivalue?

SELECT -12

ritries in takle data fo

| INSERT INTO data p_datapoint_name,
p_datapoint_name? i

p_timestamp, p_value

SELECT1

0.

timeStampDiff <
sample_interval?

Figure 70. Flow diagram - addData()
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START
INT idzone

NPUT INT: p_idzone

creste temporary table (f not exists) tmp_SP_getP enmissionOfl)serf orDatapoint
truncate takle tmp_SP_getP ermissionOfUserForD atepoint

Input values

allowned?

no

Is
p_permissionType
‘admin'?

Is

p_permissionType p_permissionType
‘read'? "wite'?

Yes

v Yes Yes

Write zones to which user has READ accessinto table
tmp_SP_getPermissionOfU serForDatapoint

lWirite zones to which user has ADMIN access into table
tmp_SP_getP ermissionOfUserForD atapoint

[Write zonesto which user hasWRITE accessinto table
tmp_SP_cetPermissionOfUserForDatapoint

A 4
Iv_index =1
Iv_indexMax = maxid of table . o
tmp_SP_getPermissionOf)serForDatapoint Return warning: ¥wrong permission type! I

Is
Iv_index <= lv_indexax?

yes

v

Iv_currentZone = idzone of lv_index (of table
tmp_SP_getP ermissionOfl serForDatspoint)

p_BBpohtiane

isDpInSubzone :|

LouTeuT- u_DphSibzore

Is
DpInSubzone
TRUE?

Iv_retum = TRUE

Iv_index = lv_index + 1

Figure 71. Flow diagram — getPermissionOfUserForDatapoint()
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INPUT INT: p_idzone

create temporary table (fnot exists)tmp_SP _getPemissionOfJserf orZone and
tmp_SP_getP ennissionO fserf orZoneHigher Zones
truncate tables

Input values
alloved?

no

return warning message

Is Is Is
b_pemmissionType no. _pemnissionType >no. i e
‘read? "wyite'? ‘admin'?

Yes Yes

Yes x

v
Wiite zonesto which user has READ accessinto table
tmp_SP_getPermissionO fUserf orZone

Wihite zonesto which user has ADMIN accessinto table
tmp_SP_getP ermissionO fUserf orZone

Wiite zcnes to which user has WRITE accessinto table
tmp_SP _getPermissionOfl)serFor Zone

Write all higher zones and zone itself into table
tmp_SP_getP ennissionOfl serf orZoneHigherZones

Does atleast one entry of
tmp_. ForZone and
tmp_.. Higher Zones match?

I Retum warring: Wrong pemnission type!

return FALSE

Figure 72. Flow diagram — getPermissionOfUserForZone()
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WARC Ha,R(1O0): p_datapoht_ame
P uT‘<INT: p_zoNe >
Is

Iv_current_zone in table
zone’?

no

getSubzones_internal | f«—INPUT.
4

retum waming message

i

Is
daapoint_name in at
least on subzone of
p_zone?

no

yes
v

p_out = TRUE p_out = FALSE

<

A

END

Figure 73. Flow diagram — isDpInSubzone()
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p_errorCode TINYINT
p_datapoint_name  VARCHAR(100)

p_timestamp DATETIME
START NPUT p_description VARCHAR(200)
p_toDo VARCHAR(200)

p_priority TINYINT
p_souwrce VARCHAR(100)

no l

retum error message

input values
allowed?

newverror OR first error OR

emorCode other than 104117 END
y
no insert values into table waming
update enctime of warning SELECT1

Figure 74. Flow diagram — addWarning()

START
input: INT idzone

NPUT INT: p_idzone

islv_current_zone in
table zone?

no

yes

getSubzones_interral | |e—INP UT

! :

returntable zones_tmpSPsubzores return warning message

END

Figure 75. Flow diagram — getSubzones()
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( START ) i
input: INT idzone NPUT INT: p_idzone

crede temporary table (if not exists) zones_tmpSPsuwzones
(auto increment 1D)
truncate table zones_tmpSPsubzones
Iv_index =1

}

add p_idzone to takle zones_tmpSPsubzones l

!

| Ilv_currert_zone = p_idzone |

Iv_curent_zone in table
no

Iv_current_zone nat null
AND Iv_index<10007

false

Iv_current_zone a high zone
(does it have subzones)?,

is

yes

v

add subzones of lv_current _zone
to table zones_tmpSPsubzones

A 4

increment |v_index
Iv_curent_zone = zone with |D Iv_index fom zones_tmp

retum erro

I message

Is
Iv_index 10007

no

retum erro

({able zone_has_zone may be corupt)

I message

END

Figure 76. Flow diagram — getSubzones_internal()
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START
input: INT idzone

NPUT INT: p_id_zone

Iv_index =1

create temporary table (if not exists) zones_tmp (auto increment 1D)
create temporary table (f not exists) zones_basic (auto incremert 1D)

.

| add p_idzone to takle zones_tmp

l

| Iv_current_zone = p_idzone

islv_current_zore in

table zore?

yes

no

.

return error message

is lv_current_zone not null
AND Iv_index=10007

false

islv_current_zone a high zone

(does it have subzones)?

y

no

add subzones of current zore to
table zones_tmp

add |v_current_zone to

table zone:

increment Iv_index

Iv_curent_zone = zone with ID Iv_index from zones_tmp |

islv_index 10007

no

}

yes

A 4

retum errol

returntable zones_basic
drop table zones_tmp
drop table zones_basic

(table zone_has_zone may be corrupt)

I message

END

Figure 77. Flow diagram — getBasiczones()
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7.2. Virtual datapoint example

The following Java code shows the implementation of the virtual
datapoint RadiatorHeatPower within the data-abstraction layer. The
datapoint calculates the heat power of a radiator based on the mean
temperature and the standard heat output of the radiator and the room

temperature of the respective zone.

package bpi.most.server.model.dpvirtual;

import java.util.Date;

import bpi.most.server.model.Datapoint;
import bpi.most.server.model.DpController;
import bpi.most.server.model.DpVirtualFactory;
import bpi.most.shared.DpDataDTO;

import bpi.most.shared.DpDatasetDTO;

/**
ID = "RadiatorHeatPower" RadiatorHeatPower calculates the heat power of a
radiator based on the
- A) mean radiator temperature
- B) the standard heat output of the radiator (based on the respective

radiator size!! --> [W] ), e.g. 1694 W for a common radiator with 1m length

- O (optional) the room
temperature of the respective zone (20C is used if not provided).

- A) dpMeanTemp - String of dp name

- B) standartHeatOutput - Integer, [W]

- ) dpRoomTemp - String of

Example: dpMeanTemp teml; standartHeatOutput 1694; dpRoomTemp temZ2;

@author robert.zach@tuwien.ac.at
@parameter virtualDpId = "RadiatorHeatPower"
@return A Datapoint Instance or null if the requested type (string id) is
not support
*/
public class RadiatorHeatPower extends DpVirtualFactory {

*
*
*
*
*
*
*
*
* The following custom attributes should be provided:
*
*
*
*
*
*
*
*
*

@0verride
public Datapoint getVirtualDp(String virtualDpId, String dpName) {
// if virtualDpld is yours --> return a Datapoint instance
if (virtualDpId.equals("RadiatorHeatPower")) {
return new RadiatorHeatPowerImplementation(dpName);

}
return null;
}
/*
* Inner Class with the actual Implementation.
*/

public class RadiatorHeatPowerImplementation extends Datapoint {
// Custom Attributes

private final String IDdpMeanTemp = "dpMeanTemp";

private final String IDstandartHeatOutput = "standartHeatOutput";

private final String IDdpRoomTemp = "dpRoomTemp";

DpController dpct = null;

private DpDatasetDTO defaultRoomTemp;

public RadiatorHeatPowerImplementation(String dpName) {
super (dpName);
// get required DPs
dpct = DpController.getInstance();
// create default room temp Dataset - set to 20C
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defaultRoomTemp = new DpDatasetDT0(Q);
defaultRoomTemp.add(new DpDataDTO(new Date(), 20.0));
}

/*
* Overwrite getValues, getValuesPeriodic, etc.
*/

@0verride

public int addData(DpDataDTO measurement) {
// not supported
return 0;

3

@0verride

public int delData() {
// not supported
return 0;

3

@0verride

public int delData(Date starttime, Date endtime) {
// not supported
return 0;

3

@0verride
public DpDataDTO getData() {
// get required DPs
Datapoint dpMeanTemp = dpct.getDatapoint(getCustomAttr(IDdpMeanTemp));
// dpRoomTemp is null if not defined
Datapoint dpRoomTemp = dpct.getDatapoint(getCustomAttr(IDdpRoomTemp));

// put last value in Dataset
DpDatasetDTO meanRadiatorTemp = new DpDatasetDTO(Q);
meanRadiatorTemp.add(dpMeanTemp.getData());

if (dpRoomTemp == null) {
return calculateHeatPower(meanRadiatorTemp, defaultRoomTemp)
.get(0);
} else {
DpDatasetDTO roomTemp = new DpDatasetDTOQ);
roomTemp .add(dpRoomTemp . getData());
return calculateHeatPower(meanRadiatorTemp, roomTemp).get(0);

3

@0verride
public DpDatasetDTO getData(Date starttime, Date endtime) {
// get required DPs
Datapoint dpMeanTemp = dpct.getDatapoint(getCustomAttr(IDdpMeanTemp));
// dpRoomTemp is null if not defined
Datapoint dpRoomTemp = dpct.getDatapoint(getCustomAttr(IDdpRoomTemp));

if (dpRoomTemp == null) {
return calculateHeatPower(
dpMeanTemp.getData(starttime, endtime),
defaultRoomTemp);
} else {
return calculateHeatPower(
dpMeanTemp.getData(starttime, endtime),
dpRoomTemp.getData(starttime, endtime));

3

@0verride
public DpDatasetDTO getDataPeriodic(Date starttime, Date endtime,
Float period, int mode) {
// get required DPs
Datapoint dpMeanTemp = dpct.getDatapoint(getCustomAttr(IDdpMeanTemp));
// dpRoomTemp is null if not defined
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3

/**

Datapoint dpRoomTemp = dpct.getDatapoint(getCustomAttr(IDdpRoomTemp));

if (dpRoomTemp == null) {
return calculateHeatPower(dpMeanTemp.getDataPeriodic(starttime,
endtime, period, mode), defaultRoomTemp);
} else {
return calculateHeatPower(dpMeanTemp.getDataPeriodic(starttime,
endtime, period, mode), dpRoomTemp.getDataPeriodic(
starttime, endtime, period, mode));

* Actual calculation of the heat power Includes smaller quality value
* of meanRadiatorTemp and roomTemp in returned Dataset
* @return A Dataset of the calculated heat power

*/

public DpDatasetDTO calculateHeatPower(DpDatasetDTO meanRadiatorTemp,

/*
* @see

DpDatasetDTO roomTemp) {
DpDatasetDTO result = new DpDatasetDTOQ);
DpDataDTO matchingRoomTemp;
// set dp name in Resultset
result.setDatapointName(getDatapointName());
int standartHeatOutput = Integer
.valueOf(getCustomAttr(IDstandartHeatOutput));

// return empty Dataset if not all arguments are valid
if (meanRadiatorTemp.isEmpty() || roomTemp.isEmpty()) {
return result;

3

// calculate power value for each radiator meanTemp measurement
for (DpDataDTO meanTempData : meanRadiatorTemp) {
Double power = null;
Double diffTemp = null;
// ### get matching room temperature
// use roomTemp measurement before or equal to the respective
// meanTemp measurement timestamp
matchingRoomTemp = roomTemp.getDataBeforeOrEqual(meanTempData
.getTimestamp());
//if no data before or equal use after, only required for
//special case where you have no measurements in the beginning
if (matchingRoomTemp == null) {
matchingRoomTemp = roomTemp.getDataAfter(meanTempData
.getTimestamp());
}

// ### calc diff. temp.
diffTemp = meanTempData.getValue()
- matchingRoomTemp.getValue();
// negative values caused by measurement faults are set to @
if (diffTemp < 0.0) {
diffTemp = 0.0;

}

// calc heat power - see documentation

power = @0.0062 * java.lang.Math.pow(diffTemp, 1.2998)
* standartHeatOutput;

// set smaller quality value

if (meanTempData.getQuality() < matchingRoomTemp.getQuality())

result.add(new DpDataDTO(meanTempData.getTimestamp(),

power, meanTempData.getQuality()));

else
result.add(new DpDataDTO(meanTempData.getTimestamp(),
power, matchingRoomTemp.getQuality()));
}

return result;
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* bpi.most.server.model.Datapoint#getNumberOfValues(java.util.Date,
* java.util.Date)

*/
public int getNumberOfValues(Date starttime, Date endtime) {
return dpct.getDatapoint(getCustomAttr(IDdpMeanTemp))
.getNumberOfValues(starttime, endtime);
}
}
}

108



Appendix

MATLAB-Framework
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Figure 78. Complete class diagram of the MATLAB-Framework
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